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Introduction to Optimization

Optimization problems are ubiquitous in science and engineering.

Optimization problems arise any time we have a collection of elements
and wish to select the “best” one (according to some criterion). The
process of casting a real world problem as being one of mathematical
optimization consists of three main components

1. a set of variables, often called decision variables, that we
have control over;

2. an objective function that maps the decision variables to
some quality that we want to maximize (goodness of fit, profit,
etc.) or some cost that we want to minimize (error, loss, etc.);
and

3. a constraint set that dictates restrictions on the decision
variables imposed by physical limitations, budgets on resources,
design requirements, etc.

In its most general form, we can express such an optimization prob-
lem mathematically as

minimize
x

f (x) subject to x ∈ X , (1)

where f : X → R is our objective function and X is our constraint
set.

In order to solve this optimization problem, we must find an x̂ ∈ X
such that

f (x̂) ≤ f (x) for all x ∈ X . (2)

We call an x̂ satisfying (2) a minimizer of f in X , and a solution
to the optimization problem (1).
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By convention, we will focus only on minimization problems, noting
that x̂maximizes f in X if and only if x̂ minimizes −f in X — thus
any maximization problem can be easily turned into an equivalent
minimization problem.

There are a number of fundamental questions that arise when con-
sidering an optimization problem of the form (1):

1. Existence. Does a solution to (1) even exist? It could be that
f is not bounded from below, or that X has been defined in
such a way as to be empty. How can we guarantee the existence
of a solution?

2. Uniqueness. Note that an x̂ satisfying (2) need not be
unique. Only when the inequality is strict can we conclude
that there is a unique (strict) minimizer. When can we con-
clude that there is a unique solution?

3. Verification. Given a candidate solution x̂, is there a simple
condition we can check to determine if it is a/the solution to
to (1)?

4. Solution. Can we find a closed-form expression for a/the
solution to (1)? Can we provide an efficient algorithm for com-
puting a/the solution to (1)?

Throughout this course we will devote significant attention to all of
these questions, primarily in the context of convex problems.
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Convex Optimization

The great watershed in optimization is not between linearity and
non-linearity, but convexity and non-convexity.

— R. Tyrrell Rockafellar

Solving optimization problems is in general very difficult. In this
class, we will develop a framework for analyzing and solving convex
programs.1 To state precisely what we mean by this, recall that a
set C is convex if

x,y ∈ C ⇒ (1− θ)x + θy ∈ C

for all θ ∈ [0, 1]. A function f is convex if

f (θx + (1− θ)y) ≤ θf (x) + (1− θ)f (y)

for all x,y and for all θ ∈ [0, 1]. (If either of these notions are new
to you, don’t worry. We will have much more on this later!) With
these definitions in hand, a convex program simply corresponds to
one where

1. The constraint set X is a convex subset of a real vector space
(in this class we will focus exclusively on X ⊆ RN).

2. The objective function f : X → R is a convex function.

Often (but not always) we will specify X using a set of constraint
functionals:

x ∈ X ⇔ gm(x) ≤ bm for m = 1, . . . ,M.

1Throughout this course will use the terminology “optimization/convex pro-
gram” interchangeably with “optimization/convex problem.”
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In this case, an equivalent way to characterize a convex program is
for each of the gm to be convex functions.

What does convexity tell us? Two important things:

• Local minimizers are also global minimizers. So we can check
if a certain point is optimal by looking in a small neighborhood
and seeing if there is a direction to move that decreases f .

• First-order necessary conditions for optimality turn out to be
sufficient. For example, when the problem is unconstrained and
smooth, this means we can find an optimal point by finding x?

such that ∇f (x?) = 0.

The upshot of these two things is that if f (x) and its derivative (as
well as the gm(x) and their derivatives in the case of a constrained
problem)2 are easy to compute, then relatively simple algorithms
(e.g., gradient descent) are provably effective at performing the op-
timization.

The material in this course has three major components. The first
is the mathematical foundations of convex optimization. We will
see that talking about the solution to convex programs requires a
beautiful combination of algebraic and geometric ideas.

The second component is algorithms for solving convex programs.
We will talk about general purpose algorithms (and their associated
computational guarantees), but we will also look at algorithms that
are specialized to certain classes of problems, and even certain appli-
cations. Rather than focus exclusively on the “latest and greatest”,
we will try to understand the key ideas that are combined in different
ways in many solvers.
2And as we will see, much of what we do can be naturally extended to

non-smooth functions which do not have any derivatives.
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Finally, we will talk a lot about modeling. That is, how convex
optimization appears in signal processing, control systems, machine
learning, statistical inference, etc. We will give many examples of
mapping a word problem into an optimization program. These ex-
amples will be interleaved with the discussion of the first two compo-
nents, and there are several examples which we may return to several
times.

Convexity and Efficiency

Before going any further, there are two natural questions that you
might have that we ought to explicitly address.

Can all convex programs be solved efficiently?

Unfortunately, no. There are many examples of even seemingly in-
nocuous convex programs which are NP-hard. One way this can
happen is if the objective function f and/or its derivative themselves
are hard to compute. For example, consider the (∞, 1) norm:

f (X) = ‖X‖∞,1 = max
‖v‖∞≤1

‖Xv‖1.

This is a valid matrix norm, and we will see later that all valid
norms are convex. But it is known that computing f is NP-hard
(see [Roh00]), as is approximating it to a fixed accuracy. Thus, op-
timization problems involving this quantity (as either the objective
function or in the constraints) are bound to be difficult, despite being
convex.

Are there any non-convex programs that can be solved
efficiently?
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Of course there are. Here is one for which you already know the
answer:

maximize
x∈RN

xTAx subject to ‖x‖2 = 1,

where A is an arbitrary N × N symmetric matrix. This is the
maximization of an indefinite quadratic form (not necessarily convex
or concave) over a nonconvex set. But we know that the optimal
value of this program is the largest eigenvalue, and the optimizer
is the corresponding eigenvector, and there are well-known practical
algorithms for computing these.

When there is a solution to a nonconvex program, it often times relies
on nice coincidences in the structure of the problem — perturbing
the problem just a little bit can disturb these coincidences. Consider
another nonconvex program that we know how to solve:

minimize
X

N∑
i,j=1

(Xi,j − Ai,j)
2 subject to rank(X) ≤ R.

That is, we want the best rank-R approximation (in the least-squares
sense) to the N × N matrix A. The functional we are optimizing
above is convex, but the rank constraint definitely is not. Neverthe-
less, we can compute the answer efficiently using the SVD of A:

A = UΣV T =
N∑
n=1

σnunv
T
n , σ1 ≥ σ2 ≥ · · · ≥ σn ≥ 0.

The program above is solved simply by truncating this sum to its
first R terms:

X? =
R∑
n=1

σnunv
T
n .
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But now suppose that instead of the matrixA, we are given a subset
of its entries indexed by I. We now want to find the matrix that is
most consistent over this subset while also having rank at most R:

minimize
X

∑
(i,j)∈I

(Xi,j − Ai,j)
2 subject to rank(X) ≤ R.

Despite its similarity to the first problem above, this “matrix com-
pletion” problem is NP-hard in general.

Convex programs tend to be more robust to variations of this type.
Things like adding subspace constraints, restricting variables to be
positive, and considering functionals of linear transforms of x all
preserve the essential convex structure.

Note, however, that nonconvex problems can often still be solved in
many cases. For instance, consider the “matrix completion” problem
described above. Despite being NP-hard in general, there are im-
portant special cases where we can still solve this problem efficiently.
One common trick for dealing with non-convex problems that works
here and that we will see later in this course is convex relaxation.
This approach replaces a non-convex constraint (e.g., the rank con-
straint above) with a (cleverly chosen) convex surrogate. In some
cases (e.g., for a restricted class of matrices A above) one can show
that the convex relaxation will have the same solution as the original
non-convex problem.

Another approach to non-convex optimization, and one that is popu-
lar both in solving the matrix completion problem above as well as in
training neural networks, is to simply ignore this non-convexity and
to apply standard algorithms like gradient descent that, while derived
with convex problems in mind, do not explicitly require convexity to
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be applied. While we lose the kinds of theoretical guarantees that
we will derive for the convex case, these can still be effective tools in
practice.

Next we continue our introduction to convex optimization by intro-
ducing a few of the very well-known classes of convex optimization
programs and giving some example applications.

Examples of convex optimization problems

Before we dig deeper into the mathematical and algorithmic details
of convex optimization, we will start with a very brief tour of common
categories of convex optimization problems, giving a few practical ex-
amples where each arises. This discussion is by no means exhaustive,
but is merely intended to help you to have some concrete examples
in the back of your mind where the techniques we will soon start
developing can be applied.

Linear programming

Perhaps the simplest convex optimization problem to write down
(although not necessarily the easiest to solve) is a linear program
(LP). An LP minimizes a linear objective function subject to multiple
linear constraints:

minimize
x

cTx subject to aT
mx ≤ bm, m = 1, . . . ,M.

The general form above can include linear equality constraints aT
i x =

bi by enforcing both aT
i x ≤ bi and (−ai)Tx ≤ bi — in our study

later on, we will find it convenient to specifically distinguish between
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these two types of constraints. We can also write the M constraints
compactly as Ax ≤ b, where A is the M ×N matrix with the aT

m

as rows.

Linear programs do not necessarily have to have a solution; it is
possible that there is no x such that Ax ≤ b, or that the program
is unbounded in that there exists a series x1,x2, . . . , all obeying
Axk ≤ b, with lim cTxk → −∞.

There is no formula for the solution of a general linear program.
Fortunately, there exists very reliable and efficient software for solving
them. The first LP solver was developed in the late 1940s (Dantzig’s
“simplex algorithm”), and now LP solvers are considered a mature
technology. If the constraint matrix A is structured, then linear
programs with millions of variables can be solved to high accuracy
on a standard computer.

Linear programs are a very important class of optimization prob-
lems. However, if a single constraint (or the objective function) are
nonlinear, then we move into the much broader class of nonlinear
programs. While much of what we will discuss in this course is rel-
evant to LPs, we will spend a greater fraction of the course discussing
these more general nonlinear optimization problems.

Example: Chebyshev approximations

Suppose that we want to find the vector x so that Ax does not vary
too much in its maximum deviation:

minimize
x∈RN

max
m=1,...,M

|ym − aT
mx| = minimize

x∈RN
‖y −Ax‖∞.

This is called the Chebyshev approximation problem.
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We can solve this problem with linear programming. To do this, we
introduce the auxiliary variable u ∈ R — it should be easy to see
that the program above is equivalent to

minimize
x∈RN , u∈R

u subject to ym − aT
mx ≤ u

ym − aT
mx ≥ −u

m = 1, . . . ,M.

To put this in the standard linear programming form, take

z =

[
x
u

]
, c′ =

[
0
1

]
, A′ =

[
−A −1
A −1

]
, b′ =

[
−y
y

]
,

and then solve

minimize
z∈RN+1

c′Tz subject to A′z ≤ b′.

One natural application of this arises in the context of filter design.
The standard “filter synthesis” problem is to find an finite-impulse
response (FIR) filter whose discrete-time Fourier transform (DTFT)
is as close to some target H?(ω) as possible.

We can write this as an optimization problem as follows:

minimize
H

sup
ω∈[−π,π]

|H?(ω)−H(ω)| , subject to H(ω) being FIR

When the deviation from the optimal response is measured using a
uniform error, this is called “equiripple design”, since the error in the
solution will tend to have ripples a uniform distance away from the
ideal.

If we restrict ourselves to the case where H?(ω) has linear phase (so
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the impulse response is symmetric around some time index)3 we can
recast this as a Chebyshev approximation problem.

Specifically, a symmetric filter with 2K+1 taps (meaning that hn = 0
for |n| > K) has a real DTFT that can be written as a superposition
of a DC term plus K cosines:

H(ω) =
K∑
k=0

h̃k cos(kω), h̃k =

{
h0, k = 0

2hk, 1 ≤ k ≤ K.

So we are trying to solve

minimize
x∈RK+1

sup
ω∈[−π,π]

∣∣∣∣∣H?(ω)−
K∑
k=0

xk cos(kω)

∣∣∣∣∣ .
It is actually possible to solve this problem as stated – our very own
Jim McClellan worked this out in the early 1970s with his advisor
Tom Parks, developing the now ubiquitous Parks-McClellan filter
design algorithm. The solution is not obvious, however, mostly due
to the presence of supremum over ω.

Here, suppose we instead approximate the supremum on the inside
by measuring it at M equally spaced points ω1, . . . , ωM between −π
and π. Then

minimize
x

max
ωm

∣∣∣∣∣H?(ωm)−
K∑
k=0

xk cos(kωm)

∣∣∣∣∣ = minimize
x

‖y−Fx‖∞,

3The case with general phase can also be handled using convex optimization,
but it is not naturally stated as a linear program.
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where y ∈ RM and the M × (K + 1) matrix F are defined as

y =


H?(ω1)
H?(ω2)

...
H?(ωM),

 F =


1 cos(ω1) cos(2ω1) · · · cos(Kω1)
1 cos(ω2) cos(2ω2) · · · cos(Kω2)
... . . .
1 cos(ωM) cos(2ωM) · · · cos(KωM)


It should be noted that since the ωm are equally spaced, the matrix F
(and its adjoint) can be applied efficiently using a fast discrete cosine
transform. This has a direct impact on the number of computations
we need to solve the Chebyshev approximation problem above.
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Least squares

A prototypical example of a nonlinear convex optimization problem
is least squares. Specifically, given a M × N matrix A and a
vector y ∈ RM , the unconstrained least squares problem is given by

minimize
x∈RN

‖y −Ax‖22. (3)

When A has full column rank (and so M ≥ N), then there is a
unique closed-form solution:

x̂ = (ATA)−1ATy.

We can also write this in terms of the SVD of A = UΣV T:

x̂ = V Σ−1UTy.

The mapping from the data vector y to the solution x̂ is linear, and
the corresponding N ×M matrix V Σ−1UT is called the pseudo-
inverse.

When A does not have full column rank, then the solution is non-
unique. An interesting case is whenA is underdetermined (M < N)
with rank(A) = M (full row rank). Then there are many x such
that y = Ax and so ‖y −Ax‖22 = 0. Of these, we might choose
the one which has the smallest norm:

minimize
x∈RN

‖x‖2 subject to Ax = y.

It turns out that the solution is again given by the pseudo-inverse.
We can still write A = UΣV T, where Σ is M ×M , diagonal, and
invertible, U is M ×M and V is N ×M . Then x̂ = V Σ−1UTy
find the shortest vector (in the Euclidean sense) that obeys the M
specified linear constraints.
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Example: Regression

A fundamental problem in statistics is to estimate a function given
point samples (that are possibly heavily corrupted). We observe pairs
of points4 (xm, ym) for m = 1, . . . ,M , and want to find a function
f (x) such that

f (xm) ≈ ym, m = 1, . . . ,M.

Of course, the problem is not well-posed yet, since there are any
number of functions for which f (xm) = ym exactly. We regularize
the problem in two ways. The first is by specifying a class that f (·)
belongs to. One way of doing this is by building f up out of a linear
combination of basis functions φn(·):

f (x) =
N∑
n=1

αnφn(x).

We now fit a function by solving for the expansion coefficients α.
There is a classical complexity versus robustness trade-off in choosing
the number of basis functions N .

The quality of a proposed fit is measured by a loss function — this
loss is typically (but not necessarily) specified pointwise at each of
the samples, and then averaged over all the sample points:

Loss(α;x,y) =
1

M

M∑
m=1

`(α;xm, ym).

4We are just considering functions of a single variable here, but it is easy to
see how the basic setup extends to functions of a vector.
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One choice for `(·) is the squared-loss:

`(α;xm, ym) =

(
ym −

N∑
n=1

αnφn(xm)

)2

,

which is just the square between the difference of the observed value
ym and its prediction using the candidate α.

We can express everything more simply by putting it in matrix form.
We create the M ×N matrix Φ:

Φ =


φ1(x1) φ2(x1) · · · φN(x1)
φ1(x2) φ2(x2) · · · φN(x2)

... . . .
φ1(xM) φ2(xM) · · · φN(xM)


Φ maps a set of expansion coefficients α ∈ RN to a set of M pre-
dictions for the vector of observations y ∈ RM . Finding the α
that minimizes the squared-loss is now reduced to the standard least
squares problem:

minimize
α∈RN

‖y −Φα‖22

It is also possible to smooth the results and stay in the least squares
framework. If Φ is ill-conditioned, then the least squares solution
might do dramatic things to α to make it match y as closely as
possible. To discourage this, we can penalize ‖α‖2:

minimize
α∈RN

‖y −Φα‖22 + τ‖α‖22,

where τ > 0 is a parameter we can adjust. This can be converted
back to standard least squares problem by concatenating (

√
τ times)
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the identity to the bottom of Φ and zeros to the bottom of y. At
any rate, the formula for the solution to this program is

x? = (ΦTΦ + τI)−1ΦTy.

This is called ridge regression in the statistics community (and
Tikhonov regularization in the linear inverse problems community).

Another strategy in such cases is to choose a slightly different regu-
larizer and penalize ‖α‖1:

minimize
α∈RN

‖y −Φα‖22 + τ‖α‖1.

This is most commonly known as the LASSO (for “least absolute
shrinkage and selection operator”). This small change can have a
dramatic impact in the properties of the resulting solution. In partic-
ular, it is an effective strategy for promoting sparsity in the solution
α̂. This is useful in a variety of circumstances, and is something we
will return to later in this course.

Note, however, that unlike ridge regression/Tikhonov regularization,
the LASSO no longer has a closed form solution. Moreover, the term
involving ‖α‖1 is not differentiable. Optimization problems like this
are an important class of problems, and one that we will devote
significant attention to later in this course.
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Quadratic programming

Let us briefly return to our standard least squares problem in (3). It
is easy to show that this is equivalent to the problem of

minimize
x∈RN

xTATAx− 2yTAx.

Suppose you now wanted to enforce some additional structure on α.
For example, you might have reason to desire a solution with only
non-negative values. In adding such a constraint, we arrive at an
example of a quadratic program (QP).

A QP minimizes a quadratic functional subject to linear constraints:

minimize
x

xTHx + cTx, subject to Ax ≤ b.

IfH is symmetric positive semidefinite (i.e., symmetric with nonneg-
ative eigenvalues), then the program is convex. IfH has even a single
negative eigenvalue, then solving the program above is NP-hard.

QPs are almost as ubiquitous as LPs; they have been used in finance
since the 1950s (see the example below), and are found all over oper-
ations research, control systems, and machine learning. As with LPs,
there are reliable solvers and can be considered a mature technology.

A quadratically constrained quadratic program (QCQP)
allows (convex) quadratic inequality constraints:

minimize
x

xTHx + cTx, subject to xTHmx + cTmx ≤ bm,

m = 1, . . . ,M.

This program is convex if all of the Hm are symmetric positive
semidefinite; we are minimizing a convex quadratic functional over a
region defined by an intersection of ellipsoids.
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Example: Portfolio optimization

One of the classic examples in convex optimization is finding invest-
ment strategies that “optimally”5 balance the risk versus the return.
The following quadratic program formulation is due to Markowitz,
who formulated it in the 1950s, then won a Nobel Prize for it in 1990.

We want to spread our money over N different assets; the fraction of
our money we invest in asset n is denoted xn. We have the immediate
constraints that

N∑
n=1

xn = 1, and 0 ≤ xn ≤ 1, for n = 1, . . . , N.

The expected return on these investments, which are usually calcu-
lated using some kind of historical average, is µ1, . . . , µN . The µn
are specified as multipliers, so µn = 1.16 means that asset n has a
historical return of 16%. We specify some target expected return ρ,
which means

N∑
n=1

µnxn ≥ ρ.

We want to solve for the x that achieves this level of return while
minimizing our risk. Here, the definition of risk is simply the variance
of our return — if the assets have covariance matrix R, then the risk
of a given portfolio allocation x is

Risk(x) = xTRx =
M∑
m=1

M∑
n=1

Rmnxmxn.

5I put “optimally” in quotes because, like everything in finance and the
world, this technique finds the optimal answer for a specified model. The
big question is then how good your model is ...
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Our optimization program is then6

minimize
x

xTRx

subject to µTx ≥ ρ

1Tx = 1

0 ≤ x ≤ 1.

This is an example of a QP with linear constraints. It is convex since
the matrix R is a covariance matrix, and so by construction it is
symmetric positive semidefinite.

Example: Support vector machines

Support vector machines (SVMs) are a classical approach for
designing a classifier in machine learning, and involves solving an
optimization problem that we will revisit again in more detail later
on in the course. An SVM takes as input a dataset {(xi, yi)} with
xi ∈ RN and yi ∈ {−1,+1}.

The goal of the SVM is to find a vector w ∈ RN and a scalar b ∈ R
that define a separating hyperplane, i.e., a hyperplane that separates
the sets {xi : yi = +1} and {xi : yi = −1}. This can be posed as
constraints on w and b of the form

(xT
i w + b)yi ≥ 1.

Among all separating hyperplanes, it turns out that the one that
minimizes ‖w‖22 corresponds to the hyperplane that maximizes the

6Throughout these notes, we will use 1 for a vector of all ones, and 0 for a
vector of all zeros.
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margin between the two classes, where the margin corresponds to
the distance from the hyperplane to the nearest xi.

Thus, the problem of finding the best (maximum margin) separating
hyperplane reduces to

minimize
w,b

‖w‖22 subject to (xT
i w + b)yi ≥ 1 for all i.

This is another example of a QP with linear constraints.

Second-order cone programs

A second-order cone program (SOCP) is an optimization prob-
lem where the constraint set forms what is called, perhaps unsurpris-
ingly, a second-order cone. The canonical example of a second-order
cone is the set: {

(x, t),x ∈ RN , t ∈ R : ‖x‖2 ≤ t
}
.

This is a subset of RN+1. Here is an example in R3:

x1

x2

t

0
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The standard form of a SOCP is

minimize
x

cTx

subject to ‖Amx + bm‖2 ≤ cTmx + dm, m = 1, . . . ,M.

We have a linear objective function and constraints that require (y, t)
to lie inside the second-order cone, where y and t are allowed to be
any affine function of x.

SOCPs turn out to be much more common than you might initially
expect. First, it is not hard to show that an LP is also a SOCP. It
turns out that QPs and (convex) QCQPs are also SOCPs, so we can
think of SOCPs as a generalization of what we have already seen.
However, the class of possible SOCPs also includes many optimiza-
tion problems beyond what we have seen so far.

Example: Generalized geometric medians

Suppose that we have M points p1, . . . ,pM ∈ RN and that we would
like to find the “center” of this set of points. The geometric median
is the point x that minimizes the sum (or equivalently, average) of
the distances to the points p1, . . . ,pM . This can be posed as the
optimization problem

minimize
x

M∑
m=1

‖x− pm‖2.

In the case where N = 1, this is equivalent to the standard median.
The special case of M = 3 points in a dimension N ≥ 2 was first
considered by Pierre de Fermat, with Evangelista Torricelli providing
a simple geometric solution in the 17th century. In general, however,
there is no closed-form solution to this problem.

21

Georgia Tech ECE 6270 Notes by M. Davenport and J. Romberg. Last updated 11:59, August 23, 2021



It is relatively straightforward to show that this problem can be cast
as a SOCP. Specifically, it should be clear that it is equivalent to:

minimize
x,t

M∑
m=1

tm

subject to ‖x− pm‖2 ≤ tm, m = 1, . . . ,M.

A slight variation on this problem is to try to minimize the maximum
distance from x to the pm:

minimize
x

max
m∈{1,...,M}

‖x− pm‖2.

This too has a simple formulation as a SOCP:

minimize
x,t

t

subject to ‖x− pm‖2 ≤ t, m = 1, . . . ,M.

Semidefinite programs

So far we have typically been looking at problems where we are
optimizing over vectors x ∈ RN . In many important applications,
our decision variables are more naturally represented as a matrix X .
In such problems, it is common to encounter the constraint that this
matrixX must be positive semidefinite. When the objective function
is linear and we have affine constraints, this is called a semidefinite
program (SDP).

To state the standard form for an SDP, it is useful to introduce some
notation. First, we will let SN denote the set of N × N symmetric
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matrices, and SN+ the set of symmetric positive semidefinite matrices.
Furthermore, we let

〈Y ,X〉 = trace(Y TX)

denote the (trace) inner product between a pair of matrices.7 With
this notation in hand, the standard form for an SDP is given by

minimize
X

〈C,X〉
subject to 〈Am,X〉 ≤ bm, m = 1, . . . ,M

X ∈ SN+ ,

where C,A1, . . . ,AM ∈ S.

SDPs are the broadest class of convex problems that we will study
in this course. All of the problems we have looked at so far (LPs,
QPs, SOCPs) can be shown to be special cases of SDPs. We will see
a number of examples of SDPs that arise in applications throughout
the course.

Example: Bounding portfolio risk

Let us briefly return to our previous example or portfolio optimiza-
tion. Before we assumed that we knew the expected returns and the
covariance matrixR for the different assets under consideration, and
our goal was to determine the optimal allocation. Here we consider
a slightly different problem. Suppose that we already have a fixed
allocation x across the different assets, but rather than knowing the

7This is simply the inner product that would result from reshaping X and
Y into vectors and applying the standard inner product.
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covariance matrix R exactly, we assume that we have only an esti-
mate of R. A natural question is whether we can quantify how large
the true risk of our portfolio might be in such a case.

Suppose that we have confidence intervals on how accurate our co-
variance estimate is of the form

Lmn ≤ Rmn ≤ Umn.

For a given portfolio x, we can compute the maximum possible risk
of that portfolio that is consistent with the given bounds via the
following SDP:

maximize
R

xTRx

subject to Lmn ≤ Rmn ≤ Umn, m, n = 1, . . . , N

R ∈ SN+ .

We have to enforce the constraint that R ∈ SN+ because R must be
a covariance matrix, and ignoring this constraint would yield a risk
that is not actually achievable.

References

[Roh00] J. Rohn. Computing the norm ‖A‖∞,1 is NP-Hard. Linear
and Multilinear Algebra, 47:195–204, 2000.
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Convex sets

In this section, we will be introduced to some of the mathematical
fundamentals of convex sets. In order to motivate some of the defini-
tions, we will look at the closest point problem from several different
angles. The tools and concepts we develop here, however, have many
other applications both in this course and beyond.

A set C ⊂ RN is convex if

x,y ∈ C ⇒ (1− θ)x + θy ∈ C for all θ ∈ [0, 1].

In English, this means that if we travel on a straight line between
any two points in C, then we never leave C.

These sets in R2 are convex:

These sets are not:

1
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Examples of convex (and nonconvex) sets

• Subspaces. Recall that if S is a subspace of RN , then
x,y ∈ S ⇒ ax + by ∈ S for all a, b ∈ R.
So S is clearly convex.

• Affine sets. Affine sets are just subspaces that have been offset
by the origin:

{x ∈ RN : x = y + v, y ∈ T }, T = subspace,

for some fixed vector v. An equivalent definition is that
x,y ∈ C ⇒ θx + (1− θ)y ∈ C for all θ ∈ R — the difference
between this definition and that for a subspace is that subspaces
must include the origin.

• Bound constraints. Rectangular sets of the form

C = {x ∈ RN : `1 ≤ x1 ≤ u1, `2 ≤ x2 ≤ u2, . . . , `N ≤ xN ≤ uN}

for some `1, . . . , `N , u1, . . . , uN ∈ R are convex.

• The “filled in” simplex in RN

{x ∈ RN : x1 + x2 + · · · + xN ≤ 1, x1, x2, . . . , xN ≥ 0}

is convex.

• Any subset of RN that can be expressed as a set of linear in-
equality constraints

{x ∈ RN : Ax ≤ b}

is convex. Notice that both rectangular sets and the simplex

2
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fall into this category — for the previous example, take

A =




1 1 1 · · · 1
−1 0 0 · · · 0
0 −1 0 · · · 0
... . . .
0 · · · −1



, b =




1
0
0
...
0



.

In general, when sets like these are bounded, the result is a
polyhedron.

• Norm balls. If ‖ · ‖ is a valid norm on RN , then

Br = {x : ‖x‖ ≤ r},

is a convex set.

• Ellipsoids. An ellipsoid is a set of the form

E = {x : (x− x0)
TP −1(x− x0) ≤ r},

for a symmetric positive-definite matrix P . Geometrically, the
ellipsoid is centered at x0, its axes are oriented with the eigen-
vectors of P , and the relative widths along these axes are pro-
portional to the eigenvalues of P .

• A single point {x} is convex.

• The empty set is convex.

• The set
{x ∈ R2 : x2

1 − 2x1 − x2 + 1 ≤ 0}
is convex. (Sketch it!)

3
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• The set
{x ∈ R2 : x2

1 − 2x1 − x2 + 1 ≥ 0}
is not convex.

• The set
{x ∈ R2 : x2

1 − 2x1 − x2 + 1 = 0}
is certainly not convex.

• Sets defined by linear equality constraints where only some of
the constraints have to hold are in general not convex. For
example

{x ∈ R2 : x1 − x2 ≤ −1 and x1 + x2 ≤ −1}
is convex, while

{x ∈ R2 : x1 − x2 ≤ −1 or x1 + x2 ≤ −1}
is not convex.

Cones

A cone is a set C such that

x ∈ C ⇒ θx ∈ C for all θ ≥ 0.

Convex cones are sets which are both convex and a cone. C is a
convex cone if

x1,x2 ∈ C ⇒ θ1x1 + θ2x2 ∈ C for all θ1, θ2 ≥ 0.

Given an x1,x2, the set of all linear combinations with positive
weights makes a wedge. For practice, sketch the region below that
consists of all such combinations of x1 and x2:

4
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x2

x1

We will mostly be interested in proper cones, which in addition to
being convex, are closed, have a non-empty interior1 (“solid”), and
do not contain entire lines (“pointed”).

Examples:

Non-negative orthant. The set of vectors whose entries are non-
negative,

RN
+ = {x ∈ RN : xn ≥ 0, for n = 1, . . . , N},

is a proper cone.

Positive semi-definite cone. The set of N ×N symmetric matri-
ces with non-negative eigenvalues is a proper cone.

Non-negative polynomials. Vectors of coefficients of non-negative
polynomials on [0, 1],

{x ∈ RN : x1+x2t+x3t
2+· · ·+xNtN−1 ≥ 0 for all 0 ≤ t ≤ 1},

form a proper cone. Notice that it is not necessary that all
the xn ≥ 0; for example t − t2 (x1 = 0, x2 = 1, x3 = −1) is
non-negative on [0, 1].

Norm cones. The subset of RN+1 defined by

{(x, t), x ∈ RN , t ∈ R : ‖x‖ ≤ t}
1See Technical Details for precise definition.
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is a proper cone for any valid norm ‖ · ‖ and t > 0. (We
encountered this cone in our discussion about SOCPs in the
last set of notes.)

Every proper cone K defines a partial ordering or generalized
inequality. We write

x �K y when y − x ∈ K.

For example, for vectors x,y ∈ RN , we say

x �RN
+
y when xn ≤ yn for all n = 1, . . . , N.

For symmetric matrices X,Y , we say

X �SN
+
Y when Y −X has non-negative eigenvalues.

We will typically just use � when the context makes it clear. In fact,
for RN

+ we will just write x ≤ y (as we did above) to mean that
the entries in x are component-by-component upper-bounded by the
entries in y.

Partial orderings obey share of the properties of the standard ≤ on
the real line. For example:

x � y, u � v ⇒ x + u � y + v.

But other properties do not hold; for example, it is not necessary
that either x � y or y � x. For an extensive list of properties of
partial orderings (most of which will make perfect sense on sight) can
be found in [BV04, Chapter 2.4].

6
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Affine sets

Recall the definition of a linear subspace: a set T ⊂ RN is a subspace
if

x,y ∈ T ⇒ αx + βy ∈ T , for all α, β ∈ R.
Affine sets (also referred to as affine spaces) are not fundamentally
different than subspaces. An affine set S is simply a subspace that
has been offset from the origin:

S = T + v0,

for some subspace T and v0 ∈ RN . (It thus make sense to talk
about the dimension of S as being the dimension of this underlying
subspace.) We can recast this as a definition similar to the above: a
set S ⊂ RN is affine if

x,y ∈ S ⇒ λx + (1− λ)y ∈ S, for all λ ∈ R.

Just as we can find the smallest subspace that contains a finite set
of vector {v1, . . . ,vK} by taking their span,

Span({v1, . . . ,vK}) =

{
x ∈ RN : x =

K∑

k=1

αkvk, αk ∈ R

}
,

we can define the affine hull (the smallest affine set that contains
the vectors) as

Aff({v1, . . . ,vK}) =

{
x ∈ RN : x =

K∑

k=1

λkvk, λk ∈ R,
K∑

k=1

λk = 1

}
.

Example: Let

v1 =

[
1
0

]
, v2 =

[
1/2
1/2

]
.
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Then Span({v1,v2}) is all of R2 while Aff({v1,v2}) is the line that
connects v1 and v2,

Aff({v1,v2}) =
{
x ∈ R2 : x1 + x2 = 1

}
.

Just as any linear subspace T of dimension K can be described using
a homogeneous set of equations,

x ∈ T ⇔ Ax = 0,

using any (N −K)×N matrix A whose nullspace is T , any affine
set S of dimension K can be described as the solution to a linear
system of equations

x ∈ S ⇔ Ax = b,

for some (N −K)×N matrix A and b ∈ RN−K.

It should be clear that every subspace is an affine set, but not every
affine set is a subspace. It is easy to show that an affine set is a
subspace if and only if it contains the 0 vector.

Affine sets are of course convex.

Hyperplanes and halfspaces

Hyperplanes and halfspaces are both very simple constructs, but they
will be crucial to our understanding to convex sets, functions, and
optimization problems.

A hyperplane is an affine set of dimension N − 1; it has the form

{x ∈ RN : 〈x,a〉 = t}

8
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for some fixed vector a 6= 0 and scalar t. When t = 0, this set is
a subspace of dimension N − 1, and contains all vectors that are
orthogonal to a. For t 6= 0, this is an affine space consisting of all
the vectors orthogonal to a (call this set A⊥) offset to some x0:

{x ∈ RN : 〈x,a〉 = t} = {x ∈ RN : x = x0 +A⊥},
for any x0 with 〈x0,a〉 = t. We might take x0 = t · a/‖a‖22, for
instance. The point is, a is a normal vector of the set.

Here are some examples in R2:

1 2 3 4 5

1

2

3

4

5

�1

t = 1 t = 5t = �1

<latexit sha1_base64="M1Fz+g8AWbpYRY64DpjJRqAdUBo=">AAACHXicbVDLSsNAFJ3UV62vqks3g0VwVRIp2o1QcOOygn1AE8pkctMOnUzCzEQsIT/ixl9x40IRF27Ev3H6QLT1wDCHc+7l3nv8hDOlbfvLKqysrq1vFDdLW9s7u3vl/YO2ilNJoUVjHsuuTxRwJqClmebQTSSQyOfQ8UdXE79zB1KxWNzqcQJeRAaChYwSbaR+ueb6MQ/UODJfRnJ8iV0fBkxkfkS0ZPc5dlwX29gFEfxo/XLFrtpT4GXizEkFzdHslz/cIKZpBEJTTpTqOXaivYxIzSiHvOSmChJCR2QAPUMFiUB52fS6HJ8YJcBhLM0TGk/V3x0ZidTkAFNp9huqRW8i/uf1Uh3WvYyJJNUg6GxQmHKsYzyJCgdMAtV8bAihkpldMR0SSag2gZZMCM7iycukfVZ1zqu1m1qlUZ/HUURH6BidIgddoAa6Rk3UQhQ9oCf0gl6tR+vZerPeZ6UFa95ziP7A+vwG54GiZg==</latexit>

a =


1
0

�
1

2

3

4

5

1 2 3 4 5�1

t = 5t = 1

<latexit sha1_base64="kc1SV4vC3OZ6kQgjaXPGd2X/2Ys=">AAACHXicbVDLSsNAFJ34rPVVdelmsAiuSlKKdiMU3LisYB/QhDKZ3LRDJ5MwMxFL6I+48VfcuFDEhRvxb5y2QbT1wDCHc+7l3nv8hDOlbfvLWlldW9/YLGwVt3d29/ZLB4dtFaeSQovGPJZdnyjgTEBLM82hm0ggkc+h44+upn7nDqRisbjV4wS8iAwECxkl2kj9Us31Yx6ocWS+jEzwJXZ9GDCR+RHRkt1PcNV1sYNdEMGP1i+V7Yo9A14mTk7KKEezX/pwg5imEQhNOVGq59iJ9jIiNaMcJkU3VZAQOiID6BkqSATKy2bXTfCpUQIcxtI8ofFM/d2RkUhNDzCVZr+hWvSm4n9eL9Vh3cuYSFINgs4HhSnHOsbTqHDAJFDNx4YQKpnZFdMhkYRqE2jRhOAsnrxM2tWKc16p3dTKjXoeRwEdoxN0hhx0gRroGjVRC1H0gJ7QC3q1Hq1n6816n5euWHnPEfoD6/Mb6qmiaA==</latexit>

a =


2
1

�

A halfspace is a set of the form

{x ∈ RN : 〈x,a〉 ≤ t}
for some fixed vector a 6= 0 and scalar t. For t = 0, the halfspace
contains all vectors whose inner product with a is negative (i.e. the
angle between x and a is greater than 90◦). Here is a simple example:

9
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1

2

3

4

5

1 2 3 4 5�1

t = 5

<latexit sha1_base64="kc1SV4vC3OZ6kQgjaXPGd2X/2Ys=">AAACHXicbVDLSsNAFJ34rPVVdelmsAiuSlKKdiMU3LisYB/QhDKZ3LRDJ5MwMxFL6I+48VfcuFDEhRvxb5y2QbT1wDCHc+7l3nv8hDOlbfvLWlldW9/YLGwVt3d29/ZLB4dtFaeSQovGPJZdnyjgTEBLM82hm0ggkc+h44+upn7nDqRisbjV4wS8iAwECxkl2kj9Us31Yx6ocWS+jEzwJXZ9GDCR+RHRkt1PcNV1sYNdEMGP1i+V7Yo9A14mTk7KKEezX/pwg5imEQhNOVGq59iJ9jIiNaMcJkU3VZAQOiID6BkqSATKy2bXTfCpUQIcxtI8ofFM/d2RkUhNDzCVZr+hWvSm4n9eL9Vh3cuYSFINgs4HhSnHOsbTqHDAJFDNx4YQKpnZFdMhkYRqE2jRhOAsnrxM2tWKc16p3dTKjXoeRwEdoxN0hhx0gRroGjVRC1H0gJ7QC3q1Hq1n6816n5euWHnPEfoD6/Mb6qmiaA==</latexit>

a =


2
1

�

Separating hyperplanes

If two convex sets are disjoint, then there is a hyperplane that sepa-
rates them. Here is a picture:

C

D

This fact is intuitive, and is incredibly useful in understanding the
solutions to convex optimization programs (we will see this even in

10
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the next section). It is also not true in general if one of the sets is
nonconvex; observe:

For sets C,D ⊂ RN , we say that a hyperplaneH = {x : 〈x,a〉 = t}
• separates C and D if for all c ∈ C, d ∈ D

〈c,a〉 ≤ t ≤ 〈d,a〉 for all c ∈ C, d ∈ D; (1)

• properly separates C and D if (1) holds and both C and D are
not contained in H themselves;

• strictly separates C and D if

〈c,a〉 < t < 〈d,a〉 for all c ∈ C, d ∈ D;

• strongly separates C and D if there exists ε > 0 such that

〈c,a〉 ≤ t− ε and 〈d,a〉 ≥ t + ε for all c ∈ C, d ∈ D.

Note that we can switch the roles of C and D above, i.e. we also say
H separates C and D if 〈d,a〉 ≤ t ≤ 〈c,a〉 for all c ∈ C,d ∈ D.

Let us start by showing the following:

11
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Strong separating hyperplane theorem
Let C and D be disjoint nonempty closed convex sets and let C
be bounded. Then there is a hyperplane that strongly separates
C and D.

To prove this, we show how to explicitly construct a strongly sepa-
rating hyperplane. Let d(x,D) be the distance of a point x to the
set D:

d(x,D) = inf
y∈D
‖x− y‖2.

As we will see below, since D is closed, there is a unique closest point
to x that achieves the infimum on the right. It is also true that
d(x,D) is continuous as a function of x, so by the Weierstrauss ex-
treme value theorem it achieves its minimum value over the compact
set C. That is to say, there exist points c ∈ C and d ∈ D that
achieve the minimum distance

‖c− d‖2 = inf
x∈C,y∈D

‖x− y‖2.

Since C and D are disjoint, we have c− d 6= 0.

Define

a = d− c, t =
‖d‖22 − ‖c‖22

2
, ε =

‖c− d‖22
2

.

Here is a picture to help visualize these quantities:

12
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C

D
d

c

<latexit sha1_base64="3pJds1SI+lNMyWdEoWfDHGD3MiM=">AAACOHicbVDLSgMxFM34tr6qLt0MFsGFlBkpKoIguHGngrWFppRMeqcNZjJDckcsw/Sv3PgZ7sSNC0Xc+gWmj4VaD4ScnHsuufcEiRQGPe/ZmZqemZ2bX1gsLC2vrK4V1zduTJxqDlUey1jXA2ZACgVVFCihnmhgUSChFtyeDeq1O9BGxOoaewk0I9ZRIhScoZVaxQsqIUSa0SCWbdOL7JXd5/3jPpVMdST81vd+PllO9dDTP+kj1aLTRZq3iiWv7A3hThJ/TEpkjMtW8Ym2Y55GoJBLZkzD9xJsZkyj4BLyAk0NJIzfsg40LFUsAtPMhovn7o5V2m4Ya3sUukP1Z0fGIjOY1jojhl3ztzYQ/6s1UgyPmplQSYqg+OijMJUuxu4gRbctNHCUPUsY18LO6vIu04yjzbpgQ/D/rjxJbvbL/kG5clUpnR6P41ggW2Sb7BKfHJJTck4uSZVw8kBeyBt5dx6dV+fD+RxZp5xxzyb5BefrG8yasJg=</latexit>{x : hx, ai = t}

a = d � c
<latexit sha1_base64="Xc2eDSyrYLpJm12+9yykn/bsr/w=">AAACJnicbVDLSsNAFJ34rPUVdelmsAhuLEkpKkKh4MZlBfuAJobJZNIOnTyYmQglzde48VfcuKiIuPNTnLRZ2NYDwxzOuZd773FjRoU0jG9tbX1jc2u7tFPe3ds/ONSPjjsiSjgmbRyxiPdcJAijIWlLKhnpxZygwGWk647ucr/7TLigUfgoxzGxAzQIqU8xkkpy9IaEDWj5HOHUmlhuxDwxDtSXepk1cWpPNXgJFw1cGFlayxy9YlSNGeAqMQtSAQVajj61vAgnAQklZkiIvmnE0k4RlxQzkpWtRJAY4REakL6iIQqIsNPZmRk8V4oH/YirF0o4U/92pCgQ+ZKqMkByKJa9XPzP6yfSv7FTGsaJJCGeD/ITBmUE88ygRznBko0VQZhTtSvEQ6QykyrZsgrBXD55lXRqVfOqWn+oV5q3RRwlcArOwAUwwTVognvQAm2AwQt4A1Pwob1q79qn9jUvXdOKnhOwAO3nF9tzpgU=</latexit>

t =
kdk2

2 � kck2
2

2

We will show that for these choices,

〈x,a〉 ≤ t− ε for x ∈ C, 〈x,a〉 ≥ t + ε for x ∈ D,

for ε = ‖c− d‖22/2. To see this, we will set

f (x) = 〈x,a〉 − t,

and show that for any point u ∈ D, we have f (u) ≥ ε.

First, we prove the basic geometric fact that for any two vectors x,y,

if ‖x + θy‖2 ≥ ‖x‖2 for all θ ∈ [0, 1] then 〈x,y〉 ≥ 0. (2)

To establish this, we expand the norm as

‖x + θy‖22 = ‖x‖22 + θ2‖y‖22 + 2θ〈x,y〉,

from which we can immediately deduce that

θ

2
‖y‖22 + 〈x,y〉 ≥ 0 for all θ ∈ [0, 1]

⇒ 〈x,y〉 ≥ 0.
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Now let u be an arbitrary point in D. Since D is convex, we know
that d + θ(u− d) ∈ D for all θ ∈ [0, 1]. Since d is as close to c as
any other point in D, we have

‖d + θ(u− d)− c‖2 ≥ ‖d− c‖2,

and so by (2), we know that

〈d− c,u− d〉 ≥ 0.

This means

f (u) = 〈u,d− c〉 − ‖d‖
2
2 − ‖c‖22

2

= 〈u,d− c〉 − 〈d + c,d− c〉
2

= 〈u− (d + c)/2, d− c〉
= 〈u− d + d/2− c/2, d− c〉

= 〈u− d,d− c〉 +
‖c− d‖22

2

≥ ‖c− d‖
2
2

2
.

The argument that f (v) ≤ −ε for every v ∈ C is exactly the same.

We will not prove it here, but there is an even more interesting result
that says that the sets C and D do not even have to be disjoint —
they can intersect at one or more points along their boundaries as
shown here:
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Georgia Tech ECE 6270 Notes by M. Davenport and J. Romberg. Last updated 15:03, September 6, 2021



C

D

Separating hyperplane theorem

Nonempty convex sets C,D ⊂ RN can be (properly) separated by
a hyperplane if and only if their relative interiors are disjoint:

relint(C) ∩ relint(D) = ∅.

See the Technical Details for what exactly is meant by “relative in-
terior” but it is basically everything not on the natural boundary of
the set once we account for the fact that it might have dimension
smaller than N .

15
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Supporting hyperplanes

A direct consequence of the separating hyperplane theorem is that
every point on the boundary of a convex set C can be separated from
its interior.

If a 6= 0 satisfies 〈x,a〉 ≤ 〈x0,a〉 for all x ∈ C, then

H = {x : 〈x,a〉 = 〈x0,a〉}

is called a supporting hyperplane to C at x0. Here’s a picture:

x0

The hyperplane is tangent to C atx0, and the halfspace {x : 〈x,a〉 ≤
〈x0,a〉} contains C. We call H a proper supporting hyperplane if
〈y,a〉 < 〈x0,a〉 for at least one y ∈ C.

The supporting hyperplane theorem says that a supporting hyper-
plane exists at every point x0 on the boundary of a (non-empty)
convex set C.

Supporting hyperplane theorem

Let C ⊂ RN be a convex set, and let x0 ∈ C. Then there is a
supporting hyperplane at x0 if and only if x0 6∈ relint(C).

16
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Proof of this theorem (and the general separating hyperplane theo-
rem above) can be found in [Roc70, Chap. 11].

Note that there might be more than one supporting hyperplane at
an boundary point:

x0

The closest point problem

Let x0 ∈ RN be given, and let C be a non-empty, closed, convex set.
The projection of x0 onto C is the closest point (in the standard
Euclidean distance, for now) in C to x0:

PC(x0) = arg min
y∈C
‖x0 − y‖2

We will see below that there is a unique minimizer to this problem,
and that the solution has geometric properties that are analogous to
the case where C is a subspace.

Projection onto a subspace

Let’s recall how we solve this problem in the special case where
C := T is a K-dimensional subspace. In this case, the solution

17
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x̂ = PT (x0) is unique, and is characterized by the orthogonality
principle:

x0 − x̂ ⊥ T
meaning that 〈y,x0 − x̂〉 = 0 for all y ∈ T . The proof of this fact
is reviewed in the Technical Details section at the end of these notes.

The orthogonality principle leads immediately to an algorithm for
calculating PT (x0). Let v1, . . . ,vK be a basis for T ; we can write
the solution as

x̂ =
K∑

k=1

αkvk;

solving for the expansion coefficients αk is the same as solving for x̂.
We know that

〈x0 −
K∑

j=1

αjvj,vk〉 = 0, for k = 1, . . . , K,

and so the αk must obey the linear system of equations

K∑

j=1

αj〈vj,vk〉 = 〈x0,vk〉, for k = 1, . . . , K.

Concatenating the vk as columns in the N ×K matrix V , and the
entries αk into the vector α ∈ RK, we can write the equations above
as

V TV α = V Tx0.

Since the {vk} are a basis for T (i.e. they are linearly independent),
V TV is invertible, and we can solve for the best expansion coeffi-
cients:

α̂ = (V TV )−1V Tx0.

18
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Using these expansion coefficient to reconstruct x̂ yields

x̂ = V α̂ = V (V TV )−1V Tx0.

In this case, the projector PT (·) is a linear map, specified byN×N
matrix V (V TV )−1V T.

Projection onto an affine set

As discussed above, affine sets are not fundamentally different than
subspaces; any affine set C can be written as a subspace T plus an
offset v0:

C = T + v0 = {x : x = y + v0, y ∈ C}.

This makes it easy to translate the results for subspaces above to
say that the projection onto an affine set is unique, and obeys the
orthogonality principle

〈y − x̂,x0 − x̂〉 = 0, for all y ∈ C. (3)

You can solve this problem by shifting x0 and C by negative v0,
projecting x0 − v0 onto the subspace C − v0, and then shifting the
answer back.

Projection onto a general convex set

In general, there is no closed-form expression for the projector onto
a given convex set. However, the concepts above (orthogonality,
projection onto a subspace) can help us understand the solution for
an arbitrary convex set.

19
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Uniqueness of closest point

If C ⊂ RN is closed and convex, then for any x0, the program

minimize
y∈C

‖x0 − y‖2 (4)

has a unique solution.

First, let’s argue that at least one minimizer to (4). Let x′ be any
point in C, and set B = {x : ‖x − x0‖ ≤ ‖x′ − x0‖2}. By
construction, if a minimizer exists, it must be in the set C ∩B. Since
C∩B is closed and bounded and ‖x0−y‖2 is a continuous function of
y, by the Weierstrass extreme value theorem we know that there is at
least one point in the set where this functions achieves it minimum.
Hence there exists at least one solution x̂ to (4).

We can now argue that |hatx is the only minimizer of (4). Consider
first all the points y ∈ C such that y−x0 is co-aligned with x̂−x0.
Let

I = {α ∈ R : x̂ + α(x0 − x̂) ∈ C}.
(Note that if y = x̂ + α(x0 − x̂), then y − x0 = (1 − α)(x̂ − x0)
and so the two difference vectors are co-aligned.) Since C is convex
and closed, this is a closed interval of the real line (that contains at
least the point α = 0). The function

g(α) = ‖x0 − x̂− α(x0 − x̂)‖22 = (1− α)2‖x0 − x̂‖22,
captures the distance of the co-aligned vector for every value of α.
Since, as a function of α, this a parabola with strictly positive second
derivative, it takes its minima at exactly one place on the interval
I and by construction this is α = 0. So any y 6= x̂ with y − x0

co-aligned with x̂− x0 cannot be another minimizer of (4).
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Now let y be any point in C such that the difference vectors are not
co-aligned. We will show that y cannot minimize (4) because the
point x̂/2 + y/2 ∈ C is definitively closer to x0. We have

∥∥∥∥x0 −
x̂

2
− y

2

∥∥∥∥
2

2

=

∥∥∥∥
x0 − x̂

2
+
x0 − y

2

∥∥∥∥
2

2

=
‖x0 − x̂‖22

4
+
‖x0 − ŷ‖22

4
+
〈x0 − x̂,x0 − y〉

2

<
‖x0 − x̂‖22

4
+
‖x0 − ŷ‖22

4
+
‖x0 − x̂‖2 ‖x0 − y‖2

2

=

(‖x0 − x̂‖2
2

+
‖x0 − y‖2

2

)2

≤ ‖x0 − y‖22.

The strict inequality above follows from Cauchy-Schwarz, while the
last inequality follows from the fact that x̂ is a minimizer. This shows
that no y 6= x̂ can also minimize (4), and so x̂ is unique.

Similar to the orthogonality principle for projecting onto an affine
set or linear space, there is a clean geometric optimality condition
for the closest point in a convex set.

Obtuseness principle

PC(x0) = x̂ if and only if

〈y − x̂,x0 − x̂〉 ≤ 0 for all y ∈ C. (5)

Compare (5) with (3) above. Here is a picture:
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x0

y

x̂

We first prove that (5)⇒ PC(x0) = x̂. For any y ∈ C, we have

‖y − x0‖22 = ‖y − x̂ + x̂− x0‖22
= ‖y − x̂‖22 + ‖x̂− x0‖22 + 2〈y − x̂, x̂− x0〉
≥ ‖x̂− x0‖22 + 2〈y − x̂, x̂− x0〉.

Note that the inner product term above is the same as (5), but with
the sign of the second argument flipped, so we know this term must
be non-negative. Thus

‖y − x0‖22 ≥ ‖x̂− x0‖22.
Since this holds uniformly over all y ∈ C, x̂ must be the closest point
in C to x0.

We now show that PC(x0) = x̂ ⇒ (5). Let y be an arbitrary point
in C. Since C is convex, the point x̂ + θ(y − x̂) must also be in C
for all θ ∈ [0, 1]. Since x̂ = PC(x0),

‖x̂ + θ(y − x̂)− x0‖2 ≥ ‖x̂− x0‖2 for all θ ∈ [0, 1].

By our intermediate result (2) a few pages ago, this means

〈y − x̂, x̂− x0〉 ≥ 0 ⇒ 〈y − x̂,x0 − x̂〉 ≤ 0.
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Technical Details: closest point to a subspace

In this section, we establish the orthogonality principle for projection
of a point x0 onto a subspace T . Let x̂ be a vector which obeys

ê = x− x̂ ⊥ T .
We will show that x̂ is the unique closest point to x0 in T . Let y
be any other vector in T , and set

e = x− y.
We will show that

‖e‖ > ‖ê‖ (i.e. that ‖x− y‖ > ‖x− x̂‖) .

Note that

‖e‖2 = ‖x− y‖2 = ‖ê− (y − x̂)‖2
= 〈ê− (y − x̂) , ê− (y − x̂)〉
= ‖ê‖2 + ‖y − x̂‖2 − 〈ê,y − x̂〉 − 〈y − x̂, ê〉.

Since y − x̂ ∈ T and ê ⊥ T ,

〈ê,y − x̂〉 = 0, and 〈y − x̂, ê〉 = 0,

and so
‖e‖2 = ‖ê‖2 + ‖y − x̂‖2.

Since all three quantities in the expression above are positive and

‖y − x̂‖ > 0 ⇔ y 6= x̂,
we see that

y 6= x̂ ⇔ ‖e‖ > ‖ê‖.
We leave it as an exercise to establish the converse; that if 〈y, x̂ −
x0〉 = 0 for all y ∈ T , then x̂ is the projection of x0 onto T .
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Technical Details: Basic analysis in RN

This section contains a brief review of basic topological concepts in
RN . Our discussion will take place using the standard Euclidean
distance measure (i.e. `2 norm), but all of these definitions can be
generalized to other metrics. An excellent source for this material is
[Rud76].

Basic topology

We say that a sequence of vectors {xk, k = 1, 2, . . .} converges to
x̂ if

‖xk − x̂‖2 → 0 as k →∞.
More precisely, this means that for every ε > 0, there exists an nε
such that

‖xk − x̂‖2 ≤ ε for all k ≥ nε.

It is easy to show that a sequence of vectors converge if and only if
their individual components converge point-by-point. For a conver-
gent sequence like the above, we often write limk→∞xk = x̂.

A set X is open if we can draw a small ball around every point in
X which is also entirely contained in X . More precisely, let B(x, ε)
be the set of all points within ε of x:

B(x, ε) = {y ∈ RN : ‖x− y‖2 ≤ ε}.
Then X is open if for every x ∈ X , there exists an εx > 0 such that
B(x, εx) ⊂ X . The standard example here is open intervals of the
real line, e.g. (0, 1).

There are many ways to define closed sets. The easiest is that a
set X is closed if its complement is open. A more illuminating (and
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equivalent) definition is that X is closed if it contains all of its limit
points. A vector x̂ is a limit point of X if there exists a sequence
of vectors {xk} ⊂ X that converge to x̂.

The closure of general set X , denoted cl(X ), is the set of all limit
points of X . Note that every x ∈ X is trivially a limit point (take
the sequence xk = x), so X ⊂ cl(X ). By construction, cl(X ) is the
smallest closed set that contains X .

The set X is bounded if we can find a uniform upper bound on
the distance between two points it contains; this upper bound is
commonly referred to as the diameter of the set:

diamX = sup
x,y∈X

‖x− y‖2.

The set X ⊂ RN is compact if it is closed and bounded. A key
fact about compact sets is that every sequence has a convergent sub-
sequence — this is known as the Bolzano-Weierstrauss theorem.

Interiors and boundaries of sets

Related to the definition of open and closed sets are the technical
definitions of boundary and interior. The interior of a set X is the
collection of points around which we can place a ball of finite width
which remains in the set:

int(X ) = {x ∈ X : ∃ε > 0 such that B(x, ε) ⊂ X}.

We will actually be more concerned with the concept of relative
interior. Let’s motivate this quickly with an example. Consider
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the unit simplex in R3

∆ = {x ∈ R3 : x1 + x2 + x3 = 1, xi ≥ 0}.

This is essentially a “flat” (two dimensional) triangle embedded into
three dimensional space. Here is a picture:

By the technical definition of interior above, no point in ∆ is an
interior point, as any ball drawn around a x0 ∈ ∆ will contain points
points with x1 +x2 +x3 6= 1. But somehow this does not capture the
fact that the 2D triangle itself has “points on the edges” and “points
in the middle”.

To rectify this, we introduce the relative interior of a set as

relint(X ) = {x ∈ X : ∃ε > 0 such that B(x, ε) ∩ Aff(X ) ⊂ X}

where Aff(X ) is the smallest affine set that contains X . This means
that if the set we are analyzing can be embedded in a low-dimensional
affine space, then we define interior points relative to this set. For
the simplex, we have

Aff(∆) = {x : x1 + x2 + x3 = 1},

and
relint(∆) = {x ∈ ∆ : x1, x2, x3 > 0}.
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For convex sets, we also have the equivalent and perhaps more intu-
itive definition of relative interior,

relint(C) = {x ∈ C : ∃y ∈ C, ∃λ > 1 such that λx+(1−λ)y ∈ C}.

The boundary of X is the set of points in cl(X ) that are not in the
(relative) interior:

bd(X ) = cl(X )\ relint(X ).

Functions, continuity, and extrema

A function f : RN → R is continuous if for every ε > 0 there
exists a δ > 0 such that

‖x1 − x2‖2 ≤ δ ⇒ |f (x1)− f (x2)| ≤ ε,

for all x1,x2. f is called Lipschitz if the δ can be taken proportional
to ε; there exists an L such that

|f (x1)− f (x2)| ≤ L‖x1 − x2‖2, for all x1,x2.

A function f is called bounded on a set X if there exists an M such
that |f (x)| ≤ M for all x ∈ X . The supremum of f on X is the
smallest upper bound on f and the infimum of f is that greatest
lower bound. We have these terms since maximizers and minimizers
do not always exist. For example

min
x≥0

e−x

does not exist; there is no value x0 that we can choose where we can
definitively say that e−x0 ≤ e−x for all x ≥ 0. The infimum, however,
always exists:

inf
x≥0

e−x = 0.
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When there is a point in X where f achieves its infimum, then of
course the operations agree, e.g.

inf
x∈[0,1]

(x− 1/2)2 = min
x∈[0,1]

(x− 1/2)2 = 0.

It is also true that every continuous function on a compact set is
bounded. The Weierstrass extreme value theorem tells us
even more; it states that a continuous function always achieves its
infimum (minimizer) and supremem (maximizer) over a compact set
X . That is, there exists x? ∈ X such that

f (x?) = sup
x∈X

f (x),

and x? ∈ X such that

f (x?) = inf
x∈X

f (x).

Because of this, we can freely replace sup with max and inf with min.
This might be viewed as a fundamental results in optimization, as it
gives loose conditions
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Convex functions

We have seen what it means for a set to be convex. In this set
of notes, we start working towards what it means to be a convex
function.

To define this concept rigorously, we must be specific about the subset
of RN where a function can be applied. Specifically, the domain
dom f of a function f : RN → RM is the subset of RN where f is
well-defined. We then say that a function f is convex if dom f is a
convex set, and

f (θx + (1− θ)y) ≤ θf (x) + (1− θ)f (y)

for all x,y ∈ dom f and 0 ≤ θ ≤ 1.

This inequality is easier to interpret with a picture. The left-hand
side of the inequality above is simply the function f evaluated along
a line segment between x and y. The right-hand side represents a
straight line segment between f (x) and f (y) as we move along this
line segment, which for a convex function must lie above f .

f (θx + (1 − θ)y)

θf (x) + (1 − θ)f (y)

x y

f(x)

f(y)
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We say that f is strictly convex if dom f is convex and

f (θx + (1− θ)y) < θf (x) + (1− θ)f (y)

for all x 6= y ∈ dom f and 0 < θ < 1.

Note also that we say that a function is f is concave if−f is convex,
and similarly for strictly concave functions. We are mostly interested
in convex functions, but this is only because we are mostly restricting
our attention to minimization problems. We justified this because
any maximization problem can be converted to a minimization one
by multiplying the objective function by −1. Everything that we say
about minimizing convex functions also applies maximizing concave
ones.

We make a special note here that affine functions of the form

f (x) = 〈x,a〉 + b,

are both convex and concave (but neither strictly convex nor strictly
concave). This is the only kind of function that has this property.
(Why?)

Note that in the definition above, the domain matters. For example,

f (x) = x3

is convex if dom f = R+ = [0,∞] but not if dom f = R.

It will also sometimes be useful to consider the extension of f from
dom f to all of RN , defined as

f̃ (x) = f (x), x ∈ dom f, f̃ (x) = +∞, x 6∈ dom f.

If f is convex on dom f , then its extension is also convex on RN .
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The epigraph

A useful notion that we will encounter later in the course is that of
the epigraph of a function. The epigraph of a function f : RN → R
is the subset of RN+1 created by filling in the space above f :

epi f =

{[
x
t

]
∈ RN+1 : x ∈ dom f, f (x) ≤ t

}
.

epi f
f

It is not hard to show that f is convex if and only if epi f is a convex
set. This connection should help to illustrate how even though the
definitions of a convex set and convex function might initially appear
quite different, they actually follow quite naturally from each other.

Examples of convex functions

Here are some standard examples for functions on R:

• f (x) = x2 is (strictly) convex.

• affine functions f (x) = ax+ b are both convex and concave for
a, b ∈ R.

• exponentials f (x) = eax are convex for all a ∈ R.
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• powers xα are:

– convex on R+ for α ≥ 1,

– concave for 0 ≤ α ≤ 1,

– convex for α ≤ 0.

• |x|α is convex on all of R for α ≥ 1.

• logarithms: log x is concave on R++ := {x ∈ R : x > 0}.
• the entropy function −x log x is concave on R++.

Here are some standard examples for functions on RN :

• affine functions f (x) = 〈x,a〉+b are both convex and concave
on all of RN .

• any valid norm f (x) = ‖x‖ is convex on all of RN .

• if f1(x) and f2(x) are both convex, then the sum f1(x)+f2(x)
is also convex.

A useful tool for showing that a function f : RN → R is convex is
the fact that f is convex if and only if the function gv : R→ R,

gv(t) = f (x + tv), dom g = {t : x + tv ∈ dom f}

is convex for every x ∈ dom f , v ∈ RN .

Example:

Let f (X) = − log detX with dom f = SN++, where SN++ denotes the
set of symmetric and (strictly) positive definite matrices. For any
X ∈ SN++, we know that

X = UΛUT,
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for some diagonal, positive Λ, so we can define

X1/2 = UΛ1/2UT, and X−1/2 = UΛ−1/2UT.

Now consider any symmetric matrix V and t such that X + tV ∈
SN++:

gV (t) = − log det(X + tV )

= − log det(X1/2(I + tX−1/2V X−1/2)X1/2)

= − log detX − log det(I + tX−1/2V X−1/2)

= − log detX −
N∑
n=1

log(1 + σit),

where the σi are the eigenvalues of X−1/2V X−1/2. The function
− log(1 + σit) is convex, so the above is a sum of convex functions,
which is convex.

Operations that preserve convexity

There are a number of useful operations that we can perform on a
convex function while preserving convexity. Some examples include:

• Positive weighted sum: A positive weighted sum of con-
vex functions is also convex, i.e., if f1, . . . , fm are convex and
w1, . . . , wm ≥ 0, then w1f1 + . . . + wmfm is also convex.

• Composition with an affine function: If f : RN → R
is convex, then g : RD → R defined by

g(x) = f (Ax + b),

where A ∈ RN×D and b ∈ RN , is convex.
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• Composition with scalar functions: Consider the func-
tion f (x) = h(g(x)), where g : RN → R and h : R→ R.

– f is convex if g is convex and h is convex and non-decreasing.
Example: eg(x) is convex if g is convex.

– f is convex if g is concave and h is convex and non-
increasing.
Example: 1

g(x)
is convex if g is concave and positive.

• Max of convex functions: If f1 and f2 are convex, then
f (x) = max (f1(x), f2(x)) is convex.

First-order conditions for convexity

We say that f is differentiable if dom f is an open set (all of RN ,
for example), and the gradient

∇f (x) =



∂f(x)

∂x1

∂f(x)

∂x2

...

∂f(x)

∂xN


exists for each x ∈ dom f . The gradient of a function is a core
concept in optimization and as such we review a little bit of what it
means at the end of these notes.

The following characterization of convexity is an incredibly useful
fact, and if we never had to worry about functions that were not
differentiable, we might actually just take this as the definition of a
convex function.
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If f is differentiable, then it is convex if and only if

f (y) ≥ f (x) +∇f (x)T(y − x) (1)

for all x,y ∈ dom f .

y
y = x

f(y)

g(y) = f(x) + rf(x)T(y � x)

This means that the linear approximation

g(y) = f (x) +∇f (x)T(y − x),

is a global underestimator of f (y).

It is easy to show that f convex, differentiable ⇒ (1). Since f is
convex,

f (x + t(y − x)) ≤ (1− t)f (x) + tf (y), 0 ≤ t ≤ 1,

and so

f (y) ≥ f (x) +
f (x + t(y − x))− f (x)

t
, ∀0 < t ≤ 1.

Taking the limit as t→ 0 on the right yields (1).
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It is also true that (1) ⇒ f convex. To see this, choose arbitrary
x,y and set zθ = (1− θ)x + θy; then (1) tells us

f (w) ≥ f (zθ) +∇f (zθ)
T(w − zθ).

Applying this at w = y and multiplying by θ, then applying it at
w = x and multiplying by (1− θ) yields

θf (y) ≥ θf (zθ) + θ∇f (zθ)
T(y − zθ),

(1− θ)f (x) ≥ (1− θ)f (zθ) + (1− θ)∇f (zθ)
T(x− zθ).

Adding these inequalities together establishes the result.

Second-order conditions for convexity

We say that f : RN → R is twice differentiable if dom f is an open
set, and the N ×N Hessian matrix

∇2f (x) =


∂2f(x)

∂x21

∂2f(x)

∂x1∂x2
· · · ∂2f(x)

∂x1∂xN
... . . . ...

∂2f(x)

∂xN∂x1
· · · ∂2f(x)

∂x2N


exists for every x ∈ dom f .

If f is twice differentiable, then it is convex if and only if

∇2f (x) � 0 (i.e. ∇2f (x) ∈ SN+ ).

for all x ∈ dom f .
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Note that for a one-dimensional function f : R→ R, the above con-
dition just reduces to f ′′(x) ≥ 0. You can prove the one-dimensional
version relatively easy (although we will not do so here) using the
first-order characterization of convexity described above and the def-
inition of the second derivative. You can then prove the general case
by considering the function g(t) = f (x+ tv). To see how, note that
if f is convex and twice differentiable, then so is g. Using the chain
rule, we have

g′′(t) = vT∇2f (x + tv)v.

Since g is convex, the one-dimensional result above tells us that
g′′(0) ≥ 0, and hence vT∇2f (x)v ≥ 0. Since this has to hold for
any v, this means that ∇2f (x) � 0. The proof that ∇2f (x) � 0
implies convexity follows a similar strategy.

In addition, it is strictly convex if an only if

∇2f (x) � 0 (i.e. ∇2f (x) ∈ SN++).

Standard examples (from [BV04])

Quadratic functionals:

f (x) =
1

2
xTPx + qTx + r,

where P is symmetric, has

∇f (x) = Px + q, ∇2f (x) = P ,

so f (x) is convex iff P � 0.

Least-squares:
f (x) = ‖Ax− b‖22,
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where A is an arbitrary M ×N matrix, has

∇f (x) = 2AT(Ax− b), ∇2f (x) = 2ATA,

and is convex for any A.

Quadratic-over-linear:
In R2, if

f (x) = x2
1/x2,

then

∇f (x) =

[
2x1/x2

−x2
1/x

2
2

]
, ∇2f (x) =

2

x3
2

[
x2
2 −x1x2

−x1x2 x1

]
=

2

x3
2

[
x2

−x1

] [
x2 −x1

]
,

and so f is convex on R× [0,∞] (x1 ∈ R, x2 ≥ 0).

Strong convexity and smoothness

We say that a function f is strongly convex if there is a µ > 0
such that

f (x)− µ

2
‖x‖22 is convex. (2)

We call µ the strong convexity parameter and will sometimes say
that f is µ-strongly convex. In a sense, what we are saying is that
f is so convex that we can subtract off a quadratic function and still
preserve convexity.

If f is differentiable, there is another interpretation of strong convex-
ity. We have seen that an equivalent definition of regular convexity
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is that the linear approximation formed using the gradient at a point
x is a global underestimator of the function — see (1) and the pic-
ture below. If f obeys (2), then we can form a quadratic global
underestimator as

f (y) ≥ f (x) +∇f (x)T(y − x) +
µ

2
‖y − x‖22. (3)

Here is a picture

y
y = x

f(y)
<latexit sha1_base64="E7tmB/CvDvh6j4TirX5JJXmyt3g=">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</latexit>

g(y) = f(x) + rf(x)T(y � x) +
µ

2
ky � xk2

2

We will show that (2) implies (3) in a future homework.

If f is twice differentiable, there is yet another interpretation of strong
convexity. If f obeys (2) then we know that the Hessian of f (x) −
µ
2
‖x‖22 does not have any negative eigenvalues, i.e.

∇2

(
f (x)− µ

2
‖x‖22

)
� 0.

Thus (since ∇2(‖x‖22) = 2I),

∇2f (x)− µI � 0,

⇓
∇2f (x) � µI.
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This is just a fancy way of saying that the smallest eigenvalue of the
Hessian ∇2f (x) is uniformly bounded below by µ for all x.

In addition to convexity, there is one more type of structure that we
consider for functions f : RN → R. We say that differentiable f has
a Lipschitz gradient if there is a L such that

‖∇f (x)−∇f (y)‖2 ≤ L‖x− y‖2, for all x,y. (4)

This means that the gradient ∇f (x) does not change radically as
we change x. Functions f that obey (4) are also referred to as L-
smooth. This definition applies whether or not the function f is
convex.

Whether or not f is convex, if it is L-smooth, it there is a natural
quadtratic overestimator. Around any point x, we have the upper
bound

f (y) ≤ f (x) +∇f (x)T(y − x) +
L

2
‖y − x‖22. (5)

Here is a picture
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y
y = x

<latexit sha1_base64="Yi+dSu617yNY3nx7sZwA0YiX9N0=">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</latexit>

g(y) = f(x) + rf(x)T(y � x) +
L

2
ky � xk2

2

f(y)

We will show that (4) implies (5) in a future homework.

If f is twice differentiable, then there is another way to interpret
L-smoothness. If f obeys (4), then we have a uniform upper bound
on the largest eigenvalue of the Hessian at every point:

∇2f (x) � LI, for all x. (6)

This makes intuitive sense, as (4) tells us that the first derivative
cannot change too quickly, so there must be some kind of bound on
the second derivative. We will establish that (4) implies (6) (again,
regardless of whether f is convex) in a future homework.
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Review: The gradient

First, recall that a function f : R→ R is differentiable if its deriva-
tive, defined as

f ′(x) = lim
δ→0

f (x + δ)− f (x)

δ
,

exists for all x ∈ dom f . To extend this notion to functions of
multiple variables, we must first extend our notion of a derivative.
For a function f : RN → R that is defined on N -dimensional vectors,
recall that the partial derivative with respect to xn is

∂f (x)

∂xn
= lim

δ→0

f (x + δen)− f (x)

δ
,

where en is the nth “standard basis element”, i.e., the vector of all
zeros with a single 1 in the nth entry.

The gradient of a function f : RN → R is the vector of partial
derivatives given by:

∇f (x) =


∂f(x)

∂x1
∂f(x)

∂x2...
∂f(x)

∂xN

 .
Similar to the scalar case, we say that f is differentiable if the gradient
exists for each x ∈ dom f .

We will use the term gradient in two subtly different ways. Sometimes
we use∇f (x) to describe a vector-valued function or a vector field,
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i.e., a function that takes an arbitrary x ∈ RN and produces another
vector. When referring to this vector-valued function, we sometimes
use the words gradient map, but sometimes we will overload the
term “gradient”; we will use the notation ∇f (x) to refer to the
vector given by the gradient map evaluated at a particular point
x. So sometimes when we say “gradient” we mean a vector-valued
function, and sometimes we mean a single vector, and in both cases
we use the notation ∇f (x). Which one will usually be obvious by
the context.1

Note that in some cases we will use the notation ∇xf (x) to indicate
that we are taking the gradient with respect to x. This can be helpful
when f is a function of more variables than just x, but most of the
time this is not necessary so we will typically use the simpler ∇f (x).

Here we adopt the convention that the gradient is a column vector.
This is the most common choice and is most convenient in this class,
but some texts will instead treat the gradient as a row vector. The
reason for this is to align with the standard convention for the Ja-
cobian.2 Thus, it is always worth double-checking what notation is
being used when consulting outside resources.

1This is just like in the scalar case, where the notation f(x) can sometimes
refer to the function f and sometimes the function evaluated at x.

2The Jacobian of a vector-valued function f : RN → RM is the M × N
matrix of partial derivatives with respect to each dimension in the range.
In this course we will mostly be concerned with functions mapping to a
single dimension, in which case the Jacobian would be the 1×N matrix
∇Tf(x), i.e., the gradient but treated as a row vector. Directly defining
the gradient as a row vector instead of a column vector is thus more
convenient in some contexts.
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Interpretation of the gradient

The gradient is one of the most fundamental concepts of this course.
We can interpret the gradient in many ways. One way to think of
the gradient when evaluated at a particular point x is that it defines
a linear mapping from RN to R. Specifically, given a u ∈ RN , we
can use ∇f (x) to define a mapping of u to R by simply taking the
inner product between the two vectors:

〈u,∇f (x)〉.
What does this mapping tell us? It computes the directional
derivative of f in the direction of u, i.e.,

〈u,∇f (x))〉 = lim
δ→0

f (x + δu)− f (x)

δ
. (7)

This tells us how fast f is changing at x when we move in the
direction of u.

This fundamental fact is a direct consequence of Taylor’s theorem (see
the Technical Details section below). Specifically, let f : RN → R be
any differentiable function. Then for any u ∈ RN , we can write

f (x + u) = f (x) + 〈u,∇f (x)〉 + h(u)‖u‖2,
where h(u) : RN → R is some function satisfying h(u) → 0 as
u→ 0.

If we substitute δu in place of u above and rearrange, we obtain the
identity

〈u,∇f (x)〉 =
f (x + δu)− f (x)− h(δu)‖δu‖2

δ

=
f (x + δu)− f (x)

δ
− h(δu)‖u‖2.
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Note that this holds for any δ > 0. Since h(δu) → 0 as δ → 0, we
can arrive at (7) by simply taking the limit as δ → 0.

A related way to think of ∇f (x) is as a vector that is pointing in the
direction of steepest ascent, i.e., the direction in which f increases
the fastest when starting at x. To justify this, note that we just
observed that we can interpret 〈u,∇f (x)〉 as measuring how quickly
f increases when we move in the direction of u. How can we find
the direction u that maximizes this quantity? You may recall that
the Cauchy-Schwarz inequality tells us that

|〈u,∇f (x)〉| ≤ ‖∇f (x)‖2‖u‖2,
and that this holds with equality when u is co-linear with ∇f (x),
i.e., when u points in the same direction as ∇f (x). Specifically, this
implies that ∇f (x) is the direction of steepest ascent, and −∇f (x)
is the direction of steepest descent.

More broadly, this characterizes the entire sets of ascent/descent di-
rections. Suppose that f : RN → R is differentiable at x. If u ∈ RN

is a vector obeying 〈u,∇f (x)〉 < 0, then we say that u is a descent
direction from x, as we can find a t > 0 small enough so that

f (x + tu) < f (x).

Similarly, if 〈u,∇f (x)〉 > 0, then we say that u is an ascent
direction from x, as again for t > 0 small enough,

f (x + tu) > f (x).

It should hopefully not be a huge stretch of the imagination to
see that being able to compute the direction of steepest ascent (or
steepest descent) will be useful in the context of finding a maxi-
mum/minimum of a function.
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Technical Details: Taylor’s Theorem

You might recall the mean-value theorem from your first calculus
class. If f : R → R is a differentiable function on the interval
[a, x], then there is a point inside this interval where the derivative
of f matches the line drawn between f (a) and f (x). More precisely,
there exists a z ∈ [a, x] such that

f ′(z) =
f (x)− f (a)

x− a .

Here is a picture:

xza

f(a)
f(x)

f 0(z) =
f(x) � f(a)

x � a

We can re-arrange the expression above to say that there is some z
between a and x such that

f (x) = f (a) + f ′(z)(x− a).

The mean-value theorem extends to derivatives of higher order; in
this case it is known as Taylor’s theorem. For example, suppose
that f is twice differentiable on [a, x], and that the first derivative f ′

is continuous. Then there exists a z between a and x such that

f (x) = f (a) + f ′(a)(x− a) +
f ′′(z)

2
(x− a)2.
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In general, if f is k+1 times differentiable, and the first k derivatives
are continuous, then there is a point z between a and x such that

f (x) = pk,a(x) +
f (k+1)(z)

k!
(x− a)k+1,

where pk,a(x) polynomial formed from the first k terms of the Taylor
series expansion around a:

pk,a(x) = f (a)+f ′(a)(x−a)+
f ′′(a)

2
(x−a)2+ · · ·+ f (k)(a)

k!
(x−a)k.

These results give us a way to quantify the accuracy of the Taylor ap-
proximation around a point. For example, if f is twice differentiable
with f ′ continuous, then

f (x) = f (a) + f ′(a)(x− a) + h1(x)(x− a),

for a function h1(x) goes to zero as x goes to a:

lim
x→a

h1(x) = 0.

In fact, you do not even need two derivatives for this to be true. If
f has a single derivative, then we can find such an h1. When f has
two derivatives, then we have an explicit form for h1:

h1(x) =
f ′′(zx)

2
(x− a),

where zx is the point returned by the (generalization of) the mean
value theorem for a given x.

In general, if f has k derivatives, then there exists an hk(x) with
limx→a hk(x) = 0 such that

f (x) = pk,a(x) + hk(x)(x− a)k.
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All of the results above extend to functions of multiple variables. For
example, if f (x) : RN → R is differentiable, then around any point
a,

f (x) = f (a) + 〈x− a,∇f (a)〉 + h1(x)‖x− a‖2,
where h1(x) → 0 as x approaches a from any direction. If f (x) is
twice differentiable and the first derivative is continuous, then there
exists z on the line between a and x such that

f (x) = f (a) + 〈x− a,∇f (a)〉 +
1

2
(x− a)T∇2f (z)(x− a).

We will use these two particular multidimensional results in this
course, referring to them generically as “Taylor’s theorem”.
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II. Unconstrained Optimization

Georgia Tech ECE 6270 Notes by M. Davenport and J. Romberg. Last updated 17:00, September 7, 2021



Unconstrained minimization of
convex functions

We will start our discussion about solving convex optimization pro-
grams by considering the unconstrained case. Our template problem
is

minimize
x∈RN

f (x), (1)

where f is convex. While we state this problem as a search over all
of RN , almost everything we say here can be applied to minimized a
convex function over an open set1.

In these notes, we discuss two fundamental results. First, we will
show that when f is convex, all local minimizers of (1) must also be
global minimizers. Second, under the conditions that f (x) is convex
and differentiable, we will show that x? is a minimizer of (1) if and
only if the derivative is equal to zero:

x? is a global minimizer ⇔ ∇f (x?) = 0.

Finally, we will touch briefly on conditions for the existence and
uniqueness of solutions to (1) when f is convex, strictly convex, and
strongly convex.

Throughout this section of the notes, we will assume that f is differ-
entiable. Similar statements to the gradient condition above are also
true for non-differentiable (but still convex) f ; we will discuss these
in detail at the end of this chapter.

1Intuition: Open sets don’t have boundaries, closed sets do. The entire
point of the study of constrained optimization, which we will get to next,
comes down to treating the fact that the solution can (and probably is)
on the boundary of your constraint set.

1

Georgia Tech ECE 6270 Notes by M. Davenport and J. Romberg. Last updated 17:00, September 7, 2021



Local minima are also global minima

The most important property of convex functions from an optimiza-
tion perspective is that any local minimum is also a global minimum,
or more formally:

Let f (x) be a convex function on RN , and suppose that x? is a
local minimizer of f in that there exists an ε > 0 such that

f (x?) ≤ f (x) for all ‖x− x?‖2 ≤ ε.

Then x? is also a global minimizer: f (x?) ≤ f (x) for all x ∈ RN .

To prove this, suppose that x? is a local minimum. We want to show
that f (x?) ≤ f (x′) for any x′. We already have that f (x?) ≤ f (x′)
if ‖x′ − x?‖2 ≤ ε, so all we need to do is show that this also holds
for x′ with ‖x′ − x?‖2 > ε. Note that from convexity, we have

f (θx′ + (1− θ)x?) ≤ θf (x′) + (1− θ)f (x?)

for any θ ∈ [0, 1]. In particular, the above holds for θ = ε/‖x′−x?‖2
(which is less than 1 since ‖x′ − x?‖2 > ε). For this choice of θ we
have

‖θx′ + (1− θ)x? − x?‖2 = θ‖x′ − x?‖2 = ε,

thus θx′ + (1 − θ)x? lives in the neighborhood where x? is a local
minimum, and hence

f (x?) ≤ f (θx′ + (1− θ)x?).

Combining this with the inequality above we have

f (x?) ≤ θf (x′) + (1− θ)f (x?).

2
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Rearranging this gives us θf (x?) ≤ θf (x′), or simply f (x?) ≤ f (x′),
which is exactly what we wanted to prove.

Note that for functions f that are not convex, any number of things
are possible. It might be the case that there is only one local mini-
mum and that it corresponds to the global minimum. We are typi-
cally not so lucky, though. There may be many local minima, some
of which may be very far from actually minimizing f .

We close this section by re-emphasizing that the entire discussion
above would stay the same if we replaced minimizex∈RN f (x) with
minimizex∈U f (x) for any open set U ⊂ RN .

Optimality conditions for differentiable functions

We have just shown that if we want to find a global minimum of
a convex function, it is sufficient to find any local minimum. This
raises the question: How do we know when we have found a minimum
of a function (local or global)? Here we provide an answer to this
question in the case where f is differentiable.

Let f be convex and differentiable on RN . Then x? solves

minimize
x∈RN

f (x)

if and only if ∇f (x?) = 0.

To prove this, we first assume that x? is a local minimum of f and
show that this implies that ∇f (x?) = 0. This follows almost imme-
diately. If x? is a local minimum of f , then this means that every

3
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direction must be an ascent direction, i.e., 〈d,∇f (x)〉 ≥ 0 for all
d ∈ RN . However, the only way we can make 〈d,∇f (x?)〉 ≥ 0 for
all d is if ∇f (x?) = 0. Thus, for differentiable f

x? is a (local or global) minimizer ⇒ ∇f (x?) = 0.

Note that this fact does not actually require f to be convex.

Now we will show that for convex f we also have that ∇f (x?) = 0
implies that f is a minimizer. Recall our first-order characterization
of convexity

f (x? + u) ≥ f (x?) + 〈u,∇f (x?)〉,

for all choices of u ∈ RN . This now makes it clear that for convex f

∇f (x?) = 0 ⇒ x? is a (global) minimizer.

This fact will lie at the heart of the algorithms for unconstrained
convex optimization that we will begin discussing in the next set of
notes — if we can find an x that makes the gradient vanish, then we
have solved the problem.

Existence and uniqueness

We close this set of notes with some discussion about when solutions
to the unconstrained minimization problem (1) exist and are unique.

To begin, it is important to realize that it is not always the case that
a convex function will actually have a minimizer. That is, there may
be sometimes be no x? such that f (x?) ≤ f (x) for all x ∈ RN . For

4
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example, f (x) = e−x does not have a minimizer for x ∈ R, even
though it is convex (and differentiable). A more dramatic example
is taking f to be affine in RN , f (x) = aTx + b. It is clear that
although this function is convex, it is unbounded below on all of RN ,
and so does not have a minimizer.

We will cover some basis existence and uniqueness results for three
different types of functions: convex, strictly convex, and strongly
convex.

Convex

We begin with a simple fact that I might ask you to prove on the
homework next week. Suppose that f (x) is convex and is well-
defined2 on all of RN , that is |f (x)| <∞ for all x ∈ RN . Then f (x)
is continuous on RN . This result is actually true for general open
sets: if f (x) is convex on U , then f (x) is continuous at every point
in U .

As a direct result of this continuity, we know that f (x) has a mini-
mizer over any compact subset of RN . Recall again the Weierstrass
extreme value theorem: if f (x) is a continuous function on a com-
pact set K ⊂ RN , then it attains its minimum (and maximum) value
in at least one point. That is,

minimize
x∈K

f (x)

has a minimizer on K — there exists a x? ∈ K such that f (x?) ≤
f (x) for all x ∈ K.

2Note that we are not asking that f is bounded, simply that it does not
“jump” to ∞ anywhere.

5
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Here we are interested in the unconstrained setting, and we have
already seen examples of convex f which do not have a minimizer
in this setting. There is, however, a class of functions for which we
can guarantee a global minimizer in the unconstrained setting. If the
sublevel sets of f ,

S(f, β) = {x ∈ RN : f (x) ≤ b}

are compact (again, this means closed and bounded), then there will
be at least one global minimizer. This should be easy to see — just
choose β such that S(f, β) is non-empty, then

minimize
x∈S(f,β)

f (x)

has a minimizer (by the extreme value theorem), and this also clearly
corresponds to a minimizer of f over RN . If f is continuous (which
all convex functions with dom f = RN are), then having compact
sublevel sets is the same as being coercive: for every sequence {xk} ⊂
RN with ‖xk‖2 → ∞, we have f (xk) → ∞ as well. (I will let you
prove that at home.)

To summarize:

If f (x) is convex and has compact sublevel sets, then it has at
least one minimizer on RN .

Strictly convex

In general, there can be multiple minimizers for a convex function.
However, there are certainly lots of scenarios where there is only
one unique minimizer. One prominent example is when f is strictly
convex.

6
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Let f be strictly convex on RN . If f has a global minimizer, then
it is unique.

This is easy to argue by contradiction. Let x? be a global minimizer,
and suppose that there existed an x′ 6= x? with f (x′) = f (x?). But
then there would be many x which achieve smaller values, as for all
0 < θ < 1,

f (θx? + (1− θ)x′) < θf (x?) + (1− θ)f (x′)

= f (x?).

This would contradict the assertion that x? is a global minimizer,
and hence no such x′ can exist.

Note that it is not necessary for a minimizer of a strictly convex
function to exist. Our previous example of f (x) = e−x for x ∈ R
falls into this category.

Strongly convex

On the other hand, strongly convex functions always have unique
minimizers. Let’s start by considering special case of a unconstrained
quadratic program:

minimize
x∈RN

f (x) :=
1

2
xTPx + qTx + r,

where P is a symmetric positive definite matrix. We know that in
this case, f has the same Hessian everywhere, ∇2f (x) = P , and so
f is µ-strongly convex, where µ is the smallest eigenvalue of P . We
also know that f has a unique minimizer: the gradient is zero when

7
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Px? = −q, and since P is invertible, there is exactly one x? that
obeys this condition. We also know that the sublevel sets of such a
quadratic function are ellipsoids and hence are compact.

To extend to a general strongly convex f , recall that for any x0,
strongly convex functions obey

f (x) ≥ f (x0) +∇f (x0)
T(x− x0) +

µ

2
‖x− x0‖22︸ ︷︷ ︸

q(x)

. (2)

That is, f can be lower bounded by a (strongly convex) quadratic
function q(x). We know that the sublevel sets of q(x) are compact,
and the inequality tells us that the sublevel sets of f will be subsets
of the corresponding sets for q:

S(f, β) ⊆ S(q, β).

As f is continuous, S(f, β) is closed, and the boundedness of S(f, β)
follows from the boundedness of S(q, β). Thus S(f, β) is compact
for all β, and f (x) has at least one minimizer.

Let x? be one such minimizer. It is now an easy argument to show
that x? must be the unique minimizer. Since ∇f (x?) = 0, we can
use x0 = x? in (2) to get

f (x)− f (x?) ≥ µ

2
‖x− x?‖22.

Thus f (x) = f (x?) only when x = x?.

To summarize:

8
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If f is a strongly convex function on RN , then it has a unique
global minimizer.

9
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Algorithms for unconstrained minimization

One of the benefits of minimizing convex functions is that we can
often use very simple algorithms to find solutions. Specifically, we
want to solve

minimize
x∈RN

f (x),

where f is convex. For now we will assume that f is also differen-
tiable.1 We have just seen that, in this case, a necessary and sufficient
condition for x? to be a minimizer is that the gradient vanishes:

∇f (x?) = 0.

Thus, we can equivalently think of the problem of minimizing f (x)
as finding an x? that ∇f (x?) = 0. As noted before, it is not a given
that such an x? exists, but for now we will assume that f does have
(at least one) minimizer.

Many general-purpose optimization algorithms are iterative, and have
the following basic form:

Iterative descent

Initialize: k = 0, x0 = initial guess
while not converged do

calculate a direction to move dk
calculate a step size αk ≥ 0
xk+1 = xk + αk dk
k = k + 1

end while

1We will cover the case where f is not differentiable a little later in the
notes.
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The central challenge in designing a good algorithm mostly boils
down to computing the direction dk. As a preview, here are some
choices that we will discuss:

1. Gradient descent: We take

dk = −∇f (xk) .

This is the direction of “steepest descent” (where “steepest”
is defined relative to the Euclidean norm). Gradient descent
iterations are cheap, but many iterations may be required for
convergence.

2. Accelerated gradient descent: We can sometimes reduce
the number of iterations required by gradient descent by incor-
porating a momentum term. Specifically, we first compute

pk = xk − xk−1

and then take

dk = −∇f (xk) +
βk
αk

pk

or

dk = −∇f (xk + βkpk) +
βk
αk

pk.

The “heavy ball” method and conjugate gradient descent use
the former update rule; Nesterov’s method uses the latter. We
will see later that by incorporating this momentum term, we
can sometimes dramatically reduce the number of iterations
required for convergence.

3. Newton’s method: Gradient descent methods are based on
building linear approximations to the function at each iteration.
We can also build a quadratic model around xk then compute

11
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the exact minimizer of this quadratic by solving a system of
equations. This corresponds to taking

dk = −
(
∇2f (xk)

)−1∇f (xk) ,

that is, the inverse of the Hessian evaluated at xk applied to
the gradient evaluated at the same point. Newton iterations
tend to be expensive (as they require a system solve), but they
typically converge in far fewer iterations than gradient descent.

4. Quasi-Newton methods: If the dimension N of x is large,
Newton’s method is not computationally feasible. In this case
we can replace the Newton iteration with

dk = −Qk∇f (xk)

where Qk is an approximation or estimate of (∇2f (xk))
−1

.
Quasi-Newton methods may require more iterations than a
pure Newton approach, but can still be very effective.

Whichever direction we choose, it should be a descent direction,
i.e., dk should satisfy

〈dk,∇f (xk)〉 ≤ 0.

Since f is convex, it is always true that

f (x + αd) ≥ f (x) + α 〈d,∇f (x)〉 ,

and so to decrease the value of the function while moving in direction
d, it is necessary that the inner product above be negative.

12
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Line search methods

Given a starting point xk and a direction dk, we still need to decide
on αk, i.e., how far to move. With xk and dk fixed, we can think of
the remaining problem as a one-dimensional optimization problem
where we would like to choose α to minimize (or at least reduce)

φ(α) = f (xk + αdk) .

Note that we don’t necessarily need to find the true minimum – we
aren’t even sure that we are moving in the right direction at this
point – but we would generally still like to make as much progress
as possible before calculating a new direction dk+1. There are many
methods for doing this, here are three:

Fixed step size

We can just use a constant step size αk = α. This will work if
the step size is small enough, but usually this results in using more
iterations than necessary. This is actually a very commonly used
approach since if your problem is small enough, this may not matter.

Exact line search

Another approach is to solve the one-dimensional optimization pro-
gram

minimize
α≥0

φ(α).

There are a variety of strategies you could take here (e.g., apply-
ing a bisection search or some similar one-dimensional optimization
strategy) to try to solve this problem. This is typically not worth
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the trouble. However, there are certain instances (e.g., least squares
and other unconstrained convex quadratic programs) when it can be
solved analytically, in which case it is generally a good idea.

Example: Minimizing a quadratic function Suppose we
wish to solve the optimization problem

minimize
x

1

2
xTQx− xTb.

For example, this optimization problem arises in the context of solv-
ing least squares problems. Suppose that we have selected a step
direction dk. In this case

φ(α) =
1

2
(xk + αdk)

TQ(xk + αdk)− (xk + αdk)
Tb.

This is a quadratic function of α, and thus we can compute the
optimal step size by finding the α such that φ′(α) = 0. By expanding
out the quadratic term, it is easy to show that

φ′(α) = αdT
kQdk + dT

kQxk − dT
k b.

Setting this equal to zero and solving for α yields the step size

αk =
dT
k (b−Qxk)

dT
kQdk

.

Backtracking

Exact line search is generally not worth the trouble, but the problem
with a fixed step size is that we cannot guarantee convergence of α is
too large, but when α is too small we may not make much progress on
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each iteration. A popular strategy is to do a rudimentary search for
an α that gives us sufficient progress as measured by the inequality

f (xk)− f (xk + αdk) ≥ −c1α 〈dk,∇f (xk)〉 ,

where c1 ∈ (0, 1). This is known as the Armijo condition. For α
satisfying the inequality we have that the reduction in f is propor-
tional to both the step length α and the directional derivative in the
direction dk.

Note that we can equivalently write this condition as

φ(α) ≤ h(α) := φ(0) + c1αφ
′(0).

Recall that from convexity, we also have that

φ(α) ≥ g(α) := φ(0) + αφ′(0).

Since c1 < 1, we always have φ(α) ≤ h(α) for sufficiently small α.
An example is illustrated below:

α

g(α)

h(α)

φ(α)

allowable α
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We still haven’t said anything about how to actually use the Armijo
condition to pick α. Within the set of allowable α satisfying the
condition, the (guaranteed) reduction in f is proportional to α, so
we would generally like to select α to be large.

This inspires the following very simple backtracking algorithm:
start with a step size of α = ᾱ, and then decrease by a factor of ρ
until the Armijo condition is satisfied.

Backtracking line search

Input: xk, dk, ᾱ > 0, c1 ∈ (0, 1), and ρ ∈ (0, 1).

Initialize: α = ᾱ

while φ(α) > φ(0) + c1αφ
′(0) do

α = ρα

end while

The backtracking line search tends to be cheap, and works very well
in practice. A common choice for ᾱ is ᾱ = 1, but this can vary
somewhat depending on the algorithm. The choice of c1 can range
from extremely small (10−4, encouraging larger steps) to relatively
large (0.3, encouraging smaller steps), and typical values of ρ range
from 0.1, (corresponding to a relatively coarse search) to 0.8 (corre-
sponding to a finer search).

Wolfe conditions

The Armijo condition above guarantees that the selected step size
provides some progress in terms of reducing f . A potential drawback,
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as can be seen in the figure, is that the Armijo condition does not rule
out extremely small steps. To address this, it is sometimes helpful
to impose an additional requirement on the step size:

〈dk,∇f (xk + αkdk)〉 ≥ c2〈dk,∇f (xk)〉,

where c2 ∈ (0, 1). This condition is easier to interpret if we again
recall that both sides of this inequality correspond to a directional
derivative (in the direction of dk), and so this condition is equivalent
to

φ′(α) ≥ c2φ
′(0).

In words, this condition tells us to select a step size such that the slope
of φ has increased by a certain factor compared to the initial slope
φ′(0). For convex functions this translates to a minimum allowable
step size, as illustrated below:

α

φ(α)

allowable α

desired
slope
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This condition together with the Armijo condition are collectively
called the Wolfe conditions:

φ(α) ≤ φ(0) + c1αφ
′(0)

φ′(α) ≥ c2φ
′(0),

where 0 < c1 < c2 < 1.

In gradient descent (as well as other methods we will see soon, such
as accelerated gradient descent and Newton’s method), we can often
dispense with the second of these conditions – the standard back-
tracking search already biases us away from making the step size
much smaller than is required by the Armijo condition. However,
in some cases (such as quasi-Newton methods) it will be important
to explicitly enforce the second condition. Fortunately, the standard
backtracking search can be easily modified to handle this by simply
introducing an additional step at each iteration to check if the condi-
tion fails, in which case we must increase α to some value between
the last two iterates.

18
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Convergence of gradient descent

Here we will prove convergence guarantees for gradient descent,
where we find a minimizer1 of

minimize
x∈RN

f (x)

using our generic iterative algorithm choosing the direction to move
as

dk = −∇f (xk) ,

resulting in the update rule

xk+1 = xk − αk∇f (xk) .

Our goal is to establish the convergence rate of gradient descent. This
can be measured in many different ways. One way is to establish

f (xk)− f (x?) ≤ some function that decreases to 0 as k →∞
:= g(k)

This established convergence of the function values to the minimum.
With a result like this in hand, you can ask

How many iterations do we need to be within ε of a solution?

and the answer is

k ≥ g−1(ε) iterations will suffice.

1In this section, we will always assume that a minimizer exists.
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For example, if we establish

f (xk)− f (x?) ≤ 5/k2

then we know that

k ≥
√

5

ε
⇒ f (xk)− f (x?) ≤ ε.

Note that the g(k) we derive will in general be monotonically de-
creasing and hence invertible.

If we know that there is a unique solution x?, we might also bound

‖xk − x?‖2 ≤ some function that decreases to 0 as k →∞.

The bounds we develop will depend on the structural properties of
the function f . In the mathematical optimization literature, there
are results for all different kinds of structure on f . In this set of
notes, we will consider two cases: convex differentiable f that

1. have an L-Lipschitz gradient map, i.e.

‖∇f (x)−∇f (y)‖2 ≤ L‖x− y‖2, for all x,y;

2. have an L-Lipschitz gradient and in addition are µ-strongly
convex, i.e.

f (y) ≥ f (x) + 〈y − x,∇f (x)〉 +
µ

2
‖y − x‖22 for all x,y.

We will see that the additional structure added in the second case
makes a dramatic difference in convergence rate.
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Convergence of gradient descent: f smooth

As we have discussed before, having an L-Lipschitz gradient is akin
to the function being smooth: if the derivative changes in a controlled
manner as we move from point to point, the function itself will be
very well-behaved.

On the homework, you showed that

‖∇f (x)−∇f (y)‖2 ≤ L‖x− y‖2, (1)

means that we have the pointwise quadratic upper bound

f (y) ≤ f (x) + 〈y − x,∇f (x)〉 +
L

2
‖y − x‖22 (2)

This provides some intuition for what kind of structure the Lipschitz
gradient condition imposes on f . Recall that for any convex function,
we have

f (y) ≥ f (x) + 〈y − x,∇f (x)〉.
So if f is convex, then at any point x we can bound f from below by a
linear approximation. If in addition, if f has a Lipschitz gradient, (2)
we can also bound it from above using a quadratic approximation.
We will often refer to functions that obey (1) as L-smooth.

Now, let’s consider running gradient descent on such a function with
a fixed step size2 αk = 1/L. Recall that the central gradient
descent iteration is just

xk+1 = xk −
1

L
∇f (xk).

2This requires that you know L, which may not be possible in practice. In
fact, if α < 1/L you will still get convergence, it will simply be slower.
Moreover, it is not too hard to extend this approach to get a similar
guarantee when using a backtracking line search.
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From our assumption that f is L-smooth, we know that f satis-
fies (2), and thus plugging in y = xk+1, we obtain

f (xk+1) ≤ f (xk) +

〈
− 1

L
∇f (xk),∇f (xk)

〉
+
L

2

∥∥∥∥ 1

L
∇f (xk)

∥∥∥∥2
2

= f (xk)−
1

L
‖∇f (xk)‖22 +

1

2L
‖∇f (xk)‖22

= f (xk)−
1

2L
‖∇f (xk)‖22. (3)

Note that (3) shows that f (xk+1) < f (xk) as long as we are not
already at the solution, so we are at least guaranteed to make some
progress at each iteration. In fact, it says a bit more, giving us
a guarantee regarding how much progress we are making, namely
that

f (xk)− f (xk+1) ≥
1

2L
‖∇f (xk)‖22,

so that if the gradient is large we are guaranteed to make a large
amount of progress.

In the Technical Details section at the end of these notes, we show
that by combining this result with the definition of convexity and
doing some clever manipulations, we can get a guarantee of the form

f (xk)− f (x?) ≤ L

2k
‖x0 − x?‖22.

Thus, for L-smooth functions, we can guarantee that the error is
O(1/k) after k iterations. Another way to put this is to say that we
can guarantee accuracy

f (xk)− f (x?) ≤ ε
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as long as

k ≥ L

2ε
‖x0 − x?‖22.

Note that if ε is very small, this says we can expect to need a very
large number of iterations.

Convergence of gradient descent: smooth and strongly
convex

We will now show that the convergence rate is much faster if f is
strongly convex in addition to being smooth. Recall that for a µ-
strongly convex function, we have

f (y) ≥ f (x) + 〈y − x,∇f (x)〉 +
µ

2
‖y − x‖22. (4)

for all x,y.

We will use the same fixed step size αk = 1/L, and begin our analysis
in the same way as before, in which we derived the intermediate result
(3) that the L-smoothness of f implies

f (xk+1) ≤ f (xk)−
1

2L
‖∇f (xk)‖22.

We can now use strong convexity to obtain a lower bound on ‖∇f (x)‖22.

We can obtain a simpler lower bound for f (y) by determining the
smallest value that the right-hand side of (4) could ever take over
all possible choices of y. To do this, we simply minimize this lower
bound by taking the gradient with respect to y and setting it equal
to zero:

∇f (x) + µ(y − x) = 0,
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From this we obtain that the lower bound in (4) will be minimized
by

y − x = −1

µ
∇f (x).

Plugging this into (4) yields

f (y) ≥ f (x)− 1

µ
‖∇f (x)‖22 +

1

2µ
‖∇f (x)‖22

= f (x)− 1

2µ
‖∇f (x)‖22.

In particular, this applies when y = x?, which after some rearranging
yields

‖∇f (x)‖22 ≥ 2µ (f (x)− f (x?)) . (PL)

This is a famous and useful result, often referred to as the Polyak-
 Lojasiewicz inequality.

Combining the PL inequality with (3) we obtain

f (xk+1)− f (x?) ≤ f (xk)− f (x?)− µ

L
(f (xk)− f (x?))

=

(
1− µ

L

)
(f (xk)− f (x?)) .

That is, the gap between the current value of the objective function
and the optimal value is cut down by a factor of 1 − µ/L < 1 at
each iteration. (Note that (2) and (4) imply that L ≥ µ.)

This is an example of linear convergence; it is easy to apply the
above iteratively to show that

f (xk)− f (x?) ≤
(

1− µ

L

)k

(f (x0)− f (x?)) . (5)
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If we use ε0 = f (x0)− f (x?) to denote the initial error, this means
that we can guarantee that

f (xk)− f (x?) ≤ ε

for

k ≥ log(ε/ε0)

log(1− µ/L)

≥ L

µ
log

(
ε0
ε

)
,

where the second inequality uses the fast that − log(1− α) ≥ α for
all 0 ≤ α < 1.

Let’s step back for a moment, and compare

1

ε
versus log

(
1

ε

)
.

What are these quantities when ε = 10−2? What about 10−6? This
is all to say that the performance guarantees for gradient descent are
dramatically better when f is strictly convex than when it is not.

We can also use (5) to characterize the convergence of the iterates
xk to the unique solution x?. Applying (4) with x = x? and y = xk

yields (after noting ∇f (x?) = 0)

f (xk)− f (x?) ≥ µ

2
‖xk − x?‖22,

while applying (2) with x = x? and y = x0 yields

f (x0)− f (x?) ≤ L

2
‖x0 − x?‖22.
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Combining these with (5) yields

‖xk − x?‖22 ≤
L

µ

(
1− µ

L

)k

‖x0 − x?‖22,

so xk → x? at a linear rate as well. I will note that a more careful
analysis (which we won’t go into here) can also remove the factor of
L/µ in front, yielding

‖xk − x?‖22 ≤
(

1− µ

L

)k

‖x0 − x?‖22.

Finally, we also note that the PL inequality above also provides some
guidance in terms of setting a stopping criterion. Specifically, if we
declare convergence when ‖∇f (xk)‖2 ≤ ε then the PL inequality
allows us to conclude that

f (xk)− f (x?) ≤ 1

2µ
‖∇f (xk)‖22 ≤

ε2

2µ
.

This provides a principled way of declaring convergence.
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Technical Details: L-smooth convergence

Here we complete the convergence analysis for gradient descent on
L-smooth functions that is summarized above. Specifically, recall
that above in (3) we showed that if f is L-smooth then

f (xk+1) ≤ f (xk)−
1

2L
‖∇f (xk)‖22.

Moreover, by the convexity of f ,

f (xk) ≤ f (x?) + 〈xk − x?,∇f (xk)〉,

where x? is a minimizer of f , and so we have

f (xk+1) ≤ f (x?) + 〈xk − x?,∇f (x)〉 − 1

2L
‖∇f (xk)‖22.

Substituting ∇f (xk) = L(xk − xk+1) then yields

f (xk+1)− f (x?) ≤ L〈xk − x?,xk − xk+1〉 −
L

2
‖xk − xk+1‖22. (6)

We can re-write this in a slightly more convenient way using the fact
that

‖a− b‖22 = ‖a‖22 − 2〈a, b〉 + ‖b‖22
and thus

2〈a, b〉 − ‖b‖22 = ‖a‖22 − ‖a− b‖22.
Setting a = xk − x? and b = xk − xk+1 and applying this to (6),
we obtain the bound

f (xk+1)− f (x?) ≤ L

2

(
‖xk − x?‖22 − ‖xk+1 − x?‖22

)
.
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This result bounds how far away f (xk+1) is from the optimal f (x?) in
terms (primarily) of the error in the previous iteration: ‖xk − x?‖22.
We can use this result to bound f (xk+1) − f (x?) in terms of the
initial error ‖x0 − x?‖22 by a clever argument.

Specifically, this bound holds not only for iteration k, but for all
iterations i = 1, . . . , k, so we can write down k inequalities and then
sum them up to obtain

k∑
i=1

f (xi)− f (x?) ≤ L

2

(
k∑

i=1

‖xi−1 − x?‖22 − ‖xi − x?‖22

)
.

The right-hand side of this inequality is what is called a telescopic
sum: each successive term in the sum cancels out part of the previous
term. Once you write this out, all the terms cancel except for two
(one component from the i = 1 term and one from the i = k term)
giving us:

k∑
i=1

f (xi)− f (x?) ≤ L

2

(
‖x0 − x?‖22 − ‖xk − x?‖22

)
≤ L

2
‖x0 − x?‖22.

Since, as noted above, f (xi) is monotonically decreasing in i, we also
have that

k (f (xk)− f (x?)) ≤
k∑

i=1

f (xi)− f (x?),

and thus

f (xk)− f (x?) ≤ L

2k
‖x0 − x?‖22,

which is exactly what we wanted to show.
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Accelerated first-order methods

In the last lecture we provided convergence guarantees for gradient
descent under two different assumptions. Under the stronger assump-
tion that f was both L-smooth and strongly convex with parameter
µ, we showed that convergence to a tolerance of ε was possible in
O(L

µ
log(1/ε)) iterations. Under the weaker assumption where we

only assume that f is L-smooth, we were able to show that O(L/ε)
iterations would be sufficient.

In this lecture we show that there are small changes we can make
to gradient descent that can dramatically improve its performance,
both in theory (resulting in improvements on the bounds above)
and in practice. We will talk about two of these here: the heavy ball
method and Nesterov’s “optimal algorithm.” Both of these strategies
incorporate the idea of momentum, although in subtly different ways.

Momentum

One way to interpret gradient descent is as a discretization to the
gradient flow differential equation

x′(t) = −∇f (x(t)),

x(0) = x0.
(1)

The solution to (1) is a curve that tracks the direction of steep-
est descent directly to the minimizer, where it arrives at a fixed
point (where ∇f (x) = 0). To see how gradient descent arises as a
discretization of (1), suppose we approximate the derivative with a
forward difference

x′(t) ≈ x(t + h)− x(t)

h
,
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for some small h. So if we think of xk+1 and xk as closely spaced
time points, we can interpret

1

α
(xk+1 − xk) = −∇f (xk),

as a discrete approximation to gradient flow. Re-arranging the equa-
tion above yields the gradient descent iteration xk+1 = xk−α∇f (xk).

The problem is once we perform this discretization, the path tends
to oscillate. One way to get a more regular path is to consider an
alternative differential equation that also has a fixed point where
∇f (x) = 0 but also incorporates a second-order term:

mx′′(t) + x′(t) = −∇f (x(t)). (2)

From a physical perspective, this is a model for a particle with mass
mmoving in a potential field with friction. This results in trajectories
that develop momentum (a heavy ball will move down a hill faster
than a light one in the presence of friction). In the case where m = 0
we recover (1), but in general the inclusion of the mass term above
will result in a more accelerated trajectory towards the solution.

We can discretize the dynamics as before by setting

x′′(t) ≈ xk+1 − 2xk + xk−1

h1

, x′(t) ≈ xk − xk−1

h2

.

If we plug these into (2) and rearrange we obtain an update rule of
the form

xk+1 = xk + βk(xk − xk−1)− αk∇f (xk), (3)

where β = h1/h2m and α = h1/m. This is the core iteration for the
heavy ball method, introduced by Polyak in 1964 [Pol64]. The
xk − xk−1 term above adds a little bit of the last step xk − xk−1
direction into the new step direction xk+1−xk – this method is also
referred to as gradient descent with momentum.
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Convergence of the heavy ball method

In the previous lecture we showed that if f (x) is L-smooth and
strongly convex, then we can obtain a bound of the form

f (xk+1)− f (x?) ≤
(

1− 1

κ

)k
(f (x0)− f (x?)) ,

where κ = L/µ is the “condition number.” From this we showed
that we can guarantee

f (xk)− f (x?)

f (x0)− f (x?)
≤ ε

provided that
k ≥ κ log (1/ε) .

In the Technical Details at the end of these notes we also provide
an alternative argument for the convergence of gradient descent that
begins by showing that

‖xk − x?‖2 ≤
(
κ− 1

κ + 1

)k
‖x0 − x?‖2.

Using a similar argument as before, we can use this to show that

‖xk − x?‖2
‖x0 − x?‖2

≤ ε

provided that
k ≥ κ log(1/ε).

(Note that

κ− 1

κ + 1
= 1− 2

κ + 1
≤ 1− 1/κ = 1− µ/L,
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where the inequality comes from the fact that κ ≥ 1.)

The heavy ball method significantly improves on this result in terms
of its dependence on κ.

Specifically, under the same assumptions as before (L-smoothness
and strong convexity), in the Technical Details section we show (for
the quadratic case) that for the heavy ball method with

αk =
4

(
√
L +
√
µ)2

and βk =

(√
L−√µ√
L +
√
µ

)2

we can achieve

‖xk − x?‖2
‖x0 − x?‖2

≤ ε when k &
√
κ log(1/ε).

The difference with gradient descent can be significant. When κ =
102, we are asking for ≈ 100 log(1/ε) iterations for gradient descent,
as compared with ≈ 10 log(1/ε) from the heavy ball method.

Conjugate gradients

If you are familiar with the method of conjugate gradients (CG),
some of this may feel vaguely familiar. If you have never heard of CG,
I highly recommend reading through the tutorial “An introduction to
the conjugate gradient method without the agonizing pain” [She94].

The CG method was developed for minimizing quadratic functions
of the form f (x) = 1

2
xTQx−xTb. While it is normally presented in

quite a different fashion, it ultimately boils down to being a variant of

32
Georgia Tech ECE 6270 Notes by M. Davenport and J. Romberg. Last updated 16:39, September 20, 2021



the heavy ball method that is particularly well-suited to minimizing
quadratic functions. To see this connection, note that the core CG
iteration can be expressed1 as

dk = −∇f (xk) + βkdk−1
xk+1 = xk + αkdk,

where we start with d0 = −∇f (x0). In CG, the βk are set as

βk =
‖∇f (xk)‖22
‖∇f (xk−1)‖22

.

If f (x) is a quadratic function this choice ensures that at each itera-
tion dk is conjugate to d0, . . . ,dk−1. We won’t worry about saying
more about this beyond the fact that this is a good idea if f (x)
is quadratic. Once βk is fixed, αk can then be chosen using a line
search. Again, if f (x) is quadratic, there is a simple closed form
solution for this (which we have previously derived).

While CG is parameterized differently than the heavy ball method
as described in (3), they are fundamentally the same. To see this
note that we can also write

xk+1 = xk + αk (−∇f (xk) + βkdk−1)

= xk − αk∇f (xk) + αkβk
xk − xk−1

αk−1
.

This is precisely the same iteration as (3), but with a slightly different
way of parameterizing the weight being applied to the momentum
term.
1You will typically see this algorithm described specifically for the quadratic

case, in which case ∇f(x) = Qx− b and these calculations are carefully
broken up to re-use as many calculations as possible and avoid any un-
necessary matrix-vector multiplies, so it may initially look quite different.
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If you are trying to minimize a quadratic function, CG is the way
to go. The convergence guarantees you get for CG when minimizing
a quadratic function are just as good (but not actually better than)
what you have for the heavy ball method, but you don’t need to
know anything like Lipschitz or strong convexity parameters (which
would correspond to the maximum and minimum eigenvalues of Q)
in order to choose the αk and βk.

However, if you are trying to minimize anything else CG is not
necessarily a good choice. The choices for αk and βk are highly tuned
to the quadratic setting and can yield unstable results in general.

Nesterov’s “optimal” method

In the case where f is strictly convex, you can come up with examples
that show that the convergence rate of the heavy ball method can’t
be improved in general. For non-strictly convex f , the story is more
complicated.

Recall that we also have a convergence result for gradient descent
in the case where we only assume L-smoothness. In particular, last
time we showed that for a fixed step size α = 1/L,

f (xk)− f (x?) ≤ L

2k
‖x0 − x?‖22.

Thus, to reduce the error by a factor of ε requires

k ≥ L

2ε
iterations.

In 1983, Yuri Nesterov proposed a slight variation on the heavy ball
method that can improve on this theory, and often works better in
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practice [Nes83].2 Specifically, recall the heavy ball method, which
can be represented via the iteration:

pk = βk (xk − xk−1)

xk+1 = xk + pk − αk∇f (xk),

where we start with p0 = 0. Nesterov’s method makes a subtle, but
significant, change to this iteration:

pk = βk (xk − xk−1)

xk+1 = xk + pk − αk∇f (xk + pk).
(4)

Notice that this is the same as heavy ball except that there is also a
momentum term inside the gradient expression. With this iteration,
we will show that (for a suitable choice of αk and βk)

f (xk)− f (x?) .
L

k2
‖x0 − x?‖22,

meaning that we can reduce the error by a factor of ε in

k &
1√
ε
,

iterations. When ε ∼ 10−4, this is much, much better than 1/ε.

Nesterov’s method is called “optimal” because it is impossible to beat
the 1/k2 rate using only function and gradient evaluations. There
are careful demonstrations of this in the literature (e.g., in [Nes04]).

Note that in practice, αk can be chosen using a standard line search,
and a good choice of βk (both in practice, and as we will show below,

2Note that this method remained to a large extent unknown in the wider
community until his 2004 publication (in English) of [Nes04].

35
Georgia Tech ECE 6270 Notes by M. Davenport and J. Romberg. Last updated 16:39, September 20, 2021



in theory) turns out to be

βk =
k − 1

k + 2
. (5)

This tells us that we should initially not provide much weight to the
momentum term, which makes intuitive sense as the initial gradients
may not be pushing us in the right direction, but as we proceed we
should have increased confidence that we are headed in the right
direction and increase how much weight we place on the momentum
term.

Significantly, note that in setting βk we do not need to know any-
thing about the function we are minimizing (such as strong convexity
parameters). This represents an important advantage compared to
the heavy ball method described above.

Convergence analysis of Nesterov’s method

Analyzing the convergence of Nesterov’s method under the assump-
tion of L-smoothness is a little more involved than for gradient de-
scent, but the overall approach is the same and contains many of the
same elements, so we will start by recalling the main building blocks
that we used in analyzing gradient descent.

Consequences of convexity and L-smoothness
First, we recall some basic facts that hold for any x,y ∈ dom f .
Since f is convex we have

f (y) ≥ f (x) + 〈y − x,∇f (x)〉. (6)

Since f is L-smooth we have

f (y) ≤ f (x) + 〈y − x,∇f (x)〉 +
L

2
‖y − x‖22. (7)
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As a consequence of (7) (by setting y = x− 1
L
∇f (x)), we have that

for any x,

f

(
x− ∇f (x)

L

)
≤ f (x)− ‖∇f (x)‖22

2L
. (8)

Combining this with the upper bound on f (x) that you can obtain
by rearranging (6), we obtain

f

(
x− ∇f (x)

L

)
≤ f (y) + 〈x− y,∇f (x)〉 − ‖∇f (x)‖22

2L
. (9)

As we will see below, this inequality is the foundation of our analysis
of both gradient descent and Nesterov’s method. By plugging in
different choices for y (such as xk or x?) we can obtain both lower
bounds on how much progress we make when we take a gradient
step as well as upper bounds on how far away we are from a global
optimum.

Convergence of gradient descent
Recall that in our analysis for gradient we assume a fixed step size
α = 1/L, resulting in an update rule of

xk+1 = xk −
∇f (xk)

L
.

Thus, setting x = xk and y = x? in (9) implies that

f (xk+1) ≤ f (x?) + L〈xk − x?,xk − xk+1〉 −
L

2
‖xk − xk+1‖22.

From this, if we define δk = f (xk) − f (x?) and do some algebraic
manipulation (see the previous notes) we get a bound of the form

δk+1 ≤
L

2

(
‖xk − x?‖22 − ‖xk+1 − x?‖22

)
.
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This yields the telescopic sum

k−1∑
i=0

δi+1 ≤
L

2

(
k−1∑
i=0

‖xi − x?‖22 − ‖xi+1 − x?‖22

)

=
L

2

(
‖x0 − x?‖22 − ‖xk − x?‖22

)
≤ L

2
‖x0 − x?‖22.

The proof for gradient descent concludes by noting that

δk ≤
1

k

k−1∑
i=0

δi+1 ≤
L

2k
‖x0 − x?‖22.

Convergence of Nesterov’s method
We will follow a similar argument to analyze Nesterov’s method. We
will again take αk = 1/L, but we will see that the analysis suggests
a natural choice for βk. With this choice of αk, the main iteration
from (4) is

xk+1 = xk + pk −
1

L
∇f (xk + pk).

It will be convenient to define

gk = − 1

L
∇f (xk + pk),

so that the main iteration becomes simply xk+1 = xk + pk + gk.
With this notation, by setting x = xk + pk in (9) we obtain the
bound

f (xk+1) ≤ f (y)− L〈xk − pk − y, gk〉 −
L

2
‖gk‖22. (10)
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If we set y = x? in (10) and again let δk denote f (xk) − f (x?) we
obtain

δk+1 ≤
L

2

(
2〈x? − xk − pk, gk〉 − ‖gk‖22

)
. (11)

In our analysis of gradient descent, we then tried to rearrange an
analogous bound to obtain a telescopic sum, but that doesn’t quite
work here. Instead we will need to combine (11) with another bound.
Noting that δk − δk+1 = f (xk) − f (xk+1), we observe that setting
y = xk in (10) yields

δk − δk+1 ≥
L

2

(
2〈pk, gk〉 + ‖gk‖22

)
. (12)

We now consider the inequality formed by adding together (11) and
1 − λk times (12) (where λk is something we will choose later, but
satisfies λk ≥ 1, so that this multiplication switches the direction of
the inequality). The left-hand side of the sum will be

δk+1 + (1− λk)(δk − δk+1) = λkδk+1 − (λk − 1)δk.

The right-hand side of the sum will be

L

2

(
2〈x? − xk − pk + (1− λk)pk, gk〉 − ‖gk‖22 + (1− λk)‖gk‖22

)
=
L

2

(
2〈x? − xk − λkpk, gk〉 − λk‖gk‖22

)
=

L

2λk

(
2〈x? − xk − λkpk, λkgk〉 − ‖λkgk‖22

)
=

L

2λk

(
‖x? − xk − λkpk‖22 − ‖x? − xk − λkpk − λkgk‖22

)
,

where the last equality follows from the easily verified fact that
2〈a, b〉 − ‖b‖22 = ‖a‖22 − ‖a − b‖22. If we make the substitution
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uk = xk + λkpk, then combining these yields the inequality

λ2
kδk+1 − (λ2

k − λk)δk ≤
L

2

(
‖x? − uk‖22 − ‖x? − uk − λkgk‖22

)
.

(13)

We will now show that if we choose λk and βk appropriately, (13) will
yield a telescopic sum on both sides. This will occur on right-hand
side of (13) if

uk + λkgk = uk+1.

Noting that pk+1 = βk+1(xk+1 − xk) = βk+1(pk + gk), we can write

uk+1 = xk+1 + λk+1pk+1

= xk + pk + gk + λk+1βk+1(pk + gk)

= xk + (1 + λk+1βk+1)(pk + gk).

Thus, to make uk+1 equal to uk+λkgk = xk+λk(pk+gk) we simply
need to have

λk = 1 + λk+1βk+1 ⇒ βk+1 =
λk − 1

λk+1

. (14)

For βk satisfying (14), if we sum (13) from i = 0 to k − 1 we thus
have

k−1∑
i=0

λ2
iδi+1 − (λ2

i − λi)δi ≤
L

2

(
‖x? − u0‖22 − ‖x? − uk‖22

)
≤ L

2
‖x? − u0‖22

=
L

2
‖x? − x0‖22. (15)
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Next, one possible approach is to choose the λk so as to obtain a
telescopic sum on the left-hand side of the inequality as well. This is
the approach you will see most often in analyzing the convergence of
Nesterov’s method, but it is a little involved and leads to a recursive
formula for λk (and hence βk) instead of a simple closed form expres-
sion. Instead we will choose a simpler λk that yields essentially the
same bound.

Specifically, suppose that we set λk = (k + 2)/2. First, note that
from (14) this yields

βk+1 =
k+2
2
− 1

k+1
2

=
k

k + 3
,

which coincides with the rule for setting βk given in (5). Next, note
that we can write

k−1∑
i=0

λ2
iδi+1−(λ2

i−λi)δi = (λ0−λ2
0)δ0+λ2

k−1δk+
k−1∑
i=1

(λ2
i−1−λ2

i +λi)δi.

Plugging in λi = (i + 2)/2 yields

k−1∑
i=0

λ2
iδi+1 − (λ2

i − λi)δi =

(
k + 1

2

)2

δk +
1

4

k−1∑
i=0

δi

≥
(
k + 1

2

)2

δk,

where the inequality follows since δi = f (xi)−f (x?) ≥ 0. Combining
this lower bound with (15) yields(

k + 1

2

)2

δk ≤
L

2
‖x? − x0‖22
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or equivalently

f (xk)− f (x?) ≤ 2L

(k + 1)2
‖x? − x0‖22,

which is exactly the O(1/k2) convergence rate we wanted.
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Technical Details: Analysis of the heavy ball
method

We will analyze the heavy ball method for the special case of a
quadratic function:

minimize
x∈RN

f (x) =
1

2
xTQx + bTx

We will assume that the eigenvalues of Q are in [µ, L], and so f (x)
is both L-smooth and µ-strongly convex.

Gradient descent revisited

We will warm up for our analysis on the heavy ball method by quickly
revisiting standard gradient descent. In the quadratic case, there is
an easy argument that

‖xk+1 − x?‖2 ≤
L− µ
L + µ

‖xk − x?‖2

=
κ− 1

κ + 1
‖xk − x?‖2,

where κ = L/µ is the condition number of Q.

Since xk+1 = xk − αk∇f (xk) and ∇f (x?) = 0, we have

‖xk+1 − x?‖2 = ‖xk − αk∇f (xk)− x?‖2
= ‖xk − x? − αk (∇f (xk)−∇f (x?))‖2
= ‖(I− αkQ)(xk − x?)‖2
≤ ‖I− αkQ‖ · ‖xk − x?‖2
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Since we have a bound on the eigenvalues of Q, we know that the
maximum eigenvalue of the symmetric matrix I − αkQ is no more
than

‖I− αkQ‖ ≤ max (|1− αkµ|, |1− αkL|) .
If we take αk = 2/(L + µ), we obtain

‖I− αkQ‖ ≤
L− µ
L + µ

=
κ− 1

κ + 1
,

and so

‖xk+1 − x?‖2 ≤
(
κ− 1

κ + 1

)
‖xk − x?‖2,

and by induction on k

‖xk − x?‖2 ≤
(
κ− 1

κ + 1

)k
‖x0 − x?‖2.

Heavy ball

For the heavy ball method, we have a similar analysis3 that ends in
a better result. Recall the heavy ball iteration

xk+1 = xk + βk(xk − xk−1)− αk∇f (xk),

We will derive a bound on how quickly ‖xk+1 − x?‖2 + ‖xk − x?‖22
goes to zero for fixed values of αk = α, βk = β which we will choose

3These notes are derived from [Wri18].
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later. Rewriting the iteration above, we have[
xk+1 − x?

xk − x?

]
︸ ︷︷ ︸

zk+1

=

[
xk + β(xk − xk−1)− x?

xk − x?

]
− α

[
∇f (xk)−∇f (x?)

0

]

=

[
xk + β(xk − xk−1)− x?

xk − x?

]
− α

[
Q (xk − x?)

0

]
=

[
(1 + β)I− αQ −βI

I 0

]
︸ ︷︷ ︸

T

[
xk − x?

xk−1 − x?

]
︸ ︷︷ ︸

zk

,

We have zk = T kz0, and so

‖zk‖2 ≤ ‖T k‖ · ‖z0‖2,

so we want to bound the spectral norm (largest singular value) of
T k
k.

We are now analyzing the rate of convergence (to zero) of a linear
dynamical system. We know that the eigenvalues of T k are the
eigenvalues of T raised to the kth power. The only complicating
factor is that T is not symmetric, and so the eigenvalues and singular
values are not the same thing. We reconcile this using the spectral
radius

ρ(T ) = maximum magnitude of eigenvalues of T .

Two key results from linear algebra and dynamical systems are that
ρ(T ) ≤ ‖T ‖ and

ρ(T ) = lim
k→∞
‖T k‖1/k.

That is, for any given δ > 0, there exists an n such that

‖T k‖1/k ≤ ρ(T ) + δ,
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for all k ≥ n. Thus if we define the constant

C = max
0≤k≤n

‖T k‖
(ρ(T ) + δ)k

,

we will have
‖T k‖ ≤ C (ρ(T ) + δ)

k
. (16)

We are left with the task of bounding ρ(T ) < 1 and choosing an
appropriate δ. (Note that if T were symmetric, we would simply
have ρ(T ) = ‖T ‖ and ‖T k‖ = ‖T ‖k = ρ(T )k.)

We can get a start on this by taking an eigenvalue decomposition of
the symmetric positive definite matrix Q = V ΛV T. Since V V T =
I, we can write[

(1 + β)I− αQ −βI
I 0

]
=

[
V 0
0 V

] [
(1 + β)I− αΛ −βI

I 0

] [
V T 0

0 V T

]
.

Since

[
V 0
0 V

]
is orthonormal, its application on the right of a matrix

and its transpose (inverse) on the left does not change the eigenvalues,
and so we can study the spectral radius of

T ′ =

[
(1 + β)I− αΛ −βI

I 0

]
.

Notice that this a 2N×2N matrix divided into 4 blocks, each of which
is an N × N diagonal matrix. As such, there is also a permutation
matrix P that we can apply on both the rows and columns to make
this a block diagonal matrix (with 2× 2 blocks along the diagonal):

PT ′P T =

T ′1 . . .
T ′N

 , T ′n =

[
1 + β − αλn −β

1 0

]
.
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Since again the application of a matrix and its inverse on either side
does not change the eigenvalues, we can compute the spectral radius
of the matrix on the right. Since it is block diagonal, we know the
spectral radius is the maximum of the individual spectral radii of the
blocks. That is, we now have

ρ(T ) = max
1≤n≤N

ρ(T ′n).

Since it is a 2 × 2 matrix, we can compute the eigenvalues of T ′n
exactly. We know that γ is an eigenvalue of T ′n if det(T ′n− γI) = 0,
i.e. if

γ2 − (1 + β − αλn)γ + β = 0,

which means the eigenvalues are

(γ1, γ2) =
1

2

(
1 + β − αλn ±

√
(1 + β − αλn)2 − 4β

)
.

If we choose β so that the eigenvalues are complex,

4β > (1 + β − αλn)2 (17)

then we have

(γ1, γ2) =
1

2

(
1 + β − αλn ± j

√
4β − (1 + β − αλn)2

)
,

and |γ1| = |γ2| = β, and hence ρ(T ′n) = β. Using that fact that
µ ≤ λn ≤ L, we can ensure (17) holds when

β = min(|1−√αµ|2, |1−
√
αL|2).

We can now choose α so that these two terms are equal,

α =
4

(
√
L +
√
µ)2

⇒ 1−√αµ = −(1−
√
αL) =

√
L−√µ√
L +
√
µ
,
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and so

β =

(√
L−√µ√
L +
√
µ

)2

=

(
1− 2√

κ + 1

)2

.

Taking δ = 1/(
√
κ + 1) in (16) above and using β2 ≤ β, we have

‖zk‖2 ≤ C

(
1− 1√

κ + 1

)k
‖z0‖2.

This means we are guaranteed that ‖zk‖2 ≤ ε when

k ≥
(√
κ + 1

)
log(Cε0/ε), ε0 = ‖z0‖2,

&
√
κ log(ε0/ε).
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Newton’s Method

Newton’s method is a classical technique for finding the root of a
general differentiable function f (x) : R → R. That is, we want to
find an x ∈ R such that

f (x) = 0.

As you probably learned in high school, one technique for doing this
is to start at some guess x0, and then follow the iteration

xk+1 = xk −
f (xk)

f ′(xk)
.

This update results from taking a simple linear approximation at
each step:

xk+1

f (xk) f ′(xk)

f (x)

x
xk

Of course, there can be many roots, and which one we converge to
will depend on what we choose for x0. It is also very much possible
that the iterations do not converge for certain (or even almost all)
initial values x0.
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However there is a classical convergence theory that says that once
we are close enough to a particular root x0, we will have

|x0 − xk+1|︸ ︷︷ ︸
εk+1

≤ C · (x0 − xk)2︸ ︷︷ ︸
ε2k

,

where the constant C depends on the ratio between the first and
second derivatives in the interval1 around the root x0:

C = sup
x∈I

|f ′′(x)|
2|f ′(x)|.

The take-away here is that close to the solution, Newton’s methods
exhibits quadratic convergence: the error at the next iteration is
proportional to the square of the error at the last iteration. Since we
are concerned with εk small, εk � 1, this means that under the right
conditions, the error goes down in dramatic fashion from iteration to
iteration.

Notice that applying the technique requires that f is differentiable,
but the convergence guarantee depends on f be twice (continuously)
differentiable.

When f (x) is convex, twice differentiable, and has a minimizer, we
can find a minimizer by applying Newton’s method to the derivative.
We start at some initial guess x0, and then take

xk+1 = xk −
f ′(xk)

f ′′(xk)
. (1)

1There are various technical conditions that f must obey on I for this
result to hold, including the second derivative being continuous and the
first derivative not being equal to zero. Also, the condition “close enough”
is characterized by looking at ratios of derivatives at the root and on I.
The Wikipedia article on this is not bad: https://en.wikipedia.org/
wiki/Newton’s_method.
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Again, if f is three-times continuously differentiable, we converge to
the global minimizer quadratically with a constant that depends on

C = sup
x∈I

1

2

|f ′′′(x)|
|f ′′(x)| ,

for an appropriate interval I around the solution. Again, apply-
ing the method relies on us being able to compute first and second
derivatives of f , and the analysis relies on f being three-times differ-
entiable.

We can interpret the iteration (1) above in the following way:

1. At xk, approximate f (x) using the Taylor expansion

f (x) ≈ f (xk) + f ′(xk)(x− xk) +
1

2
f ′′(xk)(x− xk)2.

2. Find the exact minimizer of this quadratic approximation. Tak-
ing the derivative of the expansion above and setting it equal
to zero yields the following optimality condition for x̂ to be a
minimizer:

f ′′(xk) · (x̂− xk) = −f ′(xk).
This is just a re-arrangement of the iteration (1).

3. Take xk+1 = x̂.

This last interpretation extends naturally to the case where f (x) is a
function of many variables, f : RN → R. We know that if f is convex
and twice differentiable, we have a minimizer x? when ∇f (x?) = 0.
Newton’s method to find such a minimizer proceeds as above. We
start with an initial guess x0, and use the following iteration:
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1. Take a Taylor approximation around f (xk):

f (x) ≈ f (xk) + 〈x− xk, g〉 +
1

2
(x− xk)

TH(x− xk)

where

g = ∇f (xk) = N × 1 gradient vector at xk

H = ∇2f (xk) = N ×N Hessian matrix at xk.

2. Find the exact minimizer x̂ to this approximation. This gives
us the problem

minimize
x∈RN

gT(x− xk) +
1

2
(x− xk)

TH(x− xk).

Since H ∈ SN+ (since we are assuming f is convex), we know
that the conditions for x̂ being a minimizer2 are

H(x− xk) = −g.
If H is invertible (i.e., H ∈ SN++), then we have a unique
minimizer and

x̂ = xk −H−1g.

3. Take xk+1 = x̂.

This procedure is often referred to as a pure Newton step, as it does
not involve the selection of a step size. In practice, however, it is
often beneficial to choose the step direction as

dk = − (∇2f (xk)
)−1∇f (xk),

and then choose a step size αk using a backtracking line search, and
then take

xk+1 = xk + αkdk

as before.
2Take the gradient of this new expression and set it equal to 0.
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Convergence of Newton’s Method

Suppose that f (x) is strongly convex,

µI � ∇2f (x) � LI, ∀x ∈ RN ,

and that its Hessian is Lipschitz,

‖∇2f (x)−∇2f (y)‖ ≤ Q‖x− y‖2.
(The norm on the left-hand side above is the standard operator
norm.) We will show that the Newton algorithm coupled with an
exact line search3 provides a solution with precision ε:

f (xk)− p? ≤ ε,

provided that the number of iterations satisfies

k ≥ C1 (f (x0)− p?) + log2 log2(ε0/ε),

where we can take the constants above to be C1 = 2L2Q2/µ5 and
ε0 = 2µ3/Q2. Qualitatively, this says that Newton’s method takes a
constant number of iterations to converge to any reasonable precision
— we can bound log2 log2(ε0/ε) ≤ 6 (say) for ridiculously small values
of ε.

To establish this result, we break the analysis into two stages. In
the first, the damped Newton stage, we are far from the solution (as
measured by ‖∇f (xk)‖2), but we make constant progress towards
the answer. Specifically, we will show that in this stage,

f (xk)− f (xk+1) ≥ 1/C1.

3These results are easily extended to backtracking line searches; we are just
using an exact line search to make the exposition easier. See [BV04, Sec.
9.5.3] for the analysis with backtracking.
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This implies that when we are far from the solution, we reduce the
gap f (xk)− p? by at least 1/C1 at each iteration. It should be clear,
then, that the number of damped Newton steps is no greater than
C1 (f (x0)− p?).

We will then show that when ‖∇f (xk)‖2 is small enough, the gap
closes dramatically at every iteration. We call this the quadratic
convergence stage, as we will be able to show that once the algorithm
enters this stage at iteration `, for all k > `,

‖∇f (xk)‖2 ≤ C2 · 2−2
k−`

,

where C2 = Q/(2µ2) is another constant.

Damped phase

We are in this stage when

‖∇f (xk)‖2 ≥ µ2/Q.

We take xk+1 = xk + αexactdk, where

dk = −∇2f (xk)
−1∇f (xk),

and αexact is the result of an exact line search4:

αexact = arg min
0≤α≤1

f (xk + αdk).

We define the current Newton decrement as

λk =
√
∇f (xk)T(∇2f (xk))−1∇f (xk),

4For convenience, we are not letting α be larger than 1, just as in a back-
tracking method.
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and note that λ2
k = −∇f (xk)

Tdk. Moreover, strong convexity im-
plies that the eigenvalues of (∇2f (xk))

−1 are at least 1/L and at
most 1/µ, yielding the bounds

‖dk‖22 ≤
1

µ
λ2
k and

1

L
‖∇f (xk)‖22 ≤ λ2

k,

which we will use below. From the L-smoothness of the gradient of
f , we know that for any t we have

f (xk + tdk) ≤ f (xk) + 〈tdk,∇f (xk〉 +
L

2
‖tdk‖22

= f (xk)− tλ2
k +

Lt2

2
‖dk‖22

≤ f (xk)− tλ2
k +

Lt2

2µ
λ2
k.

Plugging in t = µ/L above yields

f (xk + αexactdk)− f (xk) ≤ f

(
xk +

µ

L
dk

)
− f (xk)

≤ − µ

2L
λ2
k

≤ − µ

2L2
‖∇f (xk)‖22

≤ − µ5

2Q2L2
.
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Quadratic convergence

When
‖∇f (xk)‖2 < µ2/Q,

we start to settle things very quickly. We will assume that in this
stage, we choose the step size to be αk = 1. In fact, you can show
that under very mild assumptions on the backtracking parameter
(c < 1/3, to be specific), backtracking will indeed not backtrack at
all and return αk = 1 (see [BV04, p. 490]).

We start by pointing out that by construction,

∇2f (xk)dk = −∇f (xk),

and so by the fundamental theorem of calculus,

∇f (xk+1) = ∇f (xk + dk)−∇f (xk)−∇2f (xk)dk

=

∫ 1

0

∇2f (xk + tdk)dkdt−∇2f (xk)dk

=

∫ 1

0

[∇2f (xk + tdk)−∇2f (xk)
]
dk dt.

Thus, we obtain

‖∇f (xk+1)‖2 ≤
∫ 1

0

‖∇2f (xk + tdk)−∇2f (xk)‖ · ‖dk‖2 dt

≤
∫ 1

0

tQ‖dk‖22 dt

=
Q

2
‖[∇2f (xk)]

−1∇f (xk)‖22

≤ Q

2µ2
‖∇f (xk)‖22,
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where the second inequality follows from the Lipschitz assumption
on the Hessian and the last inequality follows from the fact that the
maximum eigenvalue of (∇2f (xk))

−2 is less than 1/µ2. Thus we have

Q

2µ2
‖∇f (xk+1)‖2 ≤

(
Q

2µ2
‖∇f (xk)‖2

)2

≤
(

1

2

)2

,

where the last inequality follows since ‖∇f (xk)‖2 ≤ µ2/Q. That
is, at every iteration, we are squaring the error (which is less than
1/2). If we entered this stage at iteration `, this means

Q

2µ2
‖∇f (xk)‖2 ≤

(
Q

2µ2
‖∇f (x(`))‖2

)2k−`

≤
(

1

2

)2k−`

.

Then using the strong convexity of f ,

f (xk)− p? ≤
1

2µ
‖∇f (xk)‖22 ≤

2µ3

Q2

(
1

2

)2k−`+1

.

The right hand side above is less than ε when

k − ` + 1 ≥ log2 log2(ε0/ε), ε0 = 2m3/L2,

so we spend no more than log2 log2(ε0/ε) iterations in this phase.

Note that

ε = 10−20ε0 ⇒ log2 log2(ε0/ε) = 6.0539.
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Convergence criteria: the Newton decrement

We know that at the minimia of a smooth convex functional we will
have ∇f (x) = 0. So a natural test for convergence is to measure
how far away ∇f (x) is from 0; that is, we say we are converged
when the norm of ∇f (x) is below some threshold (call it ε):

stop when ‖∇f (xk)‖ ≤ ε.

Which norm should we use?

The natural instinct here is to go with the standard Euclidean (`2)
norm, stopping when

‖∇f (xk)‖2 ≤ ε,

and in fact, this quantity played a key role in our analysis above.
But there is something that is unsatisfying about using the Euclidean
norm, and this problem also extends to the way we approached the
analysis in the previous section. An interesting feature of Newton’s
method is that it is affine invariant; if we simply change the co-
ordinates, the iterates change accordingly. For example, let T be
a N × N invertible matrix, and set f̃ (x) = f (Tx). Suppose we
run Newton’s method to try to find a minima of f starting at x0

and computing iterates x1,x2, . . .. Then we run Newton’s method
on f̃ starting at T −1x0 and compute iterates x̃1, x̃2, . . .. This sec-
ond set of iterates will follow the same progression as the first under
transformation by T :

x̃k = T −1xk, k = 1, 2, . . .

The problem, then, with the the Euclidean norm of the gradient is
that it is not affinely invariant:

‖∇f̃ (x)‖2 6= ‖∇f (Tx)‖2 for general T .
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(Apply the chain rule.)

A criteria that is affinely invariant is the Newton decrement:

λ(x) =
√
gTH−1g, g = ∇f (x), H = ∇2f (x).

(Again, you can work this out with a little effort by applying the
chain rule.) These are various ways you can interpret this: one is as
size of the gradient in the norm induced by H−1:

λ(x) = ‖∇f (x)‖H−1.

Of course, the norm itself depends on the point x. You can also
think of it as the directional derivative in the direction we are taking
a Newton step; if d = −(∇2f (x))−1∇f (x), then

〈d,∇f (x)〉 = −λ(x)2.

At any rate, the convergence criteria for Newton’s method is usually
whether λ(xk) is below some threshold.
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Self-concordant functions

There is an alternative analysis of Newton’s method that is more
satisfying in that it gives an affinely invariant bound, and it does
not depend on the constants µ, L,Q that are usually unknown. The
analysis holds for functions that are self-concordant, a term that we
define below.

Definition. We say that a convex function of one variable f : R→
R is self-concordant if

|f ′′′(x)| ≤ 2f ′′(x)3/2, for all x ∈ dom f.

We say that a convex function of multiple variables f : RN → R is
self-concordant if

g(t) = f (x + tv) is self-concordant for all x ∈ dom f, v ∈ RN .

We should note that the constant 2 that appears in front of the f ′′(x)
above is somewhat arbitrary — if there is any uniform bound on the
ratio of |f ′′′(x)| to f ′′(x)3/2, then f can be made self-concordant
simply by re-scaling.

We mention a few important examples (see [BV04, Chapter 9.6] for
many more).

• Since the third derivative of all linear and quadratic functionals
is zero, they are self-concordant.

• f (x) = − log(x) is self-concordant

• f (X) = − log detX for X ∈ SN++ is self-concordant

• Self-concordance is preserved under composition with an affine
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transformation, so for example

f (x) = −
M∑
m=1

log(bm−aT
mx) on {x : aT

m ≤ bm, m = 1, . . . ,M}

is self-concordant. Functions of the above form will play a ma-
jor role when we talk about log-barrier methods for contrained
optimization.

Using a line of argumentation not too different than in the classical
analysis in the last section, we have the following result for the con-
vergence of Newton’s method (again, see [BV04, Chapter 9] for the
details):

If f (x) : RN → R is self-concordant, then Newton iterations starting
from x0 coupled with standard backtracking line search will have

f (xk)− p? ≤ ε

when
k ≥ Cε0 + log2 log2(1/ε), ε0 = f (x0)− p?.

The constant C above depends only on the backtracking parameters.

You may more fully appreciate this result when we talk about log
barrier techniques a little later.

References

[BV04] S. Boyd and L. Vandenberghe. Convex Optimization. Cam-
bridge University Press, 2004.
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Nonsmooth optimization

Most of the theory and algorithms that we have explored for convex
optimization have assumed that the functions involved are differen-
tiable – that is, smooth.

This is not always the case in interesting applications. In fact,
nonsmooth functions can arise quite naturally in applications. We
already have looked at optimization programs involving the hinge
loss max(aTx + b, 0), the `1 norm, the `∞ norm, and the nuclear
norm — none of these is differentiable. As another example, sup-
pose f1, . . . , fQ are all perfectly smooth convex functions. Then the
pointwise maximum

f (x) = max
1≤q≤Q

fq(x)

is in general not smooth.

f1(t) = (t + 1)2, f2(t) = (t− 1)2 f3(t) = max (f1(t), f2(t))
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Fortunately, the theory for nonsmooth optimization is not too dif-
ferent than for smooth optimization. We really just need one new
concept: that of a subgradient.
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Subgradients

If you look back through the notes so far, you will see that the vast
majority of the time we use the gradient of a convex function, it is
in the context of the inequality

f (y) ≥ f (x) + 〈y − x,∇f (x)〉, for all x,y ∈ dom f.

y
y = x

f(y)

g(y) = f(x) + rf(x)T(y � x)

This is a very special property of convex functions, and it led to all
kinds of beautiful results.

When a convex f is not differentiable at a point x, we can more or
less reproduce the entire theory using subgradients. A subgradient
of f at x is a vector g such that

f (y) ≥ f (x) + 〈y − x, g〉, for all y ∈ dom f.

Unlike gradients for smooth functions, there can be more than one
subgradient of a nonsmooth function at a point. We call the collection
of subgradients the subdifferential at x:

∂f (x) = {g : f (y) ≥ f (x) + 〈y − x, g〉, for all y ∈ dom f}.
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Example:

f (x) = |x|, ∂f (x) =


−1, x < 0

[−1, 1], x = 0

1, x > 0.
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black: f (x) = |x|
blue: f (0)+g(x−0) for a few g ∈ ∂f (0)

x→

Facts for subdifferentials of convex functions:

1. If f is convex and differentiable at x, then the subdifferential
contains exactly one vector: the gradient,

∂f (x) = {∇f (x)}.

2. If f is convex on dom f , then the subdifferential is non-empty
and bounded at all x in the interior of dom f .

For non-convex f , these two points do not hold in general. The
gradient at a point is not necessarily a subgradient:
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and there can also be points where neither the gradient nor subgra-
dient exist, e.g. f (x) = −

√
|x| for x ∈ R
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Example: The `1 norm

Consider the function
f (x) = ‖x‖1.

The `1 norm is not differentiable at any x that has at least one coordi-
nate equal to zero. We will see that optimization problems involving
the `1 norm very often have solutions that are sparse, meaning that
they have many zeros. This is a big problem – the nonsmoothness is
kicking in at exactly the points we are interested in.

What does the subdifferential ∂‖x‖1 look like in such a case? To
see, recall that by definition, if a vector u ∈ ∂‖x‖1, at the point x,
then we must have

‖y‖1 ≥ ‖x‖1 + 〈y − x,u〉 (1)

for all y ∈ RN . To understand what this means in terms of x, it
is useful to introduce the notation Γ(x) to denote the set of indexes
where x is non-zero:

Γ(x) = {n : xn 6= 0}.

Using this, we can re-write the right-hand side of (1) as

‖x‖1 + 〈y − x,u〉 =
N∑
n=1

|xn| +
N∑
n=1

un(yn − xn)

=
∑
n∈Γ

|xn| − unxn +
N∑
n=1

unyn.

Note that if

un = sign(xn) =

{
1 if xn ≥ 0,

−1 if xn < 0,
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then unxn = |xn|. Thus, if un = sign(xn) for all n ∈ Γ, we have∑
n∈Γ

|xn| − unxn =
∑
n∈Γ

|xn| − |xn| = 0.

Thus, if we set un = sign(xn) for all n ∈ Γ, then (1) reduces to

‖y‖1 ≥ 〈y,u〉.

As long as |un| ≤ 1 for all n, then this will hold. Hence, if a vector
u satisfies

un = sign(xn) if n ∈ Γ,

|un| ≤ 1 if n /∈ Γ,

then u ∈ ∂‖x‖1. It is not hard to show that for any u that violates
these conditions, we can construct a y such that (1) is violated, and
thus this is a complete description of all vectors in u ∈ ∂‖x‖1.
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Example: The `2 norm

While the function xTx = ‖x‖2
2 is the prototypical differentiable

(∇f (x) = x), smooth, and strongly convex function (∇2f (x) = I),
the function f (x) = ‖x‖2 is not as nice; it is not strongly convex,
and it is not differentiable at x = 0 (to appreciate this latter point,
consider that a 1D slice of the function s(t) = ‖tv‖2 = |t|‖v‖2 looks
like the absolute value function as function of t).

For x 6= 0, an easy calculation1 shows that

∇‖x‖2 =
x

‖x‖2

.

At x = 0, we know that u ∈ ∂‖x‖2 if

‖y‖2 ≥ ‖0‖2 + 〈y − 0,u〉 = 〈y,u〉 for all y ∈ RN . (2)

We can find u that meet these conditions using the Cauchy-Schwarz
inequality. Note that

〈y,u〉 ≤ ‖y‖2‖u‖2,

so (2) will hold when ‖u‖2 ≤ 1. On the other hand, if ‖u‖2 > 1,
then for y = u, we have

〈y,u〉 = ‖y‖2
2 > ‖y‖2,

and (2) does not hold. Therefore

∂‖x‖2 =

{
{u : ‖u‖2 ≤ 1}, x = 0
x
‖x‖2 , x 6= 0.

1Use the fact that d
dx

√
x2 + a = x/

√
x2 + a.
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General norms at x = 0

Norms in general are not differentiable at x = 0, again because they
look like an absolute value function along a line: s(t) = ‖tv‖ =
|t| · ‖v‖ for any valid norm ‖ · ‖. We can generalize the result for the
`2 norm at x = 0 using the concept of a dual norm.

The dual norm ‖ · ‖∗ of a norm ‖ · ‖ is

‖y‖∗ = max
‖x‖≤1

〈x,y〉.

Since sublevel sets of norms in RN are compact, we know that this
maximum is achieved, and it is an easy exercise to show that ‖ · ‖∗
is a valid norm. You can also verify the following easy facts at home

• the dual of ‖ · ‖2 is again ‖ · ‖2

• the dual of ‖ · ‖1 is ‖ · ‖∞
• the dual of ‖ · ‖∞ is ‖ · ‖1

It is also a fact (for norms on RN) that the dual of ‖ · ‖∗ is the
original norm ‖ · ‖, i.e. ‖x‖∗∗ = ‖x‖. We also have the generalized
Cauchy-Schwarz inequality

|〈x,y〉| ≤ ‖x‖ · ‖y‖∗.

We can use these facts with an argument similar to the `2 case above
to compute the subdifferential of any norm at 0 as

∂‖0‖ = {u : ‖u‖∗ ≤ 1}.
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Properties of subdifferentials

Here are some properties of the subdifferential that we will state
without proof (but are easy to prove). Below, we assume that all
functions are well-defined on all of RN .

Summation: If f (x) = f1(x) + f2(x), then

∂f (x) = ∂f1(x) + ∂f2(x).

That is, the set of all subgradients (at x) of f is the set of vectors
that can be written as a sum of a vector from ∂f1(x) plus a vector
from ∂f2(x).

Chain rule for affine transformations: If h(x) = f (Ax+b),
then

∂h(x) = AT∂f (Ax + b).

That is, we compute the subgradients of f at the point Ax+b, then
map them through AT.

Max of functions: If f (x) = max{f1(x), . . . , fM(x)}, then

∂f (x) = conv

 ⋃
m∈Γ(x)

∂fi(x)

 ,
where Γ(x) = {m : fm(x) = f (x)}, and conv takes the convex
hull:

conv(X ) =

{
P∑
p=1

λpxp, xp ∈ X , λp ≥ 0,
P∑

p=1

λp = 1, ∀P
}
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Exercise: Compute ∂f (x) for f (x) = ‖y −Ax‖1.

Answer: Set Γ(x) = {m : aT
mx = ym}, where aT

m is the mth row of A. Then ∂f(x) is the set of vectors that can be written
as

u =
∑

m 6∈Γ(x)

sgn(aT
mx− ym)am +

∑
m∈Γ(x)

βmam

for any βm with |βm| ≤ 1.
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Exercise: Compute ∂f (x) for f (x) = max(x, 0).

Answer:

∂f(x) =


0, x < 0,

[0, 1], x = 0,

1, x > 0.

Exercise: Compute ∂f (x) for f (x) = max((x + 1)2, (x− 1)2).

Answer:

∂f(x) =


2(x− 1) x < 0,

[−2, 2], x = 0,

2(x+ 1), x > 0.
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Exercise: Compute ∂f (x) for f (x) = ‖x‖∞.
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Optimality conditions for unconstrained optimization

With the right definition in place, it is very easy to re-derive the cen-
tral mathematical results in this course for general2 convex functions.

Let f (x) be a general convex function. Then x? is a solution to
the unconstrained problem

minimize
x∈RN

f (x)

if and only if
0 ∈ ∂f (x?).

The proof of this statement is so easy you could do it in your sleep.
Suppose 0 ∈ ∂f (x?). Then

f (y) ≥ f (x?) + 〈y − x?,0〉
= f (x?)

for all y ∈ dom f . Thus x? is optimal. Likewise, if f (y) ≥ f (x?)
for all y ∈ dom f , then of course it must also be true that f (y) ≥
f (x?) + 〈y − x,0〉 for all y, and so 0 ∈ ∂f (x?).

Example: The LASSO

Consider the `1 regularized least-squares problem

minimize
x∈RN

1

2
‖y −Ax‖2

2 + τ‖x‖1.

2Meaning not necessarily differentiable.
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We can quickly translate the general result 0 ∈ ∂f (x?) into a useful
set of optimality conditions. We need to compute the subdifferential
of f (x) = 1

2
‖y −Ax‖2

2 + τ‖x‖1. The first term is smooth, so the
subdifferential just contains the gradient:

∂f (x) = AT(Ax− y) + τ∂‖x‖1.

As shown above ∂‖x‖1 is the set of all vectors u such that

un = sign(xn) if xn 6= 0,

|un| ≤ 1 if xn = 0.

Thus the optimality condition

0 ∈ AT(Ax? − y) + τ∂‖x?‖1,

means that x? is optimal if and only if

aT
n (y −Ax?) = τ signx?

n if x?
n 6= 0,

|aT
n (y −Ax?)| ≤ τ if x?

n = 0.

where here an is the nth column of A.

Note that this doesn’t quite give us a closed form expression for x?

(except when A is an orthonormal matrix), but it is useful both algo-
rithmically (for checking if a candidate x is a solution) and theoreti-
cally (for understanding and analyzing the properties of the solution
to this optimization problem.)
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The subgradient method

The subgradient method is the non-smooth version of gradient de-
scent. The basic algorithm is straightforward, consisting of the iter-
ation

xk+1 = xk − αkdk, (3)

where dk is any subgradient at xk, i.e., dk ∈ ∂f (xk). Of course, there
could be many choices for dk at every step, and the progress you make
at that iteration could very dramatically with this choice. Making
this determination, though, is often very difficult, and whether or
not it can even be done it very problem dependent. Thus the ana-
lytical results for the subgradient method just assume we have any
subgradient at a particular step.

With the right choice of step sizes {αk}, some simple analysis (which
we will get to in a minute) shows that the subgradient method con-
verges. The convergence rate, though, is very slow. This is also
evidenced in most practical applications of this method: it can take
many iterations on even a medium-sized problem to arrive at a solu-
tion that is even close to optimal.

Here is what we know about this algorithm for solving the general
unconstrained program

minimize
x∈RN

f (x). (4)

We will look at one particular case here; for more detailed results
see [Nes04, Chapter 3]. Along with f being convex, we will assume
that it has at least one minimizer. The results also assume that f is
Lipschitz:

|f (x)− f (y)| ≤ L‖x− y‖2.
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Note that here we are assuming that f is Lipschitz, not that f has
Lipschitz gradients (since the gradient does not even necessarily ex-
ist). A direct consequence of f being Lipschitz is that the norms of
the subgradients are bounded:

‖d‖2 ≤ L, for all d ∈ ∂f (x), for all x ∈ RN . (5)

The results below used pre-determined step sizes. Thus the itera-
tion (3) does not necessarily decrease the functional f (x) at every
step. We will keep track of the best value we have up to the current
iteration with

f best
k = min {f (xi), 0 ≤ i < k} .

We will let x? be any solution to (4) and set f ? = f (x?).

Our analytical results stem from a careful look at what happens
during a single iteration. Note that

‖xi+1 − x?‖2
2 = ‖xi − αidi − x?‖2

2

= ‖xi − x?‖2
2 − 2αi〈xi − x?,di〉 + α2

i‖di‖2
2

≤ ‖xi − x?‖2
2 − 2αi(f (xi)− f ?) + α2

i‖di‖2
2,

where the inequality follows from the definition of a subgradient:

f ? ≥ f (xi) + 〈x? − xi,di〉.
Rearranging the bound above we have

2αi (f (xi)− f ?) ≤ ‖xi − x?‖2
2 − ‖xi+1 − x?‖2

2 + α2
i‖di‖2

2,

and so of course

2αi

(
f best
i − f ?

) ≤ ‖xi − x?‖2
2 − ‖xi − x?‖2

2 + α2
i‖di‖2

2.
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Since f best
i is monotonically decreasing, at iteration k we have

2αi

(
f best
k − f ?

) ≤ ‖xi − x?‖2
2 − ‖xi+1 − x?‖2

2 + α2
i‖di‖2

2,

for all i ≤ k. To understand what has happened after k iterations,
we sum both sides of the expression above from i = 0 to i = k − 1.
Notice that the two error terms on the right hand side give us the
telescoping sum:

k−1∑
i=0

(‖xi − x?‖2
2 − ‖xi+1 − x?‖2

2

)
= ‖x0 − x?‖2

2 − ‖xk − x?‖2
2

≤ ‖x0 − x?‖2
2

and so

f best
k − f ? ≤ ‖x0 − x?‖2

2 +
∑k−1

i=0 α
2
i‖di‖2

2

2
∑k−1

i=0 αi

(6)

We can now specialize this result to general step-size strategies.

Fixed step size. Suppose that αk = α > 0 for all k. Then (6)
becomes

f best
k − f ? ≤ ‖x0 − x?‖2

2

2kα
+
L2α

2
,

where we have also used the Lipschitz property (5). Note that in
this case, no matter how small we choose α, the subgradient
algorithm is not guaranteed to converge. This is, in fact,
standard in practice as well. The problem is that, unlike gradients for
smooth functions, the subgradients do not have to vanish as we ap-
proach the solution. Even at the solution, there can be subgradients
that are large.
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Fixed step length. A similar result holds if we always move the
same amount, taking

αk = s/‖dk‖2.

This means that
‖xk+1 − xk‖2 = s.

Of course, with this strategy it is self-evident that it will never con-
verge, since we move some fixed amount at every step. We can bound
the suboptimality at step k as

f best
k − f ? ≤ L‖x0 − x?‖2

2

2ks
+
Ls

2
,

which is not necessarily worse than the fixed step size result. In fact,
notice that even though you are moving some fixed amount, you will
never move too far from an optimal point.

Decreasing step size. The results above suggest that we might
want to decrease the step size as k increases, so we can get rid of
this constant offset term. To make the terms in (6) work out, we let
αk → 0, but not too fast. Specifically, we choose a sequence {αk}
such that ∞∑

k=1

αk =∞, and

∑k−1
i=0 α

2
i∑k−1

i=0 αi

→ 0.

Looking at (6) above, we can see that under these conditions f best
k →

f ?. It is an exercise (but a nontrivial one) to show that it is enough
to choose {αk} such that

αk → 0 as k →∞, and
∞∑
k=1

αk =∞. (7)
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To get an idea of the tradeoffs involved here, suppose that αk =
α/(k + 1). Then for large k, we have the approximations

k−1∑
i=0

αi ∼ α log k, and
k−1∑
i=0

α2
i ∼ Const = α2π2/6

that are good as upper and lower bounds to within constants. In this
case, the convergence result (6) becomes

f best
k − f ? .

‖x0 − x?‖2
2

α log k
+ Const · αL

2

log k
.

So the convergence is extraordinarily slow – logarithmic in k.

You can get much better rates than this (but still not great) by
decreasing the stepsize more slowly. Consider now αk = α/

√
k + 1.

Then for large k

k−1∑
i=0

αi ∼ (α + 1)
√
k, and

k−1∑
i=0

α2
i ∼ α2 log k,

and so

f best
k − f ? .

‖x0 − x?‖2
2

(α + 1)
√
k

+ Const · αL
2 log k√
k

.

This is something like O(1/
√
k) convergence. This means that if we

want to guarantee f best
k − f ? ≤ ε, we need k = O(1/ε2) iterations.

In [Nes04, Chapter 3], it is shown that there is no better rate of
convergence than O(1/

√
k) that holds uniformly across all problems.

Example. Consider the “`1 approximation problem”

minimize
x∈RN

‖Ax− b‖1.
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We have already looked at the subdifferential of ‖x‖1. Specifically,
we showed that u is a subgradient of ‖x‖1 at x if it satisfies

un = sign(xn) if xn 6= 0,

|un| ≤ 1 if xn = 0.

In the exercise above, we also derived the subdifferential for ‖Ax− b‖1.
We quickly re-derive it here using “guess and check”. First consider
a vector z that satisfies

zm = sign(aT
mx− bm) if aT

mx− bm 6= 0,

|zm| ≤ 1 if aT
mx− bm = 0.

Now consider the vector u = ATz. Note that

uT(y − x) = zTA(y − x)

= zT(Ay − b + b−Ax)

= zT(Ay − b)− zT(Ax− b)

= zT(Ay − b)− ‖Ax− b‖1

≤ ‖Ay − b‖1 − ‖Ax− b‖1.

Rearranging this shows that u is a subgradient of ‖Ax−b‖1. Using
this we can construct a subgradient at each step xk.

Below we illustrate the performance of this approach for a randomly
generated example with A ∈ R500×100 and b ∈ R1000. For three
different sizes of fixed step length, s = 0.1, 0.01, 0.001, we make
quick progress at the beginning, but then saturate, just as the theory
predicts:
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(f(xk)− f ?)/f ? (fbest
k − f ?)/f ?

Example: 1-norm minimization

minimize kAx � bk1

• subgradient is given by AT sign(Ax � b)

• example with A 2 R500⇥100, b 2 R500

Fixed steplength tk = s/kg(k�1)k2 for s = 0.1, 0.01, 0.001
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Subgradient method 5-8

Example: 1-norm minimization

minimize kAx � bk1

• subgradient is given by AT sign(Ax � b)

• example with A 2 R500⇥100, b 2 R500
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Subgradient method 5-8

Here is a run using two different decreasing step size strategies: αk =
.01/
√
k and αk = .01/k.

(fbest
k − f ?)/f ?

Diminishing step size: tk = 0.01/
p

k and tk = 0.01/k
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Subgradient method 5-9

As you can see, even though the theoretical worst case bound makes
a stepsize of ∼ 1/

√
k look better, in this particular case, a stepsize

∼ 1/k actually performs better.
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Qualitatively, the takeaways for the subgradient method are:

1. It is a natural extension of the gradient descent formulation

2. In general, it does not converge for fixed stepsizes.

3. If the stepsizes decrease, you can guarantee convergence.

4. Theoretical convergence rates are slow.

5. Convergence rates in practice are also very slow, but depend a
lot on the particular example.

References

[Nes04] Y. Nesterov. Introductory Lectures on Convex Optimiza-
tion. Springer Science+Business Media, 2004.
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Proximal algorithms

The subgradient algorithm is one generalization of gradient descent.
It is simple, but the convergence is typically very slow (and it does
not even converge in general for a fixed step size).

One way to deal with this is to add a smooth regularization term.
Specifically, it is easy to show that if x? is a minimizer of f (x), then
it is also the minimizer of

minimize
x∈RN

f (x) + δ‖x− x?‖22,

where δ > 0. While the resulting optimization problem is still nons-
mooth, it is now strongly convex, and we know that strongly convex
functions are generally much easier to minimize. The “only” chal-
lenge is that it requires us to already know the solution x?, which
would seem to limit the practical applicability of this idea.

We can turn this into an actual algorithm by adopting an iterative ap-
proach. The proximal algorithm or proximal point method
uses the following iteration:

xk+1 = arg min
x∈RN

(
f (x) +

1

2αk
‖x− xk‖22

)
. (1)

As noted above, when f is convex, f (x) + δ‖x − z‖22 is strictly
convex for all δ > 0 and z ∈ RN , so the mapping from xk to xk+1 is
well-defined. We will sometimes use the “prox operator” to denote
this mapping:

proxαkf
(z) = arg min

x∈RN

(
f (x) +

1

2αk
‖x− z‖22

)
.
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It can be shown (and in fact we give a proof later in these notes)
that the iterations above do find a minimizer of convex f for an
appropriate choice of “step sizes” αk.

At this point, you would be forgiven for having doubts about what
we are really doing here. We have taken an optimization problem and
turned it into... a sequence of many optimization problems. How-
ever, these problems can sometimes be far easier to solve that the
original problem. One way to think about the additional 1

2αk
‖x−xk‖

term is as a regularizer that makes each subproblem computation-
ally easier to solve, and whose influence naturally disappears as we
approach the solution, even for a fixed “step size” αk = α.

A very nice a detailed review of proximal algorithms can be found in
[PB14].

Implicit gradient descent (“backward Euler”)

The proximal point method can also be interpreted as a variation
on gradient descent. To see this, let us return for a moment to the
differential equations for the “gradient flow” of f :

x′(t) = −∇f (x(t)), x(0) = x0. (2)

The equilibrium points for this system are the x such that ∇f (x) =
0, which are precisely the minimizers for f (x).

As we first discussed in the context of momentum-based methods,
we can interpret gradient descent as a first-order numerical method
for tracing the path from x0 to a solution x?. This comes from dis-
cretizing the derivative on the right using a forward finite difference:

x(t + h)− x(t)

h
≈ −∇f (x(t)) for small h.
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Thus the gradient descent iterations

xk+1 = xk − h∇f (xk)

approximate the solution at equispaced times spaced h seconds apart
— the step size in gradient descent can be interpreted as the time
scale to which we are approximating the derivative. This is known
as the forward Euler method for discretizing (2).

But now suppose we used a backward difference to approximate the
derivative:

x(t)− x(t− h)

h
≈ −∇f (x(t)) for small h.

Now the iterates must obey

xk+1 = xk − h∇f (xk+1).

This is an equally valid technique for discretizing (2) known as the
backward Euler method. However, computing the iterates is not as
straightforward – we can’t just compute the gradient at the current
point, we have to find the next point by finding an xk+1 that obeys
the equation above.

This is exactly what the proximal operator does. If f is differentiable,
then

xk+1 = arg min
x∈RN

(
f (x) +

1

2αk
‖x− xk‖22

)
m

0 = ∇f (xk+1) +
1

αk
(xk+1 − xk). (3)
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So the proximal point method can be interpreted as a backward Euler
discretization for gradient flow.

Note that we assumed the differentiability of f above purely for il-
lustration; we can compute the prox operator whether or not f has
a gradient.

Example: Least squares

Suppose we want to solve the standard least-squares problem

minimize
x∈RN

‖y −Ax‖22.

When A has full column rank, we know that the solution is given
by x̂ls = (ATA)−1ATy. However, we also know that when ATA is
not well-conditioned, this inverse can be unstable to compute, and
iterative descent methods (gradient descent and conjugate gradients)
can take many iterations to converge.

Consider the proximal point iteration (with fixed αk = α) for solving
this problem:

xk+1 = arg min
x∈RN

(
1

2
‖y −Ax‖22 +

1

2α
‖x− xk‖22

)
.

Here we have the closed form solution

xk+1 = (ATA + δI)−1(ATy + δxk), δ =
1

α
= xk + (ATA + δI)−1AT(y −Axk).

Now each step is equivalent to solving a least-squares problem, but
this problem can be made well-conditioned by choosing δ (i.e., α)
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appropriately. The iterations above will converge to x̂ls for any value
of α; as we decrease α (increase δ), the number of iterations to
get within a certain accuracy of x̂ls increases, but the least-squares
problems involved are all very well conditioned. For α very small,
we are back at gradient descent (with step size α).

This is actually a well-known technique in numerical linear algebra
called iterative refinement.

Proximal gradient algorithms

Recall the core update equation for the proximal point method:

xk+1 = proxαkf
(xk) = arg min

x∈RN

(
f (x) +

1

2α
‖x− xk‖22

)
.

Suppose that we did not wish to fully solve this problem at each iter-
ation. If f is differentiable, we could approximate this update by re-
placing f (x) with its linear approximation f (xk)+〈x−xk,∇f (xk)〉.
This would yield the update

xk+1 = arg min
x∈RN

(
f (xk) + 〈x− xk,∇f (xk)〉 +

1

2αk
‖x− xk‖22

)
= arg min

x∈RN

(
αk
2
‖∇f (xk)‖22 + 〈x− xk,∇f (xk)〉 +

1

2αk
‖x− xk‖22

)
= arg min

x∈RN

(
1

2αk
‖x− xk + αk∇f (xk)‖22

)
= xk − αk∇f (xk).

Thus, taking a linear approximation of f , the proximal method sim-
ply reduces to standard gradient descent. (Note that the first equality
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above comes from the fact that the presence/absence of f (xk) and
‖∇f (xk)‖22 does not affect what the minimizer is, as xk is fixed.)

Where this starts getting interesting is when we encounter optimiza-
tion problems where the objective function can be broken into the
sum two parts, i.e.,

f (x) = g(x) + h(x),

where both g and h are convex, but g is smooth (differentiable) and h
is a non-smooth function for which there is a fast proximal operator.
Such optimization problems quite a bit more often than you might
expect.

The proximal gradient algorithm is the result of applying the
proximal point method to minimize the approximation of f where
we take a linear approximation to the smooth component g. Using
the same argument as above, this results in the update rule1

xk+1 = arg min
x∈RN

(
g(xk) + 〈x− xk,∇g(xk)〉 + h(x) +

1

2αk
‖x− xk‖22

)
= arg min

x∈RN

(
h(x) +

1

2αk
‖x− xk + αk∇g(xk)‖22

)
= proxαkh

(xk − αk∇g(xk)) .

This is also called forward-backward splitting, with the “forward”
referring to the gradient step, and the “backward” to the proximal
step. (The prox step is still making progress, just like the gradient
step; the forward and backward refer to the interpretations of gra-
dient descent and the proximal algorithm as forward and backward
Euler discretizations, respectively.)

1Again, the second line comes from removing g(xk) and adding a multiple
of ‖∇g(xk)‖22 and then completing the square.
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Example: The LASSO

Recall our friend the LASSO:

minimize
x∈RN

1

2
‖y −Ax‖22 + τ‖x‖1.

We take

g(x) =
1

2
‖y −Ax‖22, so ∇g(x) = AT(Ax− y),

and
h(x) = τ‖x‖1.

The prox operator for the `1 norm is:

proxαh(z) = arg min
x∈RN

(
τ‖x‖1 +

1

2α
‖x− z‖22

)
= Tτα(z),

where Tτα is the soft-thresholding operator

(Tτα(z))i =


zi − τα, zi ≥ τα,

0, |zi| ≤ τα,

zi + τα, zi ≤ −τα.

Hence, the gradient step requires an application of A and AT, and
the proximal step simply requires a soft-thresholding operation. The
iteration looks like

xk+1 = Tταk

(
xk + αkA

T(y −Axk)
)
.

This is also called the iterative soft thresholding algorithm, or ISTA.
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Here is a comparison2 of a typical run for ISTA versus the subgradient
method. ISTA absolutely crushes the subgradient method.

f (xk)− f ?

Recall rg(x) = �AT (y � Ax). Hence generalized gradient update
step is:

x+ = S�t(x + tAT (y � Ax))

Resulting algorithm called ISTA (Iterative Soft-Thresholding
Algorithm). Very simple algorithm to compute a lasso solution

Generalized gradient
(ISTA) vs subgradient

descent:
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2This is taken from the lecture notes of Geoff Gordon and Ryan Tibshirani;
“generalized gradient” in the legend means ISTA.
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Convergence of the proximal gradient method

The convergence analysis of the proximal gradient method is ex-
tremely similar to what we did for gradient descent. In fact, gradi-
ent descent is a special case of the proximal gradient method (when
h(x) = 0), and our analysis will recover the same result. We will
assume that g is L-smooth, but we will make no assumptions on
h aside from convexity. As before, we will use a fixed “step size”,
αk = 1/L for all k. We will x? denote any minimizer of f .

The general structure of the argument is as follows:

1. Using the L-smoothness of g as well as the first-order charac-
terization of convexity, we can establish that

f (xk+1) ≤ f (z) + 〈xk − z,dk〉 −
1

2L
‖dk‖22 (4)

for all z ∈ RN where dk := L(xk − xk+1).

2. From (4) we can conclude, by setting z = xk, that

f (xk+1) ≤ f (xk)−
1

2L
‖dk‖22 ≤ f (xk),

and thus f (xk) is non-increasing at every step.

3. From (4) we can also conclude, by setting z = x?, that

f (xk+1) ≤ f (x?) + 〈xk − x?,dk〉 −
1

2L
‖dk‖22.

By exactly the same argument as we have seen in the analysis
of both gradient descent and Nesterov’s method, we can show
that this bound is equivalent to

f (xk+1)− f (x?) ≤ L

2

(‖xk − x?‖22 − ‖xk+1 − x?‖22
)
.
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4. This yields a telescopic sum, and hence by an identical argu-
ment to that used in analyzing gradient descent, we arrive at
the bound

f (xk)− f (x?) ≤ L

2k
‖x0 − x?‖22.

Thus, the proximal gradient algorithm exhibits the same convergence
rate as gradient descent: O(1/k). This is remarkable when consid-
ering that it holds for any h. This result is in fact a kind of “master
result” for the convergence rate of many different algorithms:

• gradient descent (take h(x) = 0),

• the proximal point method (take g(x) = 0),

• the proximal gradient method.

The work above gives a unified analysis for all three of these, showing
that they all exhibit O(1/k) convergence.

Note that the only novelty in the analysis above compared to that of
gradient descent is the derivation of (4). To establish this inequality,
we first note that

f (xk+1) = g(xk+1) + h(xk+1)

≤ g(xk)−
1

L
〈dk,∇g(xk)〉 +

1

2L
‖dk‖22 + h(xk+1), (5)

where the inequality follows directly from the definition ofL-smoothness.
We now use two facts to get an upper bound on this expression. First,
note that from the first-order characterization of convexity,

g(z) ≥ g(xk) + 〈z − xk,∇g(xk)〉. (6)
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Second, since

xk+1 = proxh/M

(
xk −

1

L
∇g(xk)

)
= arg min

x

(
h(x) +

L

2

∥∥∥∥x− xk +
1

L
∇g(xk)

∥∥∥∥2
2

)
,

we know

0 ∈ ∂h(xk+1)− dk +∇g(xk) ⇒ dk −∇g(xk) ∈ ∂h(xk+1).

Thus
h(z) ≥ h(xk+1) + 〈z − xk+1,dk −∇g(xk)〉. (7)

We combine (6) and (7) back into (5) to obtain

f (xk+1) ≤ g(z) + 〈xk − z,∇g(xk)〉 −
1

L
〈dk,∇g(xk)〉 +

1

2L
‖dk‖22

+ h(z)−
〈
z − xk +

1

L
dk,dk −∇g(xk)

〉
= f (z) + 〈xk − z,dk〉 +

1

L

(
L

2L
− 1

)
‖dk‖22

≤ f (z) + 〈xk − z,dk〉 −
1

2L
‖dk‖22,

which establishes (4).
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Accelerated proximal gradient

We can accelerate the proximal gradient method in exactly the same
way we accelerated gradient descent – in fact, the Nesterov’s method
for gradient descent is simply a special case as that for the proximal
gradient algorithm. The accelerated iteration is

pk =
k − 1

k + 2
(xk − xk−1)

xk+1 = proxαkh
(xk + pk − αk∇g(xk + pk)) .

Again, the computations here are in general no more involved than
for the non-accelerated version, but the number of iterations can
be significantly lower. We will not prove it here (see [BT09] for an
analysis), but adding in the momentum term results in convergence
rate of O(1/k2) using a similar argument as before.

The numerical performance can also be dramatically better. Here are
typical runs3 for the LASSO, which compares the standard proximal
gradient method (ISTA) to its accelerated version (FISTA):

f (xk)− f ?
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3Again, this example comes from Gordon and Tibshirani; as before “gener-
alized gradient” means ISTA, and “Nesterov acceleration” means FISTA.
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Optimality conditions for constrained
optimization

When we are solving an unconstrained optimization problem, the
goal is clear: we want to find a point where the gradient vanishes.
All of the algorithms we looked at over the last few lectures were in
service of this condition. Once we add constraints, the optimality
conditions are more complicated, and involve relationships between
the gradient of the functional we are minimizing along with the gradi-
ents of the constraints — these are the so-called Karush-Kuhn-Tucker
(KKT) conditions.

We will build up to the KKT conditions slowly. We will first derive a
general (and very easy to prove) geometric necessary and sufficient
condition for x? to be a minimizer of a constrained optimization
program. We will then show how this simple result immediately
yields the KKT conditions for certain kinds of constraints. In the
next set of notes, we will derive the KKT conditions, show that they
are always sufficient, and discuss conditions under which they are
also necessary.

To keep things simpler, in our initial discussion of constrained opti-
mization, we will restrict our focus to smooth optimization problems.
As before, most of what we have to say can be extended to the non-
smooth case by simply replacing gradients with subgradients, but
we will assume that our objective function (and eventually, our con-
straints) are differentiable for the time being.

We start by considering the general constrained problem

minimize
x∈C

f (x)

where C is a closed, convex set, and f is again a convex function.
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We have the following fundamental result:

Let f be a differentiable convex function, and C be a closed convex
set. Then x? is a minimizer of

minimize
x∈C

f (x)

if and only if x? ∈ C and

〈y − x?,∇f (x?)〉 ≥ 0

for all y ∈ C.

This result is geometrically intuitive; it is saying that every vector
from x? to another point y in C must make an obtuse angle with
−∇f (x?). That is, there cannot be any descent directions from x?

that lead to another point in C. Here is a picture:

C

x
−∇f(x )

(level lines)

f(x)
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To prove this, we first argue that 〈y−x?,∇f (x?)〉 ≥ 0 for all y ∈ C
implies that x? is optimal. Since f is convex, for any y ∈ C

f (y) ≥ f (x?) + 〈y − x?,∇f (x?)〉,

and so

f (y)− f (x?) ≥ 〈y − x?,∇f (x?)〉 ≥ 0,

Since this holds for every y ∈ C, x? is a minimizer.

Now suppose that x? is a minimizer. If there were a y ∈ C such
that 〈y − x?,∇f (x?)〉 < 0, then d = y − x? would be a descent
direction, and there would exist a 0 < t < 1 such that

f (x? + t(y − x?)) < f (x?).

Since C is convex and x?,y ∈ C, we know x? + t(y − x?) ∈ C. But
this contradicts the assertion that x? is a minimizer, and so no such
y can exist.

Examples

The abstract geometrical result in the previous section will eventually
lead us to the Karush-Kuhn-Tucker (KKT) conditions. But we will
build up to this by looking at what it tells us in several important
(and prevalent) cases.

We assume throughout this section that f is convex, differentiable,
and defined on all of RN .
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Linear constraints

Consider a convex optimization problem with linear1 constraints,

minimize
x∈RN

f (x) subject to Ax = b,

where A is M ×N and b ∈ RM . At a solution x?, we have

〈y − x?,∇f (x?)〉 ≥ 0,

for all y such thatAy = b. SinceAx? = b as well, this is equivalent
to

〈h,∇f (x?)〉 ≥ 0, for all h ∈ Null(A).

Since h ∈ Null(A)⇔ −h ∈ Null(A), we must have

〈h,∇f (x?)〉 = 0, for all h ∈ Null(A),

i.e. the gradient is orthogonal to the null space of A. This means
that it is in the row space,

∇f (x?) ∈ Row(A) = Col(AT),

and so there is a ν ∈ RM such that

∇f (x?) +ATν = 0.

1We really should be saying affine constraints, but “linear constraints” is
typical nomenclature for this type of problem.
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Summary:

x? is a solution to

minimize
x∈RN

f (x) subject to Ax = b,

if and only if

1. Ax? = b, and

2. there exists a ν? ∈ RM such that ∇f (x?) +ATν? = 0.

x?

�rf(x?) = AT⌫?

(level lines)

f(x)

x? + Null(A)
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Non-negativity constraints

Now consider the convex program

minimize
x∈RN

f (x) subject to x ≥ 0.

At a solution x?, we will have

〈y − x?,∇f (x?)〉 ≥ 0, for all y ∈ RN
+ . (1)

Since both 0 ∈ RN
+ and 2x? ∈ RN

+ , this means

〈x?,∇f (x?)〉 = 0, (2)

and so
〈y,∇f (x?)〉 ≥ 0, for all y ∈ RN

+ ,

meaning that the gradient has only non-negative values as well,

∇f (x?) ≥ 0. (3)

The conditions (2) and (3) are sufficient as well, as together they
imply (1).

Note that condition (3) is the same as saying there exists a λ? ≥ 0
such that

∇f (x?)− λ? = 0.

We can also see that (2) and (3), along with the fact that x? ∈ RN
+ ,

mean that ∇f (x?) and x? can only be non-zero at different indices:

[∇f (x?)]n > 0⇒ xn = 0,

xn > 0⇒ [∇f (x?)]n = 0.
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Summary:

x? is a solution to

minimize
x∈RN

f (x) subject to x ≥ 0,

if and only if

1. x? ≥ 0,

and there exists a λ? ∈ RN such that

2. λ? ≥ 0, and

3. λnxn = 0 for all n = 1, . . . , N , and

4. ∇f (x?)− λ? = 0.

x ∇f(x ) = λ

RN
+
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A single convex inequality constraint

Now consider the convex program

minimize
x∈RN

f (x) subject to g(x) ≤ 0,

where g is also a differentiable convex function. We will argue that
in this case, the optimality conditions for x?,

g(x?) ≤ 0, and 〈y−x?,∇f (x?)〉 ≥ 0, for all y with g(y) ≤ 0,

are equivalent to one of these two conditions holding,

1. g(x?) < 0 and ∇f (x?) = 0, or

2. g(x?) = 0 and the gradients of g and f are negatively aligned:

∇g(x?) = −λ∇f (x?), for some λ > 0.

Establishing this relies on the following geometric fact:2

Let u,v be vectors in RN . If no d exists such that

〈d,u〉 < 0, and 〈d,v〉 < 0 simultaneously, (4)

then u and v are negatively aligned,

u = −λv, for some λ > 0. (5)

The converse also holds, as if (5) is true, there is no way (4) can
be true.

2This is a special case of the famous Gordan Theorem.
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The argument for this is simple. The sets {x : 〈x,u〉 < 0} and
{x : 〈x,v〉 < 0} are open half spaces, and these half spaces are
disjoint if and only if (5) holds.

u

v

{x : hx, ui = 0}

{x : hx, vi = 0}

Suppose that x?, with g(x?) ≤ 0, is a minimizer. We know that
∇g(x?) and ∇f (x?) must be negatively aligned, as otherwise our
geometric fact dictates that there is a d that is a descent direction
for both g and f , meaning there is a 0 < t < 1 such that

f (x? + td) < f (x?), and

g(x? + td) < g(x?) ≤ 0.

This would mean that there is a feasible point at which f is smaller
than it is at x?, directly contradicting the assertion that x? is a
minimizer. Thus no such d can exist.

Suppose now that there is an x? such that g(x?) = 0 and a λ > 0
so that ∇g(x?) = −λ∇f (x?). Let x be any other feasible point;
g(x) ≤ 0. Then, by the convexity of g,

g(x? + θ(x− x?)) ≤ 0, for all 0 ≤ θ ≤ 1.
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Since the above is true for all θ in this range, we know that x− x?

cannot be an ascent direction for g from x?. Thus

〈x− x?,∇g(x?)〉 ≤ 0.

Since ∇g(x?) = −λ∇f (x?), we now know

〈x− x?,∇f (x?)〉 ≥ 0.

Then by the convexity of f ,

f (x) ≥ f (x?) + 〈x− x?,∇f (x?)〉
≥ f (x?),

and so x? is a minimizer.

We can collect all of this into the following summary:

x? is a solution to

minimize
x∈RN

f (x) subject to g(x) ≤ 0,

if and only if

1. g(x?) ≤ 0,
and there exists a λ? ∈ R such that

2. λ? ≥ 0, and

3. λ? g(x?) = 0, and

4. ∇f (x?) + λ?∇g(x?) = 0.
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x

(level lines)

f(x)

{x : g(x) ≤ 0}

∇f(x )

λ ∇g(x )
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The Karush-Kuhn-Tucker (KKT) conditions

In this section, we will give a set of sufficient (and at most times nec-
essary) conditions for a x? to be the solution of a given convex opti-
mization problem. These are called the Karush-Kuhn-Tucker (KKT)
conditions, and they play a fundamental role in both the theory and
practice of convex optimization. We have derived these conditions
(and have shown that they we both necessary and sufficient) in some
special cases in the previous notes

We will start here by considering a general convex program with in-
equality constraints only. This is just to make the exposition easier
— after we have this established, we will show how to include equality
constraints (which must always be affine in convex programming). A
great source for the material in this section is [Lau13, Chap. 10].

Everywhere in this section, the functions f (x), g1(x), . . . , gM(x),
gm : RN → R, are convex and differentiable.
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KKT (inequality only)
The KKT conditions for the convex program

minimize
x

f (x) subject to g1(x) ≤ 0 (1)

g2(x) ≤ 0
...

gM(x) ≤ 0

in x ∈ RN and λ ∈ RM are

gm(x) ≤ 0, m = 1, . . . ,M, (K1)

λ ≥ 0, (K2)

λmgm(x) = 0, m = 1, . . . ,M, (K3)

∇f (x) +
M∑
m=1

λm∇gm(x) = 0, (K4)

We start by establishing that these are sufficient conditions for a
minimizer.

If the KKT conditions hold for x? and some λ? ∈ RM , then x? is
a solution to the program (1).

Below, we denote the feasible set as

C = {x ∈ RN : gm(x) ≤ 0, m = 1, . . . ,M}.
It should be clear that the convexity of the gm implies the convexity1

1The gm are convex functions, so their sublevel sets are convex sets, and C
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of C. The sufficiency proof simply relies on the convexity of C, the
convexity of f , and the concept of a descent/ascent direction (see the
previous notes).

Suppose x?,λ? obey the KKT conditions. The first thing to note is
that if

λ1 = λ2 = · · · = λM = 0,

then (K4) implies that
∇f (x?) = 0,

and hence x? is a global min, as by the convexity of f ,

f (x) ≥ f (x?) + 〈x− x?,∇f (x?)〉 = f (x?),

for all x ∈ C.

Now suppose that R > 0 entries of λ? are positive — without loss
of generality, we will take these to be the first R,

λ?1 > 0, λ?2 > 0, · · · , λ?R > 0, λ?R+1 = 0, · · · , λ?M = 0.

We can rewrite (K4) as

∇f (x?) + λ?1∇g1(x?) + · · · + λ?R∇gR(x?) = 0, (2)

and note that by (K3),

g1(x
?) = 0, . . . , gR(x?) = 0.

Consider any x ∈ C, x 6= x?. As C is convex, every point in between
x? and x must also be in C, meaning

gm(x? + θ(x− x?)) ≤ 0 = gm(x?), m = 1, . . . , R,

is an intersection of sublevel sets.
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for all 0 ≤ θ ≤ 1. This means that x − x? cannot be an ascent
direction, and so

〈x− x?,∇gm(x?)〉 ≤ 0, m = 1, . . . , R.

It is now clear that

〈x− x?,∇f (x?)〉 ≥ 0,

as otherwise there is no way (2) can hold with positive λm. Along
with the convexity of f , this means that

f (x) ≥ f (x?) + 〈x− x?,∇f (x?)〉 ≥ f (x?).

Since this holds for all x ∈ C, x? is a minimizer.

Necessity

To establish the necessity of the KKT conditions, we need one piece
of mathematical technology that we have not been exposed to yet.
The Farkas lemma is a fundamental result in convex analysis; we
will prove it in the Technical Details section.

Farkas Lemma:
Let A be an M ×N matrix and b ∈ RM . The exactly one of the
following two things is true:

1. there exists x ≥ 0 such that Ax = b;

2. there exists λ ∈ RM such that

ATλ ≤ 0, and 〈b,λ〉 > 0.
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With this in place, we can give two different situations under which
KKT is necessary. These are by no means the only situations for
which this is true, but these two cover a high percentage of the cases
encountered in practice.

Suppose x? is a solution to a convex program with affine inequality
constraints:

minimize
x∈RN

f (x) subject to Ax ≤ b.

Then there exists a λ? such that x?,λ? obey the KKT conditions.

In this case, the constraint functions have the form

gm(x) = 〈x,am〉 − bm, and so ∇gm(x) = am,

where aT
m is the mth row of A. Since x? is feasible, K1 must hold.

If none of the constraints are “active”, meaning gm(x?) < 0 for
m = 1, . . . ,M (and so x? lies in the interior of C), then it must be
that ∇f (x?) = 0, and K2–K4 hold with λ = 0.

Suppose that there are R active constraints at x?; without loss of
generality, we will take these to be the first R:

g1(x
?) = 0 , g2(x

?) = 0 , . . . , gR(x?) = 0,

gR+1(x
?) < 0 , . . . , gM(x?) < 0.

We start by taking λR+1 = λR+2 = · · · = λM = 0, which means K3
will hold. Suppose that there were no λ ≥ 0 such that

∇f (x?) + λ1∇g1(x?) + · · · + λR∇gR(x?) = 0. (3)
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With A′ : R × N consisting of the first R rows of A, and b′ ∈ RR

as the first R entries in b, this means that there is no λ′ ∈ RR such
that

A′Tλ′ = −∇f (x?), λ′ ≥ 0.

By the Farkas lemma, this means that there is a d ∈ RN such that

A′d ≤ 0, 〈d,−∇f (x?)〉 > 0,

which means, since ∇gm(x) = am,

〈d,∇f (x?)〉 < 0

〈d,∇g1(x?)〉 ≤ 0
...

〈d,∇gR(x?)〉 ≤ 0.

This means that d is a descent direction for f , and is not an ascent
direction for g1, . . . , gR. Because the constraint functionals are affine,
if 〈d,∇gm(x?)〉 = 0 above, then gm(x?+td) = gm(x?) — this means
that moving in the direction d will not increase g1, . . . , gm. Since the
last M −R constraints are not active, we can move at least a small
amount in any direction so that they stay that way. This means that
there exists a t > 0 such that

f (x? + td) < f (x?),

but also maintains feasibility:

gm(x? + td) ≤ 0, m = 1, . . . ,M.

This directly contradicts the assertion that x? is optimal, and so
λ1, . . . , λR ≥ 0 must exist such that (3) holds.

For general convex inequality constraints, there are various other
scenarios under which the KKT conditions are necessary; these are
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called constraint qualifications. We have already seen that
polygonal (affine) constraints qualify. Another set of constraint qual-
ifications are Slater’s condition:

Slater’s condition: There exists at least one strictly feasible
point; a x such that none of the constraints are active:

g1(x) < 0 , g2(x) < 0 , · · · , gM(x) < 0.

Suppose that Slater’s condition holds for g1, . . . , gM , and let x?

be a solution to

minimize
x∈RN

f (x) subject to gm ≤ 0, m = 1, . . . ,M.

Then there exists a λ? such that x?,λ? obey the KKT conditions.

This is proved in much the same way as in the affine inequality case.
Suppose that x? is a solution, and that

g1(x
?) = 0 , g2(x

?) = 0 , . . . , gR(x?) = 0,

gR+1(x
?) < 0 , . . . , gM(x?) < 0.

We take λR+1 = · · · = λM = 0, and show that if there is not
λ1, . . . , λR ≥ 0 such that

∇f (x?) +
R∑

m=1

λm∇gm(x?) = 0, (4)

then there is a another feasible point with a smaller value of f .
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By the Farkas lemma, if there does not exist a λ1, . . . , λR ≥ 0 such
that (4) holds, then there must be a u ∈ RN such that

〈u,∇f (x?)〉 < 0

〈u,∇g1(x?)〉 ≤ 0
...

〈u,∇gR(x?)〉 ≤ 0.

Now let z be a strictly feasible point, gm(z) < 0 for all m. We know
that

0 > gm(z) ≥ gm(x?)+〈z−x?,∇gm(x?)〉 ⇒ 〈z−x?,∇gm(x?)〉 < 0,

for m = 1, . . . , R, since then gm(x?) = 0. So u is a descent direction
for f0, and z − x? is a descent direction for all all of the constraint
functions gm, m = 1, . . . , R that are active.

We consider a convex combination of these two vectors

dθ = (1− θ)u + θ(z − x?).

We know that 〈dθ,∇gm(x?)〉 < 0 for all 0 < θ ≤ 1, m = 1, . . . , R.
We also know that there is a θ small enough so that dθ is a descent
direction for f0; there exists 0 < ε0 < 1 such that

〈dε0,∇f (x?)〉 < 0.

Finally, we also know that we can move a small enough amount in
any direction and keep constraints gR+1, . . . , gM inactive. Thus there
is a t > 0 such that

f (x? + tdε0) < f (x?), gm(x? + tdε0) ≤ 0, m = 1, . . . ,M,

which directly contradicts the assertion that x? is optimal.

19
Georgia Tech ECE 6270 Notes by M. Davenport and J. Romberg. Last updated 17:19, October 20, 2021



It should be clear from the two arguments above that Slater’s condi-
tion can be refined — we only need a point which obeys gm(z) < 0
for the gm which are not affine. We now state this formally:

Suppose that g1, . . . , gM ′ are affine functionals, and gM ′+1, . . . , gM
are convex functional which are not affine. Suppose that Slater’s
condition holds for gM ′+1, . . . , gM , and let x? be a solution to

minimize
x∈RN

f (x) subject to gm(x) ≤ 0, m = 1, . . . ,M.

Then there exists a λ? such that x?,λ? obey the KKT conditions.

The above statement lets us extend the KKT conditions to optimiza-
tion problems with linear equality constraints, which we now state.
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KKT (with equality constraints)
The KKT conditions for the optimization program

minimize
x

f (x) subject to gm(x) ≤ 0, m = 1, . . . ,M (5)

hp(x) = 0, p = 1, . . . , P

in x ∈ RN , λ ∈ RM , and ν ∈ RP are

gm(x) ≤ 0, m = 1, . . . ,M, (K1)

hp(x) = 0, p = 1, . . . , P

λ ≥ 0, (K2)

λmgm(x) = 0, m = 1, . . . ,M, (K3)

∇f0(x) +
M∑
m=1

λm∇gm(x) +
P∑
p=1

νp∇hp(x) = 0, (K4)

We call the λ and ν above Lagrange multipliers. Notice that
λ is constrained to be positive, while ν can be arbitrary. Also, if
the hp are affine, which they have to be for the program above to be
convex, then we can write the equality constraints

hp(x) = 0, p = 1, . . . , P as Ax = b,

for some A : P ×N and b ∈ RP . Also, we can rewrite (K4) as

∇f (x) +
M∑
m=1

λm∇gm(x) +ATν = 0.

If the gm are convex and the hp affine, then the KKT conditions
are sufficient for x? to be the solution to the convex program (5).
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If Slater’s condition holds for the non-affine gm, then they are also
necessary. Almost nothing changes in the proofs above — we could
simply separate an equality constraint of the form 〈x,a〉 = b into
〈x,a〉 − b ≤ 0 and 〈x,−a〉 + b ≤ 0. Then we can recombine the
result, taking ν = λ1 − λ2, where λ1 is the Lagrange multiplier for
〈x,a〉 − b and λ2 is the same for 〈x,−a〉 + b.

22
Georgia Tech ECE 6270 Notes by M. Davenport and J. Romberg. Last updated 17:19, October 20, 2021



Technical Details: Proof of the Farkas Lemma

We prove the Farkas Lemma: if A is an M ×N matrix and b ∈ RM

is a given vector, then exactly one of the following two things is true:

1. there exists x ≥ 0 such that Ax = b;

2. there exists v ∈ RM such that

ATv ≤ 0, and 〈b,v〉 > 0.

It is clear that if the first condition holds, the second cannot, as
〈b,v〉 = 〈x,ATv〉 for any x such that Ax = b, and 〈x,ATv〉 ≤ 0
for any x ≥ 0 and ATv ≤ 0.

It is more difficult to argue that if the first condition does not hold,
the second must. This ends up being a direct result of the separating
hyperplane theorem. Let C(A) be the (convex) cone generated by
the columns a1, . . . ,aN of A:

C(A) =

{
v ∈ RM : v =

N∑
n=1

θnan, θn ≥ 0, n = 1, . . . , N

}
.

Then 1 above is clearly equivalent to b ∈ C(A). Since C(A) is closed
and convex, and b is a single point, we know that if b 6∈ C(A), then
C(A) and b are strongly separated by a hyperplane. That is, if
b 6∈ C(A) implies that there exists a v ∈ RM such that

vTb > vTλ for all λ ∈ C(A),

which is the same as saying

vTb > sup
λ∈C(A)

vTλ = sup
x≥0
vTAx.
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We know that 0 ∈ C(A), so we must have vTb > 0. The above
equation also gives a finite upper bound (namely whatever the actual
value of vTb is) on the function vTAx for all x ≥ 0. But this
means that ATv ≤ 0, as otherwise we would have the following
contradiction. If there were some index n such that (ATv)[n] = ε >
0, then with em ≥ 0 as the unit vector

en[k] =

{
1, k = n,

0, k 6= n
,

we have

sup
x≥0
vTAx ≥ sup

α≥0
vTA(αen) = sup

α≥0
αε =∞,

which contradicts the existence of this upper bound.
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Lagrange duality

In the previous lecture, we derived the KKT conditions for mini-
mizing a convex function under convex inequality constraints and/or
affine equality constraints. This involved introducing additional vari-
ables ν and λ. Here we will provide an alternative perspective on
these problems and provide a bit more intuition as to how to interpret
these additional variables.

The Lagrangian

We again consider an optimization program of the form

minimize
x∈RN

f (x) (1)

subject to gm(x) ≤ 0, m = 1, . . . ,M

Ax = b.

We will focus on the case where the objective function f and the
inequality constraints gm are convex, and the equality constraints
are affine (note that for equality constraints, convexity is equivalent
to being affine). However, in general much of what we have to say
applies to arbitrary (nonconvex) problems as well so we will be clear
when we are or are not assuming convexity. We will take the domain
of all of the gm to be all of RN below; this just simplifies the exposi-
tion, we can easily replace this with the intersections of the dom gm.
We will also assume that the feasible set

C = {x : gm(x) ≤ 0 m = 1, . . . ,M, Ax = b}

is non-empty and a subset RN .
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The Lagrangian takes the constraints in the program above and
integrates them into the objective function. Specifically, the La-
grangian associated with (1) is

L(x,λ,ν) = f (x) +
M∑

m=1

λmgm(x) + νT(Ax− b).

For reasons that will become clearer below, the x above are referred
to as primal variables, and the λ,ν as either dual variables or
Lagrange multipliers.

The Lagrangian allows us to transform the constrained optimization
problem in (1) into an unconstrained one. Specifically, suppose for
the moment that we are interested in a problem of the form in (1)
but without equality constraints. Consider the problem given by

minimize
x∈RN

f (x) +
M∑

m=1

λmgm(x). (2)

To get some intuition, suppose that we set the λ1, . . . , λM to be very
large (positive) numbers. In this case, violating any of the constraints
(allowing gm(x) > 0) will result in a very large penalty being added
to the objective function, so that by setting the corresponding λm to
be large we will eventually guarantee that the resulting solution will
satisfy the desired constraints.

The problem here is that large values of λm not only avoid the setting
where gm(x) > 0, but actually encourages gm(x) � 0 (since we
can potentially benefit by not just satisfying the constraints but by
exceeding them by a large margin).
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This raises a natural question: can we set λ so that the solution
to the unconstrained problem (2) is the same as the constrained
problem (1)? Here we will provide an answer in the case where the
objective function f and the constraints g1, . . . , gM are both convex
and differentiable.

Suppose that x? is a solution to the constrained problem (1). If
we want x? to be a solution to (2), then a necessary and sufficient
condition is

∇L(x?,λ) = ∇f (x?) +
M∑

m=1

λm∇gm(x?) = 0. (3)

At this point you might want to compare (3) with condition (K4)
from the second two examples from the previous lecture. (Hint: they
are the same!)

If we knew x? already, finding a λ that would make the unconstrained
and constrained problems equivalent (meaning that they both have
the same solution x?) would just amount to finding a λ such that (3)
holds. Unfortunately, this might not seem to be particularly useful
since x? is what we are trying to find to begin with.

To see how we might compute a λ that makes the unconstrained
and constrained problems equivalent, we will need to begin our first
exploration of one of the deepest and most important ideas of opti-
mization: duality.
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The Lagrange dual function

We can think of the unconstrained optimization problem (2) as ac-
tually representing a family of different optimization problems (de-
pending on λ). For any fixed λ, imagine solving (2) and computing
the minimal value of the objective function – we can think of this as
actually defining a function that maps λ ∈ RM to R. Specifically,
returning to the case where we have both inequality and equality con-
straints, the Lagrange dual function d(λ,ν) is the minimum1

of the Lagrangian over all x ∈ RN :

d(λ,ν) = inf
x∈RN

(
f (x) +

M∑
m=1

λmgm(x) + νT(Ax− b)

)
.

Note that since the dual is the pointwise infimum of a family of affine
functions in λ,ν, the Lagrange dual function is always concave,
regardless of whether or not f , gm, and equality constraints are con-
vex. While we will not stress this much here, this is a remarkable
fact and can be very useful when dealing with nonconvex problems.

A key fact about the dual function is that it can provide a lower
bound on the optimal value of the original program. In the discussion
below, we assume throughout that ν and λ ≥ 0 are arbitrary. Our
main claim is that if p? = f (x?) is the optimal value for (1),2 then
we have

d(λ,ν) ≤ p?.

This is very easy to show. Specifically, for any feasible point x′, we

1We are writing inf instead of min here since we in general cannot be sure
that the minimum exists. It very well may be that d(λ,ν) is −∞.

2We use p? instead of f ? to indicate the optimal value of the primal problem,
which we will soon be opposing to the optimal value of the dual problem.
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must have gm(x′) ≤ 0 for all m and also Ax′ = b, and hence

M∑
m=1

λmgm(x′) + νT(Ax′ − b) ≤ 0.

From this we have that

L(x′,λ,ν) ≤ f (x′),

meaning that

d(λ,ν) = min
x∈RN
L(x,λ,ν) ≤ L(x′,λ,ν) ≤ f (x′).

Since this holds for all feasible x′, including the minimizer of (1), we
have d(λ,ν) ≤ p?.

The (Lagrange) dual problem

Given that d(λ,ν) provides a lower bound on p?, if you wanted to
get an idea of what p? looks like (for example, to see if you are close
to convergence), it is natural to see how large you can make this
lower bound. This gives rise to what we call the (Lagrange) dual
problem of (1):

maximize
λ,ν

d(λ,ν) subject to λ ≥ 0. (4)

The dual optimal value d? is

d? = sup
λ≥0,ν

d(λ,ν) = sup
λ≥0,ν

inf
x∈RN
L(x,λ,ν).

Since d(λ,ν) ≤ p?, we know that

d? ≤ p?.
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The quantity p?− d? is called the duality gap. If p? = d?, then we
say that (1) and (4) exhibit strong duality.

We will soon discuss when strong duality holds, but first, why is it
important? Suppose that x? is a solution to the original constrained
problem (1) – which we will call the primal problem to distinguish
it from the dual problem – and suppose that (λ?,ν?) is a solution
to the dual problem (4). It turns out that if we have strong duality,
then (λ?,ν?) is exactly what we need to make x? the solution to the
unconstrained problem (2).

To see why, note that if we have strong duality then

f (x?) = d(λ?,ν?)

= inf
x∈RN

(
f (x) +

M∑
m=1

λ?
mgm(x) + ν?T(Ax− b)

)

≤ f (x?) +
M∑

m=1

λ?
mgm(x?) + ν?T(Ax? − b)

≤ f (x?). (5)

where the last inequality follows from the facts that we must have
λ?
m ≥ 0 and gm(x?) ≤ 0 and that Ax? = b. Looking at this entire

chain of inequalities, where the first and last term are both f (x?),
means that

f (x?) = min
x∈RN
L(x,λ?,ν?) = L(x?,λ?,ν?).

In words, a solution to the primal problem x? is also a minimizer of
L(x,λ?,ν?).
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Strong duality and Slater’s condition

As we have just seen, when we have strong duality there is a very close
connection between the solutions of the primal and dual problems. So
when can we expect strong duality to hold? For nonconvex problems,
we rarely have strong duality, but for convex problems we usually
(but not always) do.

Convexity is not quite enough to ensure strong duality, but there
are additional conditions that we can require that will ensure that
strong duality holds. Perhaps the most commonly encountered such
condition is called Slater’s condition. Informally, Slater’s condi-
tion simply says that the feasible set has a non-empty interior. More
formally, Slater’s condition can be expressed as:

Slater’s condition: There exists at least one x̄ such that for
each inequality constraint gm, either gm is affine or

gm(x̄) < 0.

That is, there is an x̄ that is strictly feasible for all non-affine
constraints.

Nearly all of the optimization problems that we will encounter in
this course will satisfy this condition. There are, however, convex
problems that do not. As a simple example, let p1 = [1, 0]T and
p2 = [−1, 0]T and consider the constraints

g1(x) = ‖x− p1‖22 − 1 ≤ 0

g2(x) = ‖x− p2‖22 − 1 ≤ 0.

Note that the only x satisfying both constraints is x = 0 and there
are no strictly feasible points.
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Certificates of (sub)optimality

One potential application of the above facts is to serve as a way of
measuring how far away we are from finding an optimal solution to
our optimization problem. To see this recall that any dual feasible3

(λ,ν) gives us a lower bound on p?, since d(λ,ν) ≤ p?. Thus, if we
have a primal feasible x, then we know that

f (x)− p? ≤ f (x)− d(λ,ν).

We will refer to f (x)−d(λ,ν) as the duality gap for the primal/dual
(feasible) variables x,λ,ν. We know that

p? ∈ [d(λ,ν), f (x)], and likewise d? ∈ [d(λ,ν), f (x)].

If we are ever able to reduce this gap to zero, then we know that x
is primal optimal, and λ,ν are dual optimal.

There are certain kinds of “primal-dual” algorithms that produce a
series of (feasible) points xk,λk,νk at every iteration. We can then
use

f (xk)− d(λk,νk) ≤ ε,

as a stopping criteria, and know that our answer would yield an
objective value no further than ε from optimal.

3We simply need λ ≥ 0 for (λ,ν) to be dual feasible.
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Examples

1. Inequality LP. Calculate the dual of

minimize
x∈RN

〈x, c〉 subject to Ax ≤ b.

Answer: The Lagrangian is

L(x,λ) = 〈x, c〉 +
M∑

m=1

λm (〈x,am〉 − bm)

= cTx− λTb + λTAx.

This is a linear functional in x — it is unbounded below unless

c +ATλ = 0.

Thus

d(λ) = inf
x

(
cTx− λTb + λTAx

)
=

{
−〈λ, b〉, c +ATλ = 0

−∞, otherwise.

So the Lagrange dual program is

maximize
λ∈RM

−〈λ, b〉 subject to ATλ = −c
λ ≥ 0.
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2. Least-squares. Calculate the dual of

minimize
x∈RN

‖x‖22 subject to Ax = b.

Check that the duality gap is zero.

Answer: The Lagrangian is

L(x,ν) = xTx− νTb + νTAx.

This is quadratic in x and will attain its minimum for

x = −1

2
ATν.

Thus

d(ν) =
1

4
νTAATν − bTν − 1

2
νTAATν

= −1

4
νTAATν − bTν,

and the Lagrange dual problem is

maximize
ν∈RM

−1

4
νTAATν − bTν.

Note that this will be maximized when −1
2
AATν? = b, which,

when substituted into the dual problem yields

−1

4
ν?TAATν?+

1

2
ν?TAAT?ν =

1

4
ν?TAATν? =

∥∥∥∥−1

2
ATν?

∥∥∥∥2
2

.

Since x? = −ATν?/2 is primal feasible, we have found a
(x?,ν?) such that f (x?) = d(ν?), so we see first hand that
we have strong duality.
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Example: Support vector machines

Consider the following fundamental binary classification prob-
lem. We are given points x1, . . . ,xM ∈ RN with class labels
y1, . . . , yM , where ym ∈ {−1,+1}. We would like to find a
hyperplane (i.e., affine functional) which separates the classes:

H1

H2

H3

H1 and H2 above both separate the classes in R2, but H3 does
not. While separating the classes is obviously desirable, we still
need a good method to choose from among the many hyper-
planes that do separate the classes – and some will perform
better than others. Support vector machines (SVMs) take the
one with maximum margin, i.e., we choose the hyperplane
that maximizes the distance to the closest point in either class.

To restate this, we want to find a w ∈ RN and b ∈ R such that

〈xm,w〉 − b ≥ 1, when ym = 1,

〈xm,w〉 − b ≤ −1, when ym = −1.
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Of course, it is possible that no separating hyperplane exists; in
this case, there will be no feasible points in the program above.
It is straightforward, though, to modify this discussion to allow
“mislabeled” points.

In the formulation above, the distance between the two (paral-
lel) hyperplanes is 2/‖w‖2:

〈xm,w〉 − b = 1

〈xm,w〉 − b = −1

〈xm,w〉 − b = 0

2

‖w‖2

Thus maximizing this distance is the same as minimizing ‖w‖2.

This leads to the program

minimize
w∈RN , b∈R

1

2
‖w‖22

subject to ym(b− 〈xm,w〉) + 1 ≤ 0, m = 1, . . . ,M.

This is a linearly constrained quadratic program, and is clearly
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convex. The Lagrangian is

L(w, b,λ) =
1

2
‖w‖22 +

M∑
m=1

λm [ym(b− 〈xm,w〉) + 1]

=
1

2
‖w‖22 + bλTy − λTXTw + λT1,

where X is the N ×M matrix

X =

y1x1 y2x2 · · · yMxM

 .
The dual function is

d(λ) = inf
w,b

(
1

2
‖w‖22 + bλTy − λTXTw + λT1

)
.

Since b is unconstrained above, we see that the presence of
bλTy means that the dual will be −∞ unless 〈λ,y〉 = 0.
Minimizing over w, we need the gradient equal to zero,

∇wL(w, b,λ) = 0, ⇒ w −Xλ = 0.

This means that we must have w = Xλ, which itself is a
very handy fact as it gives us a direct passage from the dual
solution to the primal solution. With these substitutions, the
dual function is

d(λ) =

{
1
2
‖Xλ‖22 − λTXTXλ + λT1, 〈λ,y〉 = 0,

−∞, otherwise.
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Thus, the dual SVM program is then

maximize
λ

− 1

2
‖Xλ‖22 +

M∑
m=1

λm

subject to 〈λ,y〉 = 0, λ ≥ 0.

Given the solution λ? to the dual, we can take w? = Xλ?,
and the classifier is

f (x) = 〈x,w?〉 − b?
= 〈x,Xλ?〉 − b?

=
M∑

m=1

λ?
mym〈x,xm〉 − b?.

Notice that the data xm appear only through inner products
with x.

A key realization about the SVM is that the for the dual pro-
gram, the objective function depends on the data xm only
through inner products, as

‖Xλ‖22 =
M∑
`=1

M∑
m=1

y`ym〈x`,xm〉.

This means that we can replace 〈x`,xm〉 with any “positive
kernel function” K(x`,xm) : RN⊗RN → R – a positive kernel
just means that the M ×M matrix K(x`,xm) is in SM

+ for all
choices of x1, . . . ,xM .

For example, you might take

K(x`,xm) = (1 + 〈x`,xm〉)2 = 1 + 2〈x`,xm〉 + 〈x`,xm〉2.
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This means we have replaced the inner product of two vectors
with the inner product between two vectors which have been
mapped into a higher-dimensional space:


x1

x2
...
xN

 →



1
x1
...
xN

x2
1

x2
2
...
x2
N√

2x1x2
...√

2xN−1xN



.

A set of linear constraints on the coordinates on the right,
then, corresponds to a second order curve constraint (parabola,
ellipse, hyperbola) on the coordinates on the left.

Many kernels are possible. The advantage is that to train and
use the classifier, you never have to explicitly move to the
higher-dimensional space – you just need to be able to com-
pute K(x`,xm) for any pair of inputs in RN . A popular choice
of kernel is

K(x`,xm) = exp
(−γ‖x` − xm‖22

)
.

This is a perfectly valid positive kernel, and it is straightforward
to compute it for any pair of inputs. But it corresponds to
mapping the xm into an infinite dimensional space, then finding
a separating hyperplane.
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Here is an example of a linear classifier in a higher-dimensional
space:

that results in a nonlinear classifier in a lower-dimensional space:
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A second look at duality

Our first exposure to duality was in the context of constrained op-
timization: by introducing dual variables (Lagrange multipliers), we
can combine the objective function and constraints into a single (La-
grangian) function which we can optimize either by minimizing it
with respect to the primal variables or maximizing it with respect to
the dual variables.

However, duality is a much broader concept than what we have seen
so far, and can even be relevant in unconstrained problems.1 As an
example, suppose we wish to minimize the sum of two functions:

minimize
x∈RN

f (x) + g(x) (1)

where f and g are both convex. For simplicity, we will assume that
dom f = dom g = RN , although we could easily extend this to the
case where the domain is a subset of RN by replacing f and/or g
with their extension to RN . This problem is unconstrained, but we
can actually represent it as a constrained problem of the form:

minimize
x,z∈RN

f (x) + g(z) subject to x = z.

This formulation involves N affine equality constraints on the pri-
mal variables x and z of the form hn(x, z) = zn − xn = 0. The
Lagrangian function for this problem is

L(x, z,ν) = f (x) + g(z) + 〈z − x,ν〉.

1Moreover, as we will soon see, if you give up on the requirement that your
objective function is differentiable, the distinction between constrained
and unconstrained problems becomes a bit blurred.
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To derive the dual problem, we first must compute the dual function:

d(ν) = inf
x,z∈RN

f (x) + g(z) + 〈z − x,ν〉
= inf

x∈RN
f (x)− 〈x,ν〉 + inf

z∈RN
g(z)− 〈z,−ν〉

= − sup
x∈RN

〈x,ν〉 − f (x)︸ ︷︷ ︸
f∗(ν)

− sup
z∈RN

〈z,−ν〉 − g(z)︸ ︷︷ ︸
g∗(−ν)

,

where
f ∗(ν) := sup

x∈RN

〈x,ν〉 − f (x)

is the convex conjugate (or Fenchel conjugate) of f . We will
try to give a bit more intuition into what the convex conjugate of a
function represents below, but first we note that if we can calculate
this function, then the resulting dual problem is

maximize
ν∈RN

− f ∗(ν)− g∗(−ν)

or equivalently
minimize
ν∈RN

f ∗(ν) + g∗(−ν). (2)

Before we can see this in action on some real optimization problems,
however, we first need to understand what the convex conjugate is
and, given a function f , how to actually compute f ∗.

42
Georgia Tech ECE 6270 Notes by M. Davenport and J. Romberg. Last updated 13:21, October 27, 2021



The convex conjugate

Before going any further, the first thing to say about the convex
conjugate is that it is, as its name might suggest, convex. In fact,
f ∗(ν) is convex, even if f (x) is not. We have seen the argument
for this before: f ∗(ν) is the pointwise supremum of convex functions
since for any fixed x, 〈x,ν〉 − f (x) is a convex (affine) function).

The convex conjugate plays a fundamental role in duality. Before
we assumed that dom f = RN , but it will sometimes be useful to be
explicit about the domain. If we let D = dom f , then the convex
conjugate of f is

f ∗(ν) = sup
x∈D
〈x,ν〉 − f (x).

There are multiple ways to think about the convex conjugate. Per-
haps the most natural is simply that f ∗(ν) is simply the maximum
amount that the linear functional 〈x,ν〉 exceeds f (x).

Let’s consider a particular example in one dimension (N = 1). Sup-
pose

f (x) = x2 − 2x + 2 = (x− 1)2 + 1.

We have

f ∗(ν) = sup
x∈R

(
νx− x2 + 2x− 2

)
=
ν2

4
+ ν − 1.

(You can verify the second equality by taking the derivative with
respect to x, setting this to zero, and solving for x. This results in
x = ν

2
− 1, and plugging this in yields the result above.)
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Here is an example of what is happening:

f (x)

x

νx

− f ∗(ν )

x�

Here we illustrate a function f (x) overlayed with νx for an example
value of ν. The vertical difference between the two functions is
maximized at a particular value x?, and this distance is f ∗(ν).

Another way to think about f ∗(ν) is that it tells us how far we need
to shift νx down so that it will be tangent to f (x) (or a subgradient
of f at x if f is not differentiable), as illustrated by the dashed line.
In the case where f is differentiable, this is easy to see: since f
is convex, −f is concave and νx − f (x) will be maximized when
ν − f ′(x) = 0.
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Properties

• f ∗(ν) is convex (even when f (x) is not).

• Fenchel’s inequality: For any x and ν we have

f (x) + f ∗(ν) ≥ 〈x,ν〉.

• For any function f (x), we can define the conjugate of f ∗(ν) as

f ∗∗(x) = sup
ν∈D∗

〈ν,x〉 − f ∗(ν),

where D∗ is the domain of f ∗. For an arbitrary f (x) we have

f ∗∗(x) ≤ f (x)

• If f (x) is convex and has a closed epigraph, then taking the
conjugate of f ∗(ν) recovers f (x):

f ∗∗(x) = f (x).

• If f (x1,x2) can be written as the sum of two independent
variables:

f (x1,x2) = f1(x1) + f2(x2),

then
f ∗(a1,a2) = f ∗1 (a1) + f ∗2 (a2).

For more properties, see [BV04, Chapter 3.3].
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Examples

The Indicator Function

We define the indicator function or characteristic function
for a convex set C is given by

IC(x) =

{
0, if x ∈ C,
+∞, if x /∈ C.

The convex conjugate of the indicator function is

hC(ν) = I∗C(ν) = sup
x∈RN

〈x,ν〉 − IC(x)

= sup
x∈C
〈x,ν〉.

The function hC(ν) is also called the support function of C. The
support function defines a vector ν ∈ RN that defines a linear func-
tion on C and then returns the maximum value of that linear function
over C.

Geometrically, this corresponds to taking the half-space {x : 〈x,ν〉 ≤
b} and then determines how large b needs to be to ensure that
the half-space contains all of C (since by definition we will have
〈x,ν〉 ≤ hC(ν) for all x ∈ C).

This is illustrated with an example on the following page.
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1 2

C

{x : x, = 3.89}

1

2

3

3

ν

ν

ν =
1√
2

[
1
1

]
hC(ν) = 3.89

1 2

C

1

2

3

3
{x : x, = 3}

ν

ν

ν =

[
0
1

]
hC(ν) = 3

{x : x, = −1.41}

1 2

C

1

2

3

3

ν

ν

ν = − 1√
2

[
1
1

]
hC(ν) = −1.41
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Norms

As we have already seen on many occasions, norms frequently arise
in optimization problems as either objective functions or constraints,
and so their convex conjugates are important to be able to compute
and work with. Before discussing the general case, let’s look at what
happens for f (x) = ‖x‖2 to get an idea of what we will need to do.
In this case we have

f ∗(ν) = sup
x∈RN

〈x,ν〉 − ‖x‖2
= sup

x∈RN

‖x‖2‖ν‖2 − ‖x‖2
= sup

x∈RN

‖x‖2(‖ν‖2 − 1),

where the second inequality above follows from Cauchy-Schwarz (which
can be made to hold with equality). There are two cases to consider
here. If ‖ν‖2 ≤ 1, then we are trying to maximize a non-positive
quantity, which we can do simply by setting x = 0, resulting in
f ∗(ν) = 0. However, if ‖ν‖2 > 1 then ‖x‖2(‖ν‖2− 1) can be made
arbitrarily large. Thus

f ∗(ν) =

{
0, if ‖ν‖2 ≤ 1,

+∞, if ‖ν‖2 > 1.

In other words, f ∗(ν) is the indicator function for the unit ball cor-
responding to ‖ · ‖2.

Now suppose that f (x) = ‖x‖ where ‖ · ‖ denotes an arbitrary
norm. To extend the argument above, we will need to re-introduce
a the dual norm (which we first encountered in our discussion of
subdifferentials).

48
Georgia Tech ECE 6270 Notes by M. Davenport and J. Romberg. Last updated 13:21, October 27, 2021



Recall that for a norm ‖ · ‖ the dual norm is defined as

‖ν‖∗ = sup
x:‖x‖≤1

〈x,ν〉.

Note that this is the support function (the convex conjugate of the
indicator function) of the unit ball corresponding to ‖ · ‖. Moreover,
as a direct consequence of the definition of the dual norm we have

〈x,ν〉 ≤ ‖x‖‖ν‖∗.
This is exactly what we need to extend our previous argument.

We again begin with setting f (x) = ‖x‖ and wish to compute

f ∗(ν) = sup
x∈RN

〈x,ν〉 − ‖x‖

As before, we can consider two cases. If ‖ν‖∗ ≤ 1 then

〈x,ν〉 − ‖x‖ ≤ ‖x‖‖ν‖∗ − ‖x‖ ≤ 0.

In this case the largest we can make f ∗(ν) is zero (by setting x = 0).
On the other hand, if ‖ν‖∗ > 1 then there must exist an x such that
〈x,ν〉 ≥ ‖x‖. If we replace this x by a rescaled version tx, then we
can make

〈tx,ν〉 − ‖tx‖ = t(〈x,ν〉 − ‖x‖)
arbitrarily large. Thus we have

f ∗(ν) =

{
0, if ‖ν‖∗ ≤ 1,

+∞, if ‖ν‖∗ > 1,

i.e., f ∗(ν) is the indicator function for the unit ball corresponding to
the dual norm ‖ · ‖∗.
For lots of other examples, see [BV04, Chapter 3.3].
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Fenchel duality

We began these notes by showing that if we consider the uncon-
strained problem

minimize
x

f (x) + g(x) (3)

where f and g are both convex, we can derive the equivalent dual
problem

maximize
ν

−f ∗(ν)− g∗(−ν). (4)

Recall from our first discussion of Lagrange duality that the dual
problem provides a lower bound for the primal problem, or in the
language of the problems above, we have

inf
x
f (x) + g(x) ≥ sup

ν
−f ∗(ν)− g∗(−ν).

Moreover, under certain conditions we have strong duality. In this
setting, strong duality implies that the above inequality will hold
with equality, i.e.,

inf
x
f (x) + g(x) = sup

ν
−f ∗(ν)− g∗(−ν). (5)

Fenchel’s Duality Theorem tells us that under certain reg-
ularity assumptions on f and g, we have strong duality and (5)
holds.2 Specifically, if D = dom f and C denotes the set of x ∈ RN

where g is finite and continuous, then (5) holds whenever there exists
an x̄ ∈ relint(D ∩ C).

2In our discussion here as well as when reviewing Lagrangian duality, we
have assumed that infx f(x) + g(x) is finite (so that these quantities are
even defined). If the primal (or dual) is not bounded, then there is no
solution to the optimization problem and strong duality will not hold.
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Note that if g(x) is the indicator for a convex set C, then this is
equivalent to a constrained optimization problem, and the conditions
above are equivalent to the assumption that there is a strictly feasible
point in dom f , i.e., Slater’s condition. In this case we can also
write (5) more cleaning if we define a new function h′C(ν) which is
related to the support function of C, just with an infimum instead of
a supremum:

h′C(ν) = inf
x∈C
〈x,ν〉 = − sup

x∈C
〈x,−ν〉 = −hC(−ν).

With this notation we can re-write (5) for the case of standard con-
strained optimization as

inf
x∈C

f (x) = sup
ν

h′C(ν)− f ∗(ν). (6)

We will not do so here, but from this point you can actually show that
if our constraints match the form that is assumed in our discussion
of Lagrangian duality, then the right-hand side of (6) exactly cor-
responds to the Lagrangian dual problem. In this sense Lagrangian
duality is just a special case of Fenchel duality.

Super-Easy Example

Before we look at serious applications of Fenchel duality, let’s look at
a very simple example just to get a feel for the computations involved.
We will compute

inf
x∈[3,5]

x3.

Of course, we know the answer already: it is 27, as the function above
achieves its minimum value at x̂ = 3. But let’s verify the Fenchel
duality theorem for this case.
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We will take f (x) = x3 which is convex over the non-negative reals,
so we take D = {x : x ≥ 0}. The constraint set is the interval
C = [3, 5]. First we compute

h′C(ν) = inf
x∈[3,5]

νx =

{
3ν, ν ≥ 0,

5ν, ν < 0.

The conjugate of f is

f ∗(ν) = sup
x≥0

(νx− x3).

For fixed ν ≥ 0, this expression is maximized at x? =
√
ν/3; for

ν < 0 it is maximized at x? = 0. Thus

f ∗(ν) =

{
2
3

√
ν3

3
, ν ≥ 0,

0, ν < 0.

Thus

max
ν∈R

[h′C(ν)− f ∗(ν)] = max
ν∈R

{
3ν − 2

3

√
ν3

3
, ν ≥ 0,

5ν, ν < 0.

It is easy to check that this expression is maximized at ν? = 27
(coincidence), and that3ν − 2

3

√
ν3

3

∣∣∣∣∣∣
ν=27

= 27.
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Example: Resource allocation [Lue69]

The “law of diminishing returns” is a fundamental tenet of economics:
as we put more and more resources into something, at some point,
the incremental gains become less and less. You see this everywhere:
what is the difference between spending $5 on dinner, $50 on dinner,
$500 on dinner? What are the differences between a $50 bicycle, a
$500 bicycle, and a $5000 bicycle?

What this means is that functions f (x) that map resources to return
are concave.

Suppose we have D dollars that we would like to allocate to N differ-
ent activities in such a way that maximizes the return. The return of
each activity is a (possibly different) concave function fn(xn), where
xn is the amount of money invested. Our optimization problem is

maximize
x∈RN

f (x) =
N∑
n=1

fn(xn) subject to
N∑
n=1

xn = D

x ≥ 0,

or equivalently

minimize
x∈RN

f̃ (x) = −f (x) subject to
N∑
n=1

xn = D

x ≥ 0,

This is a convex optimization problem in N variables, and of course
its solution depends on what we actually choose for the return func-
tions fn(xn). However, by using Fenchel duality, we can recast this
problem as an optimization in a single variable.
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Since the natural domain of the fn is x ≥ 0, let’s take

D = {x : x ≥ 0}, C = {x : x1 + · · · + xN = D}.
We start by computing

h′C(ν) = inf
x∈C
〈x,ν〉.

Since C is itself an affine set, h′C(ν) is unbounded below for almost
every ν we plug in – the exception is if all of the entries of ν are
equal to one another. In this case,

ν = λ1, h′C(ν) = Dλ,

where 1 is an N -vector of all ones. Thus, we have

h′C(ν) =

{
Dλ, ν = λ1

−∞, otherwise.

Now we compute the conjugate f̃ ∗(ν) of f̃ (x) = −f (x). Since f̃ is
a sum of convex functions of independent variables,

f̃ ∗(ν) =
N∑
n=1

f̃ ∗n(νn),

where f̃ ∗n(νn) is the conjugate of a function of a single variable:

f̃ ∗n(νn) = sup
x≥0

[
νnx− f̃n(x)

]
.

This means we can write the dual as

max
ν

[
h′C(ν)− f̃ ∗(ν)

]
= max

λ∈R

[
Dλ−

N∑
n=1

f̃ ∗n(λ)

]
.

That is, the expression to be minimized is a function of a single
variable λ. All we need to know how to do is evaluate the conjugate
functions f̃ ∗n.
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Example: Norm minimization

Here we look at an example of how we can apply Fenchel duality
to provide an alternative characterization of a common constrained
optimization program. Consider the “norm minimization” problem:

minimize
x

‖x‖ subject to Ax = y,

where the vector y ∈ RM and matrix A ∈ RM×N are given and we
assume that rank(A) is at most N so that we are guaranteed that
there is at least one feasible solution. Here the norm in the objective
function is an arbitrary norm. We will derive the dual for the general
case, which could then be specialized to tell us something about least
squares (for the `2 norm), “Basis Pursuit” (for the `1 norm), or the
result for any choice of norm.

We have already calculated f ∗(ν) for the case where f (x) = ‖x‖. In
this case f ∗(ν) is the indicator function for the set {ν : ‖ν‖∗ ≤ 1}.
If we plug this into (6) we see that the objective function will be
−∞ unless ‖ν‖∗ ≤ 1, and thus we can equivalently write the dual
problem as

maximize
ν

h′C(ν) subject to ‖ν‖∗ ≤ 1,

where C = {x : Ax = y}. This, it remains to calculate h′C(ν).

We first note that if 〈u,ν〉 6= 0 for some u ∈ Null(A), then h′C(ν) =
−∞. To see this, note that if u ∈ Null(A) then for any x ∈ C and
t ∈ R, A(x + tu) = y. Thus, x + tu ∈ C, and 〈x + tu,ν〉 =
〈x,ν〉 + t〈u,ν〉, which is unbounded since t can be arbitrary.
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What remains is to calculate h′C(ν) for ν that are orthogonal to
Null(A). Recall that this is equivalent to the assumption that ν ∈
Range(AT). For any such ν we can write ν = ATw for some
w ∈ RM , in which case

inf
x∈C
〈x,ν〉 = inf

x∈C
〈x,ATw〉

= inf
x∈C
〈Ax,w〉

= inf
x∈C
〈y,w〉

= 〈y,w〉.

Thus, if we replace ν in our dual problem with ATw and optimize
over w instead, we arrive at the dual problem

maximize
w

〈y,w〉 subject to ‖ATw‖∗ ≤ 1.

As an example, if we consider the `1-norm minimization problem
(also known as “Basis Pursuit”) where ‖·‖ = ‖·‖1, the dual becomes

maximize
w

〈y,w〉 subject to ‖ATw‖∞ ≤ 1.

Note that this is a standard linear program. This can be a useful
observation from a computational perspective, but later in the course
we will show how Fenchel duality for this problem can also be used to
provide a theoretical characterization of the properties (e.g., sparsity)
of the solution x? of the primal problem.
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Example: Closest point problem

Recall our closest point to a (closed) convex set C problem

minimize
x∈C

‖x− x0‖2.

We already know that there is a unique primal solution (unique clos-
est point) x?. From our work above, we know that the dual of this
problem is

maximize
ν

−hC(−ν)− f ∗(ν),

where hC is the support function for C defined above and

f ∗(ν) = sup
x∈RN

νTx− ‖x− x0‖2
= νTx0 + sup

x′∈RN

νTx′ − ‖x′‖2

=

{
νTx0, ‖ν‖2 ≤ 1

∞, ‖ν‖2 > 1.

Thus the dual is equivalent to

maximize
‖ν‖2≤1

− hC(ν)− νTx0,

which (by maximizing over −ν in place of ν) is again equivalent to

maximize
‖ν‖2≤1

d(ν) := νTx0 − hC(ν).

Note that

d(ν) = νTx0 − sup
x∈C
νTx

= inf
x∈C

νT(x0 − x)

≤ νT(x0 − x?)
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From the problem statement, we know that we have strong duality,
so there exists a ν? with ‖ν?‖2 ≤ 1 such that

d(ν?) = ‖x0 − x?‖2.

Since it is also true that for all ν with ‖ν‖2 ≤ 1,

d(ν) ≤ νT(x0 − x?) ≤ ‖x0 − x?‖2,

by Cauchy-Schwarz we must have

ν? =
x0 − x?
‖x0 − x?‖2

..

Let’s take a little closer look at the dual function

d(ν) = νTx0 − hC(ν).

Given a fixed ν, we know that (ν, hC(ν)) define a supporting hyper-
plane for C, i.e.

νTx− hC(ν) ≤ 0, for all x ∈ C.

When the dual d(ν) ≥ 0, i.e. νTx0 − hC(ν) ≥ 0, we know that
hyperplane separates x0 from C. For ‖ν‖2 = 1, we also know that
νTx0−hC(ν) is the distance to the separating hyperplane, and over
all separating hyperplanes with normal vector ν, (ν, hC(ν)) is the
one that is farthest away.
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Thus we can interpret the dual program as a search over all hyper-
planes that separate x0 and C and choosing the one that is maximally
distant from x0.

C

x0
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Algorithms for constrained optimization

There are many, many constrained optimization algorithms, each
tuned to the particulars of different classes of problems. We will look
at the basics that underlie some of the more modern techniques. We
will see that the concept of duality both helps us understand how
these algorithms work, and gives us a way of determining when we
are close to the solution.

We will describe several techniques. Nearly all of these ultimately
work by replacing the constrained program with an unconstrained
program (or a series of unconstrained programs).

Eliminating equality constraints

The first approach is not so much an algorithm as a “trick” that lets
us sometimes avoid even thinking about the constraints. Programs
with linear equality constraints can always be written as programs
without, and if there are no inequality constraints then the new pro-
gram is unconstrained. To see this, suppose we are solving

minimize
x∈RN

f (x) subject to Ax = b.

Let x0 be any point satisfying Ax0 = b. Then any feasible x can
be written as x = x0 + h, where h ∈ Null(A). Note that Null(A)
is a linear subspace of dimension K = N − rank(A). If Q is a basis
for this space, we can write and h ∈ Null(A) as h = Qw. Using
this we can re-write the program above as

minimize
w∈RK

f (x0 +Qw).

Sometimes this method can be very helpful, but note that computing
x0 and Q could potentially be expensive.
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Projected gradient descent

Now suppose that we wish to solve the constrained optimization
problem

minimize
x∈C

f (x)

where f is a differentiable convex function and C is a convex set in
RN . Another way to express this problem is as the unconstrained
problem

minimize
x∈RN

f (x) + IC(x), (1)

where IC denotes the indicator function for the set C. We have previ-
ously encountered this idea in the context of duality, but in terms of
suggesting practical algorithms, this has some obvious shortcomings.
Namely, since IC(x) is non-differentiable, we cannot apply gradient-
based methods to solving (1).

However, we have encountered some algorithms for minimizing non-
smooth convex functions. One that might seem particularly well-
aligned with (1) is the proximal gradient method. Recall that
proximal gradient method applies when our objective function con-
sists of the sum of a smooth term (in this case, f ) and a nonsmooth
term (in this case, IC), resulting in the core iteration of

xk+1 = proxαkIC(xk − αk∇f (xk)).

This would yield a tractable algorithm with provable guarantees if
we can compute proxαkIC . So what does proxαkIC look like? Note that

proxαkIC(z) = arg min
x∈RN

(
IC(x) +

1

2αk
‖x− z‖22

)
= arg min

x∈C
‖x− z‖22

= PC(z),
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where PC(z) denotes the projection of z onto the set C. Note that
this holds for any αk > 0.

Thus, the core iteration of the proximal gradient method is equivalent
to

xk+1 = PC(xk − αk∇f (xk)).

That is, at each iteration we take a gradient step on f and then
re-project onto the constraint set. Notice that for any k ≥ 1, we are
always guaranteed that xk is feasible.

This algorithm is usually called projected gradient descent. It
is a very simple (but often effective) method for solving constrained
optimization problems when the projection onto the constraint set C
can be computed efficiently. Note, however, that this is not always
the case – sometimes computing this projection itself requires solving
a challenging optimization problem.

Of course projected gradient descent inherits the convergence guar-
antees for the proximal gradient method. In particular, if f is L-
smooth, then we know that the iterates obey

f (xk)− f (x?) ≤ L

2k
‖x0 − x?‖22

Other convergence results mirror those for unconstrained gradient
descent. In particular, if f is smooth and strongly convex, then
projected gradient descent has linear convergence. A full set of results
(along with detailed proofs) can be found in [Lan20, Chap. 3].

Example: Least-squares with positivity constraints

Suppose we want to solve

minimize
x∈RN

1

2
‖y −Ax‖22 subject to x ≥ 0.
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This is a case where the projection onto the constraint set is relatively
simple. It is easy to argue that the projection onto the set of all
positive vectors is to simply just set all of the negative entries to
zero. The projected gradient descent iteration is then

xk+1 =
(
xk + αkA

T(y −Axk)
)
+
,

where

(z)+[i] =

{
z[i], z[i] ≥ 0,

0, z[i] < 0.

Barrier methods

Another popular and even more flexible approach are barrier meth-
ods. These can be thought of as again replacing our constrained
problem with the unconstrained one in (1), but rather than attempt-
ing to minimize (1) directly, we instead solve a slight perturbation
of this problem. In particular, we replace the indicator function IC
with some function b such that dom b = C and b(x) → ∞ as x
approaches the boundary of C.

To make this concrete, consider the constrained program

minimize
x

f (x) subject to gm(x) ≤ 0, m = 1, . . . ,M.

In a barrier method we replace this with the unconstrained program

minimize
x

f (x) +
M∑
m=1

B(gm(x)),

where domB = R− and B(x)→∞ as x→ 0 from the left. Again,
unless B is the indicator function, the new program is an approxi-
mation to the original.
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An interesting choice is B(x) = −1
τ

log(−x). This particular barrier
function has the properties:

• You can analyze the number of Newton iterations needed for
convergence for many f of interest (using self-concordance).
This is done very nicely in Chapters 9 and 11 of [BV04].

• The solution1 x?(τ ) of

minimize
x

τf (x)−
M∑
m=1

log(−gm(x))

can be used to generate a dual-feasible point (and hence a
primal-dual gap certificate), and can be related to the KKT
conditions for the original program.

To appreciate the second point above, we start by taking the gradient
of the objective function above and setting it equal to zero. We see
that

τ∇f (x?(τ )) +
M∑
m=1

− 1

gm(x?(τ ))
∇gm(x?(τ )) = 0.

So if we take

λ?m(τ ) = − 1

τgm(x?(τ ))
, m = 1, . . . ,M,

we have λ?m(τ ) ≥ 0 and

f (x?(τ )) +
M∑
m=1

λ?m(τ )∇gm(x?(τ )) = 0.

1We have multiplied the objective by τ to make some of what follows a little
easier to express.
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Since x?(τ ) is primal feasible, the only KKT condition we are missing
is complementary slackness – we have replaced the condition

λ?mgm(x?) = 0, with λ?m(τ )gm(x?(τ )) = −1/τ.

So if we set τ to be increasingly large, we obtain points that satisfy
an increasingly tight approximation to the KKT conditions.

With this choice of λ?(τ ), we can also easily compute the dual of the
original program:

d(λ?(τ )) = inf
x

(
f (x) +

M∑
m=1

λ?m(τ )gm(x)

)

= f (x?(τ )) +
M∑
m=1

λ?m(τ )gm(x?(τ ))

= f (x?(τ ))−M/τ.

Hence, we know that if x? is a solution to the original program, then

f (x?(τ ))− f (x?) ≤ f (x?(τ ))− d(λ?(τ )) ≤ M/τ.

Thus, we know that solving the log-barrier problem gets us within
M/τ of the optimal of the original primal objective.

A full discussion of log barrier methods, including some fundamental
complexity analysis, can be found in [BV04, Chap. 11]. One interest-
ing theoretical result there is that, with a reasonable way of adjusting
τ (multiplying it by 10 at every iteration, for example), the number
of log-barrier iterations to make the value of the barrier functional
f (x?(τ )) agree with the minimal value p? to the original constrained
problem to some precision. The upshot is that there is a very close
match after ∼

√
M iterations. This means that in theory, solving a
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constrained problem is roughly as expensive as solving
√
M uncon-

strained problems. In practice, it is actually much cheaper – standard
log barrier iterations take maybe 20–50 iterations to produce good
results.

Primal dual interior point methods

These are closely related to log barrier algorithms, but they take a
more direct approach towards “solving” the KKT conditions. The
general idea is to treat the KKT conditions like a set of nonlinear
equations, and solve them using Newton’s method.

We start with the same set of relaxed KKT conditions2 we used with
log barrier:

rτ(x,λ) =


∇f (x) +

∑
m λm∇gm(x)

−λ1g1(x)− 1/τ
...

−λmgm(x)− 1/τ


If we find x and λ such that the N + M -vector rτ(x,λ) = 0, then
we know we have found the same x?(τ ), λ?(τ ) that solve the log
barrier problem.

Primal-dual interior point methods take Newton steps to try to make
rτ = 0, but they adjust τ at every step. The Newton step is char-
acterized by

rτ(x + δx,λ + δλ) ≈ rτ(x,λ) + J r(x,λ)

[
δx
δλ

]
= 0,

2We are again only considering inequality constraints; it is straightforward
to modify everything we say here to include linear equality constraints.

66
Georgia Tech ECE 6270 Notes by M. Davenport and J. Romberg. Last updated 22:00, October 26, 2021



where J rτ (x,λ) is the Jacobian matrix for the vector-valued func-
tion rτ given by
∇2f (x) +

∑
m λm∇2gm(x) ∇g1(x) ∇g2(x) · · · ∇gM(x)

−λ1∇g1(x)T − g1(x) 0 · · · 0
−λ2∇g2(x)T 0 −g2(x) · · · 0

... . . .
−λM∇gM(x)T 0 0 · · · −gM(x)

 .
The update direction is[

δx
δλ

]
= −J−1rτ rτ(x,λ).

With this direction, we can perform a line search. The parameter τ
is updated at every step (getting larger) based on an estimate of the
duality gap.

A key feature of this type of primal dual method is that the iterates
xk and λk do not have to be feasible (although they of course become
feasible in the limit).

Details on this particular algorithm, along with a full convergence
analysis, can be found in [BV04, Chap. 11.7].
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Alternating direction primal dual methods

We will now focus on a class of algorithms that work by fixing the
dual variables and updating the primal variables x, then fixing the
primals and updating the dual variables λ,ν. An excellent source
for this material is [BPC+10]. In fact, what follows here is basically
a summary of the first 12 pages of that paper.

We have seen that when we have strong duality (which we will assume
throughout), the optimal value of the primal program is equal to
the optimal value of the dual program. That is, if x?,λ?,ν? are
primal/dual optimal points,

f (x?) = d(λ?,ν?)

= inf
x∈RN

L(x,λ?,ν?),

where L is the Lagrangian

L(x,λ,ν) = f (x) +
M∑
m=1

λmgm(x) + νT(Ax− b).

If L(x,λ?,ν?) has only one minimizer,1 then we can recover the
primal optimal solution x? from the dual-optimal solution λ?,ν? by
solving the unconstrained program

x? = arg min
x∈RN

L(x,λ?,ν?).

“Alternating” methods search for a saddle point of the Lagrangian
by fixing the dual variables λk,νk, minimizing L(x,λk,νk) with
respect to x, then updating the Lagrange multipliers.

1Which is the case when f is strictly convex, and in many other situations.
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To start, we will base our discussion on equality constrained
problems. Incorporating inequality constraints will be natural after
we have developed things a bit.

Dual ascent

We want to solve

minimize
x∈RN

f (x) subject to Ax = b.

We will assume that the domain of f is all of RN ; again, things are
easily modified if this is any open set. The Lagrangian is

L(x,ν) = f (x) + νT(Ax− b),

and the dual function is

d(ν) = inf
x
L(x,ν)

= inf
x
f (x) + νTAx− νTb

= − sup
x

(
(−ATν)Tx− f (x)

)
− νTb

= −f ∗(−ATν)− νTb,

and the dual problem is

maximize
ν∈RN

d(ν).

Consider for a moment the problem of maximizing the dual. A rea-
sonable thing to do would be some kind of gradient ascent:2

νk+1 = νk + αk∇d(νk),

2“Ascent” instead of “descent” because g is concave instead of convex.

69
Georgia Tech ECE 6270 Notes by M. Davenport and J. Romberg. Last updated 13:09, November 3, 2021



where αk is some appropriate step size. The gradient of d (with
respect to ν) at a point ν0 is

∇d(ν0) = ∇ inf
x

(
f (x) + νT

0 (Ax− b)
)
,

and so if x+ = arg minx f (x) + νT
0 (Ax− b), then

∇d(ν0) = ∇ν
(
f (x+) + νT

0 (Ax+ − b)
)

= Ax+ − b.

This leads naturally to:

The dual ascent algorithm consists of the iteration

xk+1 = arg min
x

L(x,νk)

νk+1 = νk + αk(Axk+1 − b)

that is repeated until some convergence criteria is met.

This algorithm “works” under certain assumptions on f (that trans-
late to different assumptions on the dual d). In particular, we need
L(x,ν) to be bounded for every ν, otherwise the primal update
xk+1 = arg minx L(x,νk) can fail.

That the Lagrangian is bounded below for every choice of ν is far
from a given. Looking at

L(x,ν) = f (x) + νT(Ax− b),

we can see that if f increases slowly (sublinearly) in any direction
even partially aligned with the row space of A, then we can find a
sequence of x that drive L(x,ν)→ −∞ for certain ν.
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Of course, this algorithm is nicest when we can solve the uncon-
strained primal update problem efficiently.

The Method of Multipliers and Augmented Lagrangians

The method of multipliers (MoM) is the same idea as dual ascent,
but we smooth out (augment) the Lagrangian to make the primal
update more robust.

It should be clear that

minimize
x∈RN

f (x) subject to Ax = b,

and

minimize
x∈RN

f (x) +
ρ

2
‖Ax− b‖22 subject to Ax = b

have exactly the same set of solutions for all ρ ≥ 0.

The Lagrangian for the second program is

Lρ(x,ν) = f (x) +
ρ

2
‖Ax− b‖22 + νT(Ax− b).

This is called the augmented Lagrangian of the original problem.

Adding the quadratic term is nice – it makes (under mild conditions
on f with respect to A) the primal update minimization well-posed
(i.e., makes the dual differentiable).

Notice that the Lagrange multipliers ν appear in exactly the same
way in the augmented Lagrangian as they do in the regular La-
grangian, so the dual update does not change.
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The resulting algorithm is called the method of multipliers;
we iterate

xk+1 = arg min
x

Lρ(x,νk)

νk+1 = νk + ρ(Axk+1 − b)

until some convergence criteria is met.

As a bonus, we now have a principled way of selecting the step size
for the dual update – just use ρ. To see why this makes sense, recall
the KKT conditions for x? and ν? to be a solution:

Ax? = b, ∇f (x?) +ATν? = 0.

With ρ as the step size, we have

0 = ∇Lρ(xk+1,νk), (since xk+1 is a minimizer),

= ∇f (xk+1) +AT (νk + ρ(Axk+1 − b))

= ∇f (xk+1) +ATνk+1.

So the dual update maintains the second optimality condition at
every step.

The MoM has much better convergence properties than dual ascent.
The algorithm we look at next, the alternating direction method of
multipliers (ADMM), will build on this idea in a way that makes it
applicable to functions that have a nonsmooth component and can be
easily modified to incorporate certain kinds of inequality constraints.
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Alternating direction method of multipliers
(ADMM)

ADMM splits the optimization variables into two parts, x and z,
and solves programs of the form

minimize
x,z

f (x) + g(z) subject to Ax +Bz = c.

The basic idea is to rotate through 3 steps:

1. Minimize the (augmented) Lagrangian over x with z and the
Lagrange multipliers ν fixed.

2. Minimize the (augmented) Lagrangian over z with x and ν
fixed.

3. Update the Lagrange multipliers using gradient ascent as be-
fore.

If the splitting is done in a careful manner, it can happen that each of
the subproblems above can be easily computed. We can also handle
general convex constraints (more on this later).

To make the three steps above more explicit: the augmented La-
grangian is

Lρ(x, z,ν) = f (x)+g(z)+νT(Ax+Bz−c)+
ρ

2
‖Ax+Bz−c‖22,

and the general ADMM iteration is

xk+1 = arg min
x

Lρ(x, zk,νk)

zk+1 = arg min
z

Lρ(xk+1, z,νk)

νk+1 = νk + ρ(Axk+1 +Bzk+1 − c).
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The only real difference between ADMM and MoM is the we are
splitting the primal minimization into two parts instead of optimizing
over (x, z) jointly.

Scaled form.

We can write the ADMM iterations in a more convenient form by
substituting

µ =
1

ρ
ν.

By “completing the square” we have that

νT(Ax+Bz−c)+
ρ

2
‖Ax+Bz−c‖22 =

ρ

2
‖Ax+Bz−c+µ‖22−

ρ

2
‖µ‖22,

and so we can write:

ADMM:

xk+1 = arg min
x

(
f (x) +

ρ

2
‖Ax +Bzk − c + µk‖22

)
zk+1 = arg min

z

(
g(z) +

ρ

2
‖Axk+1 +Bz − c + µk‖22

)
µk+1 = µk +Axk+1 +Bzk+1 − c
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Example: The LASSO

Recall the LASSO:

minimize
x

1

2
‖Ax− b‖22 + τ‖x‖1.

Taking

f (x) =
1

2
‖Ax− b‖22 and g(z) = τ‖z‖1,

we can rewrite this in ADMM form as

minimize
x,z

f (x) + g(z) subject to x− z = 0.

The x update is

xk+1 = arg min
x

(
1

2
‖Ax− b‖22 +

ρ

2
‖x− zk + µk‖22

)
.

With both zk andµk fixed, this is a regularized least-squares problem
and is equivalent to:

min
x

∥∥∥∥[ A√ρ I
]
x−

[
b√

ρ(zk − µk)

]∥∥∥∥2
2

.

This problem has a closed-form solution:

xk+1 =
(
ATA + ρI

)−1 [
AT √ρ I

] [ b√
ρ(zk − µk)

]
=
(
ATA + ρI

)−1
(ATb + ρ(zk − µk))
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The z update problem is:

minimize
z

τ‖z‖1 +
ρ

2
‖z − xk+1 − µk‖22.

You may recognize this: it is the proximal operator for the `1-norm,
which as we have seen before has closed form solution:

zk+1 = Tτ/ρ(xk+1 + µk),

where Tλ(·) is the term-by-tern soft-thresholding operator,

(Tλ(v))[n] =


v[n]− λ, v[n] > λ,

0, |v[n]| ≤ λ,

v[n] + λ, v[n] < −λ.

To summarize:

ADMM iterations for the LASSO

xk+1 =
(
ATA + ρI

)−1
(ATb + ρ(zk − µk)),

zk+1 = Tτ/ρ(xk+1 + µk),

µk+1 = µk + xk+1 − zk+1.
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Convergence properties

We will state one convergence result. If the following two conditions
hold:

1. f and g are closed, proper, and convex (i.e., their epigraphs are
nonempty closed convex sets),

2. strong duality holds,

then

• Axk +Bzk − c→ 0 as k →∞. That is, the primal iterates
are asymptotically feasible.

• f (xk) + g(zk) → f (x?) + g(x?) as k → ∞. That is, the
value of the objective function approaches the optimal value
asymptotically.

• νk → ν? as k →∞, where ν? is a dual optimal point.

Under additional assumptions, we can also have convergence to a
primal optimal point, (xk, zk)→ (x?, z?) as k →∞.

See [BPC+10, Section 3.2] for further discussion and references.
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Convex constraints

Using a technique that we have seen before, we can write the general
program

minimize
x∈C

f (x),

where C is a closed convex set, in ADMM form as

minimize
x∈RN

f (x) + g(z) subject to x− z = 0,

where g(z) is the indicator function for C:

g(z) =

{
0, z ∈ C,
∞, z 6∈ C.

Note that in this case, the z update is a closest-point-to-a-convex-set
problem. For fixed v ∈ RN :

arg min
z

g(z) +
ρ

2
‖z − v‖22 = arg min

z∈C
‖z − v‖2 = PC(v).

ADMM iteration for general convex constraints:

xk+1 = arg min
x

(
f (x) +

ρ

2
‖x− zk + µk‖22

)
,

zk+1 = PC (xk+1 + µk) ,

µk+1 = µk + xk+1 − zk+1.

Of course, this algorithm is most attractive when we have a fast
method for computing PC(·).
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Example: Basis Pursuit

As we have seen before, a good proxy for finding the sparsest solution
to an underdetermined system of equations Ax = b is to solve

minimize
x

‖x‖1 subject to Ax = b.

To put this in ADMM form, we are solving

minimize
x,z

f (x) + g(z) subject to x− z = 0,

with

f (x) = ‖x‖1, and g(z) =

{
0, Az = b,

∞, otherwise.

The projection onto C = {x : Ax = b} can be given in closed form
using the pseudo-inverse c of A as

PC(v) = A†(b−Av) + v

= (I−AT(AAT)−1A)v +AT(AAT)−1b,

where the last equality comes from A† = AT(AAT)−1 when A has
full row rank.

The updates in this case are

xk+1 = arg min
x

(
‖x‖1 +

ρ

2
‖x− zk + µk‖22

)
= T1/ρ(zk − µk)

zk+1 = (I−AT(AAT)−1A)(xk+1 + µk) +AT(AAT)−1b

µk+1 = µk + xk+1 − zk+1.
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Example: Linear programming

Consider the general linear program

minimize
x

cTx subject to Ax = b, x ≥ 0,

where A is an M ×N matrix with full row rank.3 We can put this
in ADMM form by first eliminating the equality constraints, then
introducing the indicator function for the non-negativity constraint.

Let Q be an N × (N −M) matrix whose columns span Null(A),
and let x0 be any point such that Ax0 = b. Then we can re-write
the LP as

minimize
w

cT(x0 +Qw) subject to x0 +Qw ≥ 0,

which we can write in ADMM form as

minimize
w

cTx0 + cTQw + g(z) subject to Qw − z = −x0,

where

g(z) =

{
0, z ≥ 0,

∞, otherwise.

(We can drop the cTx0 from the objective since it does not depend
on either of the optimization variables.)

Notice that when Q has full column rank, the program

minimize
w

vTw +
1

2
‖Qw − y‖22,

3The full row rank assumption is not at all essential; I am just making it to
keep things streamlined.
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has the closed-form solution

w? = (QTQ)−1(QTy − v).

Also, the projection onto the non-negative orthant C = {x : x ≥ 0}
is

PC(v) = (v)+, or (PC(v))[n] =

{
v[n], v[n] ≥ 0,

0, v[n] < 0.

For the general linear program, then, the ADMM iterations are

wk+1 = arg min
w

(
1

ρ
cTQw +

1

2
‖Qw − zk + x0 + µk‖22

)
= (QTQ)−1

[
QT(zk − x0 − µk)−

1

ρ
QTc

]
,

zk+1 = PC(Qwk+1 + x0 + µk)

= (Qwk+1 + x0 + µk)+
µk+1 = µk +Qwk+1 − zk+1 + x0.

Notice that especially when the columns ofQ are orthogonal,QTQ =
I, all of these steps are very simple.
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A Primal-Dual Proximal Algorithm

We will close this section by discussion one more primal-dual algo-
rithm that is related to, but not the same as, ADMM. It is inspired
by solving unconstrained problems of the form

minimize
x∈RN

f (Kx) + g(x), (1)

where K is a M ×N matrix, and f and g are convex (but generally
not smooth or even differentiable) convex functions. The “primal-
dual” part comes from the way we will decompose this problem.

We looked at problems of a form similar to (1) when we talked about
proximal gradient algorithms. There we saw that if f was differ-
entiable and we had a good way to compute the prox operator for
g, then we take a gradient step on f (Kx) (using the chain rule to
account for the K) and then a prox step on g. The algorithm we
consider here applies when f is not differentiable (and g might be
smooth or not). In fact, recent work on this problem was in part
inspired by a common problem in image restoration, where we solve

minimize
x∈RN

‖Dx‖1 +
δ

2
‖y −Ax‖22, (2)

where D is an approximate derivative operator. The idea is that
we are given some kind of indirect measurements y ≈ Ax and we
want to find x that is consistent with these measurements and whose
derivative is “sparse”. Here is an example from [CP11]:
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138 J Math Imaging Vis (2011) 40: 120–145

Fig. 8 Motion deblurring using
total variation regularization. (a)
and (b) show the 400 × 470
clean image and a degraded
version containing motion blur
of approximately 30 pixels and
Gaussian noise of standard
deviation σ = 0.01. (c) is the
result of standard Wiener
filtering. (d) is the result of the
total variation based
deconvolution method. Note
that the TV-based method yields
visually much more appealing
results

Fig. 9 Image zooming using
total variation regularization.
(a) shows the 384 × 384 original
image and a by a factor of 4
downsampled version. (b) is the
result of zooming by a factor of
4 using bicubic interpolation.
(c) is the result of the total
variation based zooming model.
One can see that total variation
based zooming yields much
sharper image edges

zooming leads to a superresolved image with sharp bound-
aries whereas standard bicubic interpolation to a much more
blurry result.

6.3.2 Image Inpainting

Image inpainting is the process of filling in lost image data.
Although the total variation is useful for a number of ap-
plications, it is a rather weak prior for image inpainting. In

the last years a lot of effort has been put into the develop-
ment of more powerful image priors. An interesting class
of priors is given by linear multi-level transformations such
as wavelets, curvelets, etc. (see for example [14]). These
transformations come along with the advantage of provid-
ing a compact representation of images while being compu-
tational efficient.

A generic model for image restoration can be derived
from the classical ROF model (in the discrete setting), by
simply replacing the gradient operator by a more general

The tricky thing about solving (2) is the D in the non-smooth part
of the functional; we do not have a good prox operator for ‖Dx‖1.
We have seen that the prox operator for the `1 norm

arg min
x

(
‖x‖1 +

1

2α
‖x− u‖22

)
can be solved using soft thresholding, but the prox operator

arg min
x

(
‖Dx‖1 +

1

2α
‖x− u‖22

)
does not have an easy solution.

To account for the matrix K in (1), we turn again to the Fenchel
conjugate. If f is convex (and has a closed epigraph) then we can
write

f (Kx) = sup
ν

(
νTKx− f ∗(ν)

)
.
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We can then recast (1) as

minimize
x

max
ν

νTKx + g(x)− f ∗(ν)︸ ︷︷ ︸
φ(x,ν)

. (3)

As φ is convex in x and concave in ν, this is a saddle point
problem. We are trying to maximize (over ν) the function νTKx−
f ∗(ν) while minimizing (over x) the function g(x) + νTKx. The
bilinear form νTKx is what is tying these problems together.

We can solve it by alternating proximal gradient steps on the first
and second variables of φ, first descending on f ∗(u)−νTKx (which
is the same as ascending on νTKx − f ∗(ν)), then descending on
g(x) + νTKx. From a starting point x0,ν0, we iterate

νk+1 = proxσf∗(νk + σKxk)

xk+1 = proxαg(xk − αKTνk+1).

The σ above is the dual stepsize, while the α is the primal stepsize.
This is called the Arrow-Hurwicz algorithm [AHU58], and it is known
(under appropriate choices of σ, α) to find a saddle point (x?,ν?) of
(3) (and so x? will solve (1)).

Note that the algorithm above involves the prox operators of f ∗ and
g; this algorithm is of course most attractive when these operators
can be computed efficiently. We will note that the prox operator for
f ∗ is always as easy to compute as the prox operator of f , as

z = proxαf(z) + α proxα−1f∗(z/α),

for any convex f and any α > 0. This is known as the Moreau
decomposition; a proof can be found in [Bec17, Chapter 6.6].
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There are all kinds of ways that this classic iteration can be enhanced.
In a well-known paper [CP11], a detailed convergence analysis was
given with a slight variation:

νk+1 = proxσf∗(νk + σKxk)

x′k+1 = proxαg(xk − αKTνk+1)

xk+1 = x′k+1 + θ(x′k+1 − x′k).

The value of θ adds momentum to the primal variable, and in theory
the convergence guarantees are nicest for θ = 1. (Note that θ = 0
reproduces the first algorithm above.) In practice, though, sometimes
θ = 0 works just as well if not better than θ = 1 (or something
else). Also in [CP11], the introduce (and analyze) other acceleration
techniques similar in nature to accelerated proximal gradient.

Exercise: Write down, in closed form, each part of the iteration for
solving (2).
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Exercise: Write down the ADMM iteration for solving (2) with
z = Dx and compare with the above.
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The spectral and nuclear norms

Let’s take a closer look at the nuclear norm and spectral (operator
norm) for matrices and the associated operators for optimization.

First, recall the standard inner produce on the space of M × N
matrices

〈X,Y 〉 =
M∑
m=1

N∑
n=1

Xm,nYm,n = trace(Y TX).

The induced norm (called the ‘Frobenius norm’) is

‖X‖2F = 〈X,X〉 =
M∑
m=1

N∑
n=1

|Xm,n|2.

Here are some basic facts that you can prove at home that we will
use repeatedly below. Let X and Y are M ×N matrices. If A is a
M ×M matrix, then

〈AX,Y 〉 = 〈X,ATY 〉.

And if B is an N ×N matrix, then

〈XB,Y 〉 = 〈X,Y BT〉.

Now let U be a matrix with M rows and columns that are orthonor-
mal, i.e. UTU = I. Then the above implies

‖UTX‖2F = ‖X‖2F .

Similarly, if V is a matrix with N rows and columns that are or-
thonormal (V TV = I), then

‖XV ‖2F = ‖X‖2F .
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It is now easy to show that ‖X‖2F is also the sum of the squared
singular values of X . Let X = UΣV T be the singular value de-
composition (SVD) of X ; U is a M × R matrix with orthonormal
columns, V is an N ×R matrix with orthonormal coliumns, and Σ
is an R×R matrix with σ1 ≥ σ2 ≥ · · · ≥ σR > 0 along its diagonal
(where R is the rank of X). Then

‖X‖2F = ‖UΣV T‖2F = ‖Σ‖2F =
R∑
i=1

σ2
r ,

The Frobenius norm is analogous to the Euclidean norm in two dif-
ferent ways: it is the sum of the squares of the entries in X and also
the sum of the squares of the singular values. The spectral norm (or
operator norm) is the maximum (`∞) norm of the singular values

‖X‖ = max
‖v‖2≤1

‖Xv‖2 = σ1.

(This matrix norm is so fundamental, that usually it is just presented
without subscript or additional notation.)

The nuclear norm is the sum (`1 norm) of the singular values

‖X‖nn =
R∑
r=1

σr.

As we will see below, the nuclear norm is the dual norm to the
spectral norm, so often times it is written simply as ‖X‖∗ in the
literature.

As ‖·‖F is an induced norm, it obeys the Cauchy-Schwarz inequality,
i.e.

|〈X,Y 〉| ≤ ‖X‖F · ‖Y ‖F ,
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with equality if and only if Y = αX for some scalar α. For matrices,
there is actually a refined version of Cauchy-Schwarz, called the Fan
inequality or the von Neumann inequality depending on who you
are talking to. If σ1 ≥ σ2 ≥ · · · ≥ σR be the singular values of
X and γ1 ≥ γ2 ≥ · · · ≥ γR be the singular values of Y (just let
R = min(M,N) and set any singular values past the rank of X or
Y equal to zero). Then

|〈X,Y 〉| ≤
R∑
r=1

σrγr,

with equality if and only if X and Y have the same singular vectors
corresponding to the singular values in order. We will not prove this
here; see [lM75] for a proof1. Note that we call this a refinement
because it gives us something in the middle of the stand Cauchy-
Schwarz inequality, viz

|〈X,Y 〉| ≤
R∑
r=1

σrγr ≤
(

R∑
r=1

σ2
r

)1/2( R∑
r=1

γ2
r

)1/2

= ‖X‖F‖Y ‖F .

1A pdf can be found here: https://link.springer.com/content/pdf/
10.1007/BF01647331.pdf.
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Exercise: Let X0 be an arbitrary M ×N matrix with SVD X0 =
UΣV T. Show that the closest point problem

minimize
‖Y ‖≤τ

‖X0 − Y ‖F

is solved by X̂ = UΣ̂V T, where

σ̂r =

{
τ, σr ≥ τ

σr, σr ≤ τ.

(The {σr} are the singular values of X along the diagonal of Σ while

the {σ̂r} are the singular values of X̂ along the diagonal of Σ̂.) You
can do this by showing

〈X0 − X̂,Y − X̂〉 ≤ 0, for all ‖Y ‖ ≤ τ.
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Exercise: Show that the nuclear norm is the dual norm to the
spectral norm. That is, show that for any M ×N matrix X ,

‖X‖nn = sup
‖Y ‖≤1

〈X,Y 〉.
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Exercise: Find a simple expression for the prox operator for ‖ ·‖nn.
That is, find a closed form solution to

proxα‖·‖nn(Z) = arg min
X

(
‖X‖nn +

1

2α
‖X −Z‖2F

)
.

One way to approach this is by invoking the Moreau decomposition:
for a convex function f (x) with Fenchel conjugate f ∗, we have the
identity

x = proxαf(x) + α proxα−1f∗(x/α).

You have already computed the prox operator for f ∗ in this case ...
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Exercise: Suppose we observe entries (m,n) ∈ I of a matrix X0

that we expect is low rank. Call these observations Ym,n (again for
(m,n) ∈ I). We will attempt to recover the matrix by solving the
“matrix LASSO”

minimize
X

∑
(m,n)∈I

(Ym,n −Xm,n)
2

+ λ‖X‖nn.

Write down a proximal-gradient algorithm for solving this problem.
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Bonus Exercise: Show that the subdifferential of the nuclear norm
for M ×N matrices at a point X = UΣV T is given by

∂‖X‖nn = UV T + W ,

for all M ×N matrices W that obey,

UTW = 0, WV = 0, ‖W ‖ ≤ 1.
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Bonus Exercise: Let X0 be an arbitrary N ×N matrix. Find a
closed form expression for projecting X0 onto the semidefinite cone.
That is, solve

minimize
Y �0

‖X0 − Y ‖F .
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IV.A Further Topics:

Convex Relaxation
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Convex relaxation

The art and science of convex relaxation revolves around taking a
non-convex problem that you want to solve, and replacing it with
a convex problem which you can actually solve – the solution to
the convex program gives information about (usually a lower bound)
the solution to the original program. Usually this is done by either
“convexifying” the constraints or convexifying the functional – we
will see examples of both below.

Minimum-Cut

Suppose that we have a directed graph with vertices indexed by
1, . . . , N . By convention we will denote vertex 1 as the “source” and
vertex N as the “sink”. Between each pair of vertices (i, j) there is a
capacity Ci,j ≥ 0 — if there is no edge from i to j, we take Ci,j = 0.
A cut partitions the vertices into two sets: a S which contains the
source, and a set Sc which contains the sink. The capacity of the cut
is the sum of the capacities of all the edges that originate in S and
terminate in SC.

In example below, we have N = 6 and S = {1, 2, 4, 5}:

1

2

3

4 6

5

6

6
5 2

3

7
2

2

2

S
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The capacity of this cut is 2 + 3 + 2 = 7.

In general, the capacity associated with a cut S is∑
i∈S,j 6∈S

Ci,j.

If we take the vector ν ∈ RN as

νi =

{
1, i ∈ S,
0, i 6∈ S

then we can write the problem of finding the minimum cut as

minimize
ν

N∑
i=1

N∑
j=1

Ci,j max(νi − νj, 0)

subject to νi ∈ {0, 1}, i = 1, . . . , N,

ν1 = 1, νN = 0.

To make the objective function simpler, we introduce λi,j, and the
minimum cut program can be rewritten as

(MINCUT) minimize
Λ,ν

N∑
i=1

N∑
j=1

λi,jCi,j

subject to λi,j = max(νi − νj, 0), i, j = 1, . . . , N,

νi ∈ {0, 1}, i = 1, . . . , N,

ν1 = 1, νN = 0.

We will not do so here, but one reason why the minimum-cut problem
is of interest is that its dual is the maximum-flow problem (i.e., given
a directed graph and capacity constraints, what is the largest flow
possible from the source to the sink).
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As it is stated, there are two things making this program nonconvex
– we have non-affine equality constraints relating λi,j to νi and νj,
and we have binary constraints on νi. If we simply drop the integer
constraint, and relax

λi,j = max(νi − νi, 0) to λi,j ≥ νi − νj and λi,j ≥ 0,

we are left with the linear program

(LP-R) minimize
Λ,ν

〈Λ,C〉
subject to λi,j ≥ νi − νj, λi,j ≥ 0, i, j = 1, . . . , N,

ν1 = 1, νN = 0.

Note that the domain we are optimizing over in the LP relaxation is
larger than the domain in the original formulation – this means that
every valid cut (feasible Λ,ν for the original program) is feasible in
the LP relaxation. So at the very least we know that

LP-R? ≤ MINCUT?.

But the semi-amazing thing is that the solutions to the two programs
turn out to agree.

We show this by establishing that for every solution of the relaxation,
there is at least one cut with value less than or equal to LP-R?. We
do this by generating a random cut (with the associated probabilities
carefully chosen) and show that in expectation, it is less than LP-R?.

Let Z be a uniform random variable on [0, 1]. Let Λ?,ν? be solutions
to (LP-R). Create a cut S with the rule:

if ν?n > Z, then take n ∈ S.

3
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The probability that a particular edge i→ j is in this cut is

P (i ∈ S, j 6∈ S) = P
(
ν?j ≤ Z ≤ ν?i

)
≤ max(ν?i − ν?j , 0)

≤ λ?i,j,

where the last inequality follows simply from the constraints in (LP-
R). This cut is random, so its capacity is a random variable, and its
expectation is

E[capacity(S)] =
∑
i,j

Ci,j P (i ∈ S, j 6∈ S)

≤
∑
i,j

Ci,jλ
?
i,j

= LP-R?.

Thus there must be a cut whose capacity is at most LP-R?. This
establishes that

MINCUT? ≤ LP-R?.

Of course, combining this with the result above means than

MINCUT? = LP-R?.

This is an example of a wonderful situation where convex relaxation
costs us nothing, but makes solving the program computationally
tractable.
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Maximum-cut

A good resource for this section and the next is Ben-Tal and Ne-
mirovski [BTN01].

This problem has a very similar setup as the minimum-cut problem,
but it is different in subtle ways. We are given a graph; this time
the edges are undirected, and have positive weights Ai,j associated
with them. Since the graph is undirected, Ai,j = Aj,i and so A is
symmetric. We will also assume that Ai,i = 0 for all i.

As before, a cut partitions the vertices into two sets, S and Sc – these
sets can be arbitrary; there is no notion of source and sink here. For
example, the cut in this example:

1

2

3

4

5

6

A1,3

A1,2

A2,4

A3,4

A4,5

A4,6

A5,6 S

has value cut(S) = A2,4 + A3,4. The problem is to find the cut
that maximizes the weights of the edges going between the two
partitions.

We can specify a cut of the graph with a binary valued vector x of
length N , where each xn ∈ {−1, 1}. We set xn = 1 if vertex n is in
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S and xn = −1 if vertex n is in Sc. The value of the cut is

cut(S) =
1

4

N∑
i=1

N∑
j=1

Ai,j(1− xixj).

Note that if xi 6= xj, then (1 − xixj) = 2, while if xi = xj, then
(1− xixj) = 0. The factor of 1/4 in front comes from the fact that
(1 − xixj) = 2 for edges in the cut, and that we are counting every
edge twice (from i to j and again from j to i). Notice that we can
write this value as a quadratic function of x:

cut(S) =
1

4

(
1TA1− xTAx

)
The maximum-cut problem is find the cut with the largest value:

(MAXCUT) maximize
x∈RN

1

4
1TA1− 1

4
xTAx

subject to xi ∈ {−1, 1}.
Right now, this looks pretty gnarly, as A has no guarantee of being
PSD, and we have integer constraints on x. We can address the first
concern by re-writing this as a search for a matrix X = xxT. As
now1 xTAx = 〈X,A〉, we have

maximize
X∈RN×N

1

4
1TA1− 1

4
〈X,A〉

subject to X � 0

Xi,i = 1, i = 1, . . . , N

rank(X) = 1.

1Recall that the standard inner product between two M × N matrices is
〈X,A〉 =

∑
m,nAm,nXm,n = trace(ATX). This is exactly the same as

“flattening out” the matrices as vectors and using the standard Euclidean
inner product.
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You should be able to convince yourself that X is feasible above if
and only if it can be written as X = xxT, where the entries of x
are ±1.

The recast program looks like a semidefinite program (SDP), except
for the rank constraint. The relaxation, then, is to simply drop it
and solve

(MAXCUT-R) maximize
X∈RN×N

1

4
1TA1− 1

4
〈X,A〉

subject to X � 0

Xi,i = 1, i = 1, . . . , N.

As we are optimizing over a larger set, the optimal value of MAXCUT-
R will in general be larger than MAXCUT:

MAXCUT-R? ≥ MAXCUT?.

But there is a classic result [GW95] that shows it will not be too
much larger:

MAXCUT? ≥ (0.87856) ·MAXCUT-R?.

The argument again relies on looking at the expected value of a
random cut. Let X? be a solution to MAXCUT-R. Since X∗ is
PSD, it can be factored as

X? = V TV .

With vj as the jth column of V , this means X?
i,j = 〈vi,vj〉. Since

along the diagonal we have X?
i,i = 1, this means that ‖vi‖2 = 1 as

well. We can associate one column vi with each vertex in the original
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problem. To create the cut, we draw a vector z from the unit-sphere
(so ‖z‖2 = 1) uniformly at random,2 and set

S = {i : 〈vi, z〉 ≥ 0}.

It should be clear that the probability that any fixed vertex is in S
is 1/2. But what is the probability that vertex i and vertex j are
on different sides? The probability of this is simply the ratio of the
angle between vi and vj to π:

P (i ∈ S, j 6∈ S) + P (i 6∈ S, j ∈ S) =
arccos〈vi,vj〉

π
=

arccosX?
i,j

π
.

Thus the expectation of the cut value is

E[cut(S)] =
1

2

N∑
i=1

N∑
j=1

Ai,j (P (i ∈ S, j 6∈ S) + P (i 6∈ S, j ∈ S))

=
N∑
i=1

N∑
j=1

Ai,j

arccosX?
i,j

2π
.

There must be at least one cut that has a value greater than or equal
to the mean, so we know that

MAXCUT ≥ E[cut(S)].

Let’s compare the terms in this sum to those in the objection function
for MAXCUT-R. We know that the entries in X? have at most unit
magnitude3 −1 ≤ X?

i,j ≤ 1, and it is a fact that:

arccos t

2π
≥ (0.87856)

1

4
(1− t), for t ∈ [−1, 1].

2In practice, you could do this by drawing each entry Normal(0, 1) indepen-
dently, then normalizing.

3This follows from X?
i,j = 〈vi,vk〉, ‖vi‖2 = 1, and Cauchy-Swartz.
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Here is a little “proof by plot” of this fact:

t
-1 -0.5 0 0.5 1

0

0.05

0.1

0.15

0.2

0.25

0.3

0.35

0.4

0.45

0.5

blue = arccos t
2π

, red = (0.878856)1
4
(1− t).

Thus

MAXCUT? ≥ E[cut(S)]

=
N∑
i=1

N∑
j=1

Ai,j

arccosX?
i,j

2π

≥ (0.87856)
N∑
i=1

N∑
j=1

1

4
Ai,j(1−X?

i,j)

= (0.87856) ·MAXCUT-R?
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Quadratic equality constraints

The integer constraint xi ∈ {−1, 1} in the example above might also
be interpreted as a quadratic equality constraint:

xi ∈ {−1, 1} ⇔ x2
i = 1.

As we are well aware, quadratic (or any other nonlinear) equality
constraints make the feasibility region nonconvex.

We consider general nonconvex quadratic programs of the form

minimize
x∈RN

xTA0x + 2〈x, b0〉 + c0

subject to xTAmx + 2〈x, bm〉 + cm = 0, m = 1, . . . ,M,

where the Am are symmetric, but not necessarily � 0. We will
show how to recast these problems as optimization over the SDP
cone with an additional (nonconvex) rank constraint. Then we will
have a natural convex relaxation by dropping the rank constraint.
This general methodology works for equality or (possibly nonconvex)
inequality constraints, but for the sake of simplicity, we will just look
at equality constraints.

We can turn a quadratic form into a trace inner product with a rank
1 matrix as follows. It is clear that

xTAx + 2bTx + c =
[
xT 1

] [A b
bT c

] [
x
1

]
= trace

([
A b
bT c

]
Xx

)
, Xx =

[
x
1

] [
xT 1

]
.
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This means we can write the nonconvex quadratic program as

minimize
x∈RN

trace

([
A0 b0
bT0 c0

]
Xx

)
subject to trace

([
Am bm
bTm cm

]
Xx

)
= 0, m = 1, . . . ,M.

With

Fm =

[
Am bm
bTm cm

]
,

we see that this program is equivalent to

minimize
X∈RN×N

〈X,F 0〉
subject to 〈X,Fm〉 = 0, m = 1, . . . ,M

X � 0

rank(X) = 1.

Again, we can get a convex relaxation simply by dropping the rank
constraint. How well this works depends on the particulars of the
problem. There are certain situations where it is exact; one of these
is when there is a single non-convex inequality constraint.There are
other situations where it is not exact but is provably good – one
example is maximum-cut. There are other situations where it is
arbitrarily bad.
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Example: Phase retrieval

In coherent imaging applications, a not uncommon problem is to re-
construct an unknown vector x from measurements of the magnitude
of a series of linear functionals. We observe

ym = |〈x,am〉|2 (+ noise), m = 1, . . . ,M.

For instance, if am are Fourier vectors, we are observing samples of
the magnitude of the Fourier transform of x. If we also measured the
phase, then recovering x is a standard linear inverse problem (and
if we have a complete set of samples in the Fourier domain, you can
just take an inverse Fourier transform). But since we do not get to
see the phase, we have to estimate it along with the underlying x –
this problem is often referred to as phase retrieval.

We can rewrite the measurements as

ym = 〈am,x〉〈x,am〉 = xHama
H
mx = trace(ama

H
mxx

H)

= 〈X,Am〉F ,
where Am = ama

H
m and X = xxH. So solving the phase retrieval

problem is the same as finding an N ×N matrix with the following
properties:

〈X,Am〉F = ym, m = 1, . . . ,M, X � 0, rank(X) = 1.

The first condition is just thatX obeys a certain set of linear equality
constraints; the second is that X is in the SDP cone; the third is a
nonconvex constraint.

One convex relaxation for this problem simply drops the rank con-
straint and finds a feasible point that obeys the first two conditions.
Under certain conditions on the am, there will only be one point in
this intersection once M is mildly larger than N .
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Example: Maximum Likelihood MIMO decoding

In MIMO (multiple input multiple output) digital communications,
we have N transmit antennas and M receive antennas. Each trans-
mit antenna sends a bit (±1), which are collected together into an
N -vector x.

The receive antennas observe

y = Hx + v,

where H is a known M ×N fading matrix (or channel matrix), and
v ∼ Normal(0, σ2I).

1. The maximum likelihood decoder finds the binary valued vec-
tor x that makes the observations y most likely:

x̂ML = arg max
x∈{−1,1}N

p(y|x).

Show how this can be written as a least-squares problem with
integer constraints.

2. Show how the optimization program above can be relaxed into
a semidefinite program.
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Sparse solutions to linear systems of equations

Many, many problems in scientific computing and data science amount
to solving a linear system of equations. That is, given an M × N
matrix A and a response vector y ∈ RM , we want to find x ∈ RN

such that
Ax ≈ y.

The applications here are too numerous to list, but we will settle for
kernel regression in machine learning and statistics, medical imag-
ing, seismic exploration, radar, and channel estimation in wireless
communications.

As we have seen continuously throughout this course, the starting
point for this problem is the least-squares optimization program

minimize
x∈RN

‖y −Ax‖22.

In some sense, this will return the x̂ that come closest to explaining
y.

There can, however, be many solutions to the least-squares program
above. This is certainly true when A is under determined, that is it
has fewer rows than it has columns. We now need to choose between
these solutions.

One criteria we can use is to choose the x that has the smallest num-
ber of non-zero terms, i.e. is the “sparsest”. This has appeal across
many of the applications listed above. For example, in regression we
might want to choose the smallest number of features that explain
the response. In imaging, we can often express a target as a sparse
superposition of pre-determined basis functions (indeed, this is the
main idea behind every image or video compression algorithm).
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We might modify the least-square problem by introducing a sparsity
constraint

minimize
x∈RN

‖y −Ax‖22 subject to nnz(x) ≤ S,

where nnz(·) returns the number of non-zero terms, or by introducing
a penalty (or regularizer) which is basically putting the above in
Lagrange form,

minimize
x∈RN

‖y −Ax‖22 + λ · nnz(x),

It should be clear that nnz(·) is not a convex function, and indeed
both of the programs above have been shown to be NP-hard [Nat95].

There is, however, a natural convex relaxation to the above. In place
of nnz(·), we use the `1 norm. We replace the above with

minimize
x∈RN

‖y −Ax‖22 + λ‖x‖1.

The above is called the ‘LASSO’ [Tib96] in statistics and ‘basis pur-
suit’ [CDS99] in signal processing. Roughly speaking, this relaxation
works since signals that are sparse (have a small number of nonzero
terms) have small `1 norm relative to their Euclidean norm.

There is a rich theory for using `1 norm minimization for solving
systems of equations. One typical result is that for “generic” M×N
matrices A and an observation y = Ax?, then the solution to

minimize
x∈RN

‖x‖1 subject to Ax = y,

will be exactly x? when M is on the order of non-zero terms, even
when M � N [CRT06a, CRT06b, Don06]. Hence we can invert
under determined systems even when the solutions are indeed sparse.

Throughout this course, we have seen many algorithms for solving
these types of problems.
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Low rank matrix recovery

Consider the following fundamental, easily stated problem. Suppose
there is a M ×N matrix

X =


X1,1 X1,2 X1,3 X1,4 X1,5

X2,1 X2,2 X2,3 X2,4 X2,5

X3,1 X3,2 X3,3 X3,4 X3,5

X4,1 X4,2 X4,3 X4,4 X4,5

X5,1 X5,2 X5,3 X5,4 X5,5


whose entries we only partially observe,

X =


X1,1 − X1,3 − X1,5

− X2,2 − X2,4 −
− X3,2 X3,3 − −
X4,1 − − X4,4 X4,5

− − − X5,4 X5,5

 .
Is it possible to “fill in the blanks”?

Of course, in general the answer is “no”. But what if the matrix is
structured in that it has rank R � min(M,N)? Then the answer
(under some conditions on the underlying matrix) is “yes”. Revealing
just a few entries per row/column makes the problem identifiable:
there is only one low rank matrix that can have exactly those entries.
This matrix can be recovered (the entries “filed in”) by solving

minimize
X

rank(X) subject to Xm,n = Ym,n, (m,n) ∈ I,

where I is the set of observed indices, and Ym,n are their observed
values.
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This is again an NP-hard problem. But also again there is a natural
convex relaxation (first made popular in [Faz02]), we replace rank
with the nuclear norm:

minimize
X

‖X‖nn subject to Xm,n = Ym,n, (m,n) ∈ I.

The nuclear norm ‖X‖nn is the sum of the singular values of X .
This is actually the dual norm of the standard matrix operator norm
(maximum singular value). Note the parallels to the vector case: we
relax the number of non-zero singular values (the rank) to the sum,
just as we relaxed the number of non-zero entries in a vector to the
sum of the absolute values. Also, just as the `1 norm is dual to the
`∞ norm, the nuclear norm (sum of singular values) is dual to the
operator norm (maximum of singular values).

There is also a rich theory for recovering low-rank matrices from
partial observations; seminal works include [RFP10, CR09], and a
review can be found in [DR16].
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IV.B Further Topics:

Distributed Optimization
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In this section we will discuss different methods for taking a large
optimization program and breaking into smaller ones. These smaller
problems are distributed to different “agents”, each of which has a
computational core that can “work” on the smaller problem. As the
smaller problems are in general linked together, the agents have to
coordinate in some manner so that they work towards the solution
of the original problem.

We will look at two types of coordination models. In the centralized
setting, there is a central node that the agents coordinate through. In
the decentralized setting, the nodes communication with one another
on a predefined network. These two communication models can be
captured using graphical models as shown below.

5

4

2

1

3

C 5

4

2

1

3

centralized coordinator decentralized network

The optimization problems we look at will also be structured (in one
of two different ways). The general form of the problems we consider
is

minimize
x∈RN

f (x) + g(x),

where f and g are convex functions. In addition we will assume that
either f or g have some type of separable structure. This assumed
structure, however, is prevalent in supervised learning.
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A typical problem in supervised learning is to find a linear combi-
nation of a features of observed data points that can come close to
matching the responses in a vector b. The N features for each of M
data points are arranged in an M ×N matrix A. We are interested
in solving problem of the form

minimize
x

Loss(Ax− b)︸ ︷︷ ︸
f(x)

+ Regularizer(x)︸ ︷︷ ︸
g(x)

Notice that

Loss(·) : RM → R, and Regularizer(·) : RN → R.

We will assume that one or both of these functions are separable, at
least at the block level. This means we can write

f (x) = Loss(Ax− b) =
B∑
i=1

`i(A
(i)x− b(i)) =

B∑
i=1

fi(x),

or

g(x) = Regularizer(x) =
B∑
i=1

ri(x
(i)),

where the x(i) ∈ RNi partition the vector x. These two types of
separability will allow us to divide up the optimization in two different
ways.

We start by looking at some examples of where we can perform this
decomposition.
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Example: Inverse Problems and Regression

Two popular methods for solving linear inverse problems and/or cal-
culating regressors are solving

minimize
x

1

2
‖Ax− b‖2

2 + τ‖x‖2
2,

(Tikhonov regularization or ridge regression), and

minimize
x

1

2
‖Ax− b‖2

2 + τ‖x‖1,

(the LASSO).

These both clearly fit both the separability criteria, as

‖Ax− b‖2
2 =

M∑
m=1

(aT
mx− b[m])2,

‖x‖2
2 =

N∑
n=1

(x[n])2

‖x‖1 =
N∑
n=1

|x[n]|.

where aT
m is the mth row of A. We have a lot of flexibility in this

situation, as we can partition the rows of A or the entries in x an
way we want — if we have access to B agents, it makes sense divide
them into B sets of equal size. We could take, for example

f (x) = ‖Ax− b‖2
2 =

B∑
i=1

‖A(i)x− b(i)‖2
2 =

B∑
i=1

fi(x)
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Example: Support Vector Machines

Previously, we saw how if we are given a set of M training examples
(xm, ym), where xm ∈ RN and ym ∈ {−1, 1}, we can find a maximum
margin linear classifier by solving

min
w,b

1

2
‖w‖2

2 subject to ym(b−〈xm,w〉)+1 ≤ 0, m = 1, . . . ,M.

With the classifier trained (optimal solution w?, b? computed), we
can assign a label y′ to a new point x′ using

y′ = sign(〈x′,w?〉 + b?).

Instead of enforcing the constraints above strictly, we can allow some
errors by penalizing mis-classifications on the training data appro-
priately. One reasonable way to do this is make the loss zero if
ym(b − 〈xm,w〉) + 1 ≤ 0, and then have it increase linearly as this
quantity exceeds zero. That is, we solve

min
w,b

M∑
m=1

`(ym(b− 〈xm,w〉) + 1) +
1

2
‖w‖2

2,

where `(·) is

`(u) = (u)+ =

{
0, u ≤ 0,

u, u > 0.

This is penalty is often called the hinge loss. Note that the argu-
ment for `(·) is an affine function of the optimization variables:

ym(b− 〈xm,w〉) + 1 =
[
−ymxT

m ym
] [w
b

]
+ 1.

Both the loss function and regularizer in this formulation of the SVM
are clearly separable.
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ADMM: Splitting across examples

In this section1, we will see how we can use ADMM to solve problems
of the form

minimize
x∈RN

B∑
i=1

fi(x) + g(x) (1)

using B agents with a centralized coordinator. In the context of
supervised learning, this framework is useful when we have “many
measurements of a small vector” or “large volumes of low-dimensional
data”. We can use it when

f (x) = Loss(Ax− b) =
B∑
i=1

`i(A
(i)x− b(i)) =

B∑
i=1

fi(x),

where we partition the rows of A and entries of b as

A =


A(1)

A(2)

...

A(B)

 , b =


b(1)

b(2)

...

b(B)

 .

We start by splitting the optimization in (1) variables in f and g,
arriving at the equivalent (now constrained) program

minimize
x,z

B∑
i=1

fi(x) + g(z) subject to x− z = 0.

We do not yet have this in a form we can distribute, as all of the fi
are tied together by working on the same argument x. The trick is

1A good resource for the material in the next two sections of the notes is
[BPC+10].
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to introduce B different vectors x(i) ∈ RN , one for each agent, and
then use the constraints to make them all agree. This results in the
equivalent problem

minimize
x(1),...,x(B),z

B∑
i=1

fi(x
(i)) + g(z)

subject to x(i) − z = 0, i = 1, . . . , B.

The augmented Lagrangian for this last problem is now separable
and can be expressed as

Lρ(x(1), . . . ,x(B), z,µ(1), . . . ,µ(B)) =
B∑
i=1

Li(x(i), z,µ(i)),

where

Li(x(i)z,µ(i)) = fi(x
(i)) +

g(z)

B
+
ρ

2
‖x(i) − z + µ(i)‖2

2

and the µ(i) are the (rescaled) Lagrange multipliers for the constraint
x(i) − z = 0.

As the Lagrangian is separable over the B blocks, each of the primal
updates for the xi can be performed independently. The ADMM
iteration amounts to

x
(i)
k+1 = arg min

x(i)

(
fi(x

(i)) +
ρ

2
‖x(i) − zk + µ

(i)
k ‖2

2

)
, i = 1, . . . , B

zk+1 = arg min
z

(
g(z) +

ρ

2

B∑
i=1

‖z − x(i)
k+1 − µ

(i)
k ‖2

2

)
µ

(i)
k+1 = µ

(i)
k + x

(i)
k+1 − zk+1

6
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The z update can be simplified by writing it in terms of the average
of the x

(i)
k+1 and the µ

(i)
k . To see how this works note that

B∑
i=1

‖z − vi‖2
2 = B‖z‖2

2 − 2

〈
z,

B∑
i=1

vi

〉
+

N∑
i=1

‖vi‖2
2

= B‖z‖2
2 − 2B 〈z, v̄〉 + B‖v̄‖2

2 +

(
−B‖v̄‖2

2 +
N∑
i=1

‖vi‖2
2

)

= B‖z − v̄‖2
2 +

(
−B‖v̄‖2

2 +
N∑
i=1

‖vi‖2
2

)
.

where v̄ = 1
B

∑B
i=1 vi. Thus

arg min
z

(
g(z) +

ρ

2

B∑
i=1

‖z − x(i)
k+1 − µ

(i)
k ‖2

2

)

= arg min
z

(
g(z) +

Bρ

2
‖z − x̄k+1 − µ̄k‖2

2

)

Distributed ADMM (splitting across data)

x
(i)
k+1 = arg min

x(i)

(
fi(x

(i)) +
ρ

2
‖x(i) − zk + µ

(i)
k ‖2

2

)
, i = 1, . . . , B

zk+1 = arg min
z

(
g(z) +

Bρ

2
‖z − x̄k+1 − µ̄k‖2

2

)
µ

(i)
k+1 = µ

(i)
k + x

(i)
k+1 − zk+1, i = 1, . . . , B,

where

x̄k+1 =
1

B

B∑
i=1

x
(i)
k+1, µ̄k =

1

B

B∑
i=1

µ
(i)
k .
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The high-level architecture is that B separate agents solve indepen-
dent optimization programs for the B x(i) updates. These are col-
lected by the coordinator and averaged, and then the coordinator
solves a single optimization program to get the z update. The new
z is then communicated back to each of the B units. The Lagrange
multiplier update can then be easily computed by the agents before
proceeding again to the x(i) updates.

Example: The LASSO

(Homework ...)

Example: SVMs

For the SVM, we collect the weights and the offset into a single
optimization vector

x =

[
w
b

]
∈ RN+1

and set

A =

 −y1x
T
1 y1

... ...
−yMxT

M yM .


If we partition the data (A) into B blocks (A(1), . . . ,A(B)) then we
can express the ith component of the augmented Lagrangian as

Li(x(i), z,µ(i)) = 1T(A(i)x(i) + 1)+ +
g(z)

B
+
ρ

2
‖x(i) − z + µ(i)‖2

2.

Note that the regularization does not include the last term in z:

g(z) =
1

2

N∑
n=1

|z[n]|2

8
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This results in the ADMM iteration

x
(i)
k+1 = arg min

x(i)

(
1T(A(i)x(i) + 1)+ +

ρ

2
‖x(i) − zk + µ

(i)
k ‖2

2

)
,

zk+1[n] =

{
Bρ

1+Bρ
(x̄k+1[n] + µ̄k[n]) , n = 1, . . . , N,

x̄k+1[n] + µ̄k[n], n = N + 1,

µ
(i)
k+1 = µ

(i)
k + x

(i)
k+1 − zk+1.

ADMM: Splitting across features

When we are solving problems of the form

minimize
x∈RN

f (Ax) + g(x),

where g is separable, which we are in all the examples above, we can
also distribute the optimization program (again with a centralized
coordinator) by dividing up the columns of A. In learning this is
often referred to as “splitting across features” as each agent will see
a subset of the features for all of the data points.

If we can separate g into B blocks,

g(x) =
B∑
i=1

gi(x
(i))

where x(i) ∈ RNi, then we can do the same with the matrix product
Ax. We divide the M×N matrix A into B blocks with dimensions
M ×Ni,

A =
[
A(1) A(2) · · · A(B)

]
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and then

Ax =
B∑
i=1

A(i)x(i).

Our optimization problem is now

minimize
x(1),...,x(B)

f

(
B∑
i1=

A(i)x(i)

)
+

B∑
i=1

gi(x
(i)).

which we can recast as

minimize
{x(i)},{z(i)}

f

(
B∑
i=1

zi

)
+

B∑
i=1

gi(x
(i)) subject to A(i)x(i)−z(i) = 0.

This gives us the ADMM updates

x
(i)
k+1 = arg min

x(i)∈RNi

(
gi(x

(i)) +
ρ

2
‖A(i)x(i) − z(i)

k + µ
(i)
k ‖2

2

)
zk+1 = arg min

z={z(i)}∈RBM

(
f

(
B∑
i=1

z(i)

)
+
ρ

2

B∑
i=1

‖A(i)x
(i)
k+1 − z(i) + µ

(i)
k ‖2

2

)
µ

(i)
k+1 = µ

(i)
k +A(i)x

(i)
k+1 − z

(i)
k+1.

The zk update, which is an optimization problem overBM variables,
can actually be derived from an optimization over N variables: we
can solve for the mean z̄k+1 then recover the individual z

(i)
k+1 from

the mean. Indeed, if for any z ∈ RBM we let

z̄ =
1

B

B∑
i=1

z(i),

then we can write (using the chain rule) the optimality condition for
the optimization program for the z update above as

0 ∈ B∂f (Bz̄) + ρ(z(i) −A(i)x
(i)
k+1 − µ

(i)
k ), for all i = 1, . . . , B.
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Averaging over these B conditions, we also know that

0 ∈ B∂f (Bz̄) + ρ(z̄ − b̄),

where

b̄ =
1

B

B∑
i=1

(
A(i)x

(i)
k+1 + µ

(i)
k

)
Thus is must be the case that

ρ(z̄ − b̄) = ρ(z(i) −A(i)x(i) − µ(i)
k ), for all i = 1, . . . , B,

or in other words for the optimal z, we will have

z(i) = z̄ − b̄ +A(i)x
(i)
k+1 + µ

(i)
k . (2)

Thus we can solve

z̄k+1 = arg min
z̄∈RM

(
f (Bz̄) +

Bρ

2

∥∥z̄ − b̄∥∥2

2

)
,

and then update

z
(i)
k+1 = z̄k+1 − b̄ +A(i)x

(i)
k+1 + µ

(i)
k .

Also note that with (2), the Lagrange multiplier update becomes

µ
(i)
k+1 = b̄− z̄k+1,

meaning that all B sets of Lagrange multipliers are equal to each
other.

11
Georgia Tech ECE 6270 Notes by M. Davenport and J. Romberg. Last updated 13:07, November 22, 2021



Distributed ADMM (splitting across features)

x
(i)
k+1 = arg min

x(i)∈RNi

(
gi(x

(i)) +
ρ

2
‖A(i)x(i) − z(i)

k + µk‖2
2

)
, i = 1, . . . , B

b̄k+1 =
1

B

B∑
i=1

(
A(i)x

(i)
k+1. + µk

)
z̄k+1 = arg min

z̄∈RM

(
f (Bz̄) +

Bρ

2

∥∥z̄ − b̄k+1

∥∥2

2

)
z

(i)
k+1 = z̄k+1 − b̄k+1 +A(i)x

(i)
k+1 + µk, i = 1, . . . , B

µk+1 = b̄k+1 − z̄k+1.

To make the communication explicit, one way this can work is

1. Each agent solves for x
(i)
k+1 in parallel.

2. The quantities A(i)x
(I)
k+1 +µk+1 are communicated to the coor-

dinator.

3. The coordinator computes b̄k+1 and then solves the optimiza-
tion program to compute z̄k+1.

4. The coordinator updates each z
(i)
k+1 and the µk+1 and commu-

nicates them back to the agents.

5. Repeat.

Note that the coordinator could also broadcast the z̄k+1, b̄k+1 to all
of the agents, an they could update the z

(i)
k+1 and µk+1 individually.
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Example: the LASSO

Suppose we want to solve

minimize
x∈RN

1

2
‖Ax− y‖2

2︸ ︷︷ ︸
f(Ax)

+λ‖x‖1︸ ︷︷ ︸
g(x)

by distributing across features. In this case, the ADMM iterations
above reduce to

x
(i)
k+1 = arg min

x(i)∈RNi

(
λ‖x(i)‖1 +

ρ

2

∥∥∥A(i)x(i) −A(i)x
(i)
k − z̄k + b̄k

∥∥∥2

2

)
z̄k+1 =

1

B + ρ

(
y + ρb̄k+1

)
µk+1 = b̄k − z̄k+1.

Note that in this case, each of the agents has to solve a smaller
LASSO problem at every iteration to do the x(i) updates.

References

[BPC+10] S. Boyd, N. Parikh, E. Chu, B. Peleato, and J. Eckstein.
Distributed optimization and statistical learning via the
alternating direction method of multipliers. Foundations
and Trends in Machine Learning, 3(1):1–122, 2010.
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Decentralized Optimization

In this set of notes, we again look at solving problems of the form

minimize
x∈RN

B∑
i=1

fi(x), (+ a regularizer, possibly)

Here, though, we will assume that the B agents, each of which has
access to one of the fi, can only communicate on a decentralized
network:

5

4

2

1

3

To warm up we will start by discussion one of the most fundamental
problems in network science.

Network consensus

Consider the following problem. We have B agents arranged in a
network as in the example above., each of which holds a vector x(i).
The agents can communicated with their neighbors on the graph
above. The goal is for the agents to figure out what the average of
x(i) is; that is, each one want to learn

x̄ =
1

B

B∑
i=1

x(i).
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Let’s make all of the above a little more precise. The network can be
described by a graph (V , E) where the B vertices in V are in one-to-
one correspondence with the agents, and the edges E dictate which
agents can communicate with one another. In the picture above

V = {1, 2, 3, 4, 5, 6},
E = {(1, 2), (1, 4), (1, 5), (2, 3), (3, 4), (4, 5),

(2, 1), (4, 1), (5, 1), (3, 2), (4, 3), (5, 4)}.

Note that the graph is undirected, so (i, j) ∈ E ⇔ (j, i) ∈ E . We
will also use N (i) to denote the neighborhood of agent i, that is all
other agents connected to i along with i itself

N (i) = {j : (i, j) ∈ E} ∪ {i}.

So again in the example above

N (1) = {1, 2, 4, 5}, N (2) = {1, 2, 3}, etc.

You can probably think of numerous schemes that can be used to
compute the average, but here is a relatively simple way that is ex-
tremely effective and resource-lite. The agents simply take an average
of their current estimate with their neighbors’, then repeat. That is,
we take

z
(i)
0 = x(i),

then each agents compute

z
(i)
k+1 =

∑
j∈N (i)

wi,jz
(j)
k , i = 1, . . . , B, (1)

where the weights wi,j obey∑
j∈N (i)

wi,j = 1, i = 1, . . . , B, (2)
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and wi,j ≥ 0. For simplicity in the exposition below, we will also
assume that wi,j = wj,i, although all the essentials still hold if this
is not the case. As the sum for agent i in (1) involves only their

own state z
(i)
k and that of its neighbors, it can be executed with

communication over edges on the graph. We will see that this simple
iteration results in all of the z

(i)
k → x̄ as k →∞. While the rate of

convergence will depend on the structure of the graph, we will also
see that it is in general very fast.

We can write the iteration (1) as a vector-matrix product. To simplify
notation here, we will assume that N = 1, so each x(i) = x(i) is a
scalar; nothing changes in our discussion below for N > 1 except
the notation. Collect the weights {wi,j, (i, j) ∈ E} into the B × B
matrix W with

Wi,j =

{
wi,j, (i, j) ∈ E ,
0, (i, j) 6∈ E .

We collect the z(i) = z(i) ∈ R into a vector of length B,

z =


z(1)

z(2)
...

z(B)

 . (3)

Then (1) becomes
zk+1 = Wzk. (4)

We have now turned this problem into one of the most fundamental
constructs in applied mathematics: a linear dynamical system. We
can learn almost all there is to know about the convergence of such
a system from the eigenstructure of W (which is in turn related to
the geometric structure of the graph).
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We start the convergence analysis by noting one particular fact: that
the vector 1 ∈ RB of all ones is an eigenvector with eigenvalue 1,

W1 = 1.

This follows directly from the fact that every row of W sums1 to
1 as dictated by (2). A slightly less obvious fact is that all of the
eigenvalues of W must have magnitude ≤ 1. To see this, suppose
that v is an eigenvector of W with eigenvalue λ, so Wv = λv.
Then is must be true that for every i = 1, . . . , B

λvi =
B∑
j=1

Wi,jvj

≤ max
j
|vj|,

which can only be true if |λ| ≤ 1. So we can take as the eigenvalue
decomposition W = V ΛV T, where diag(Λ) = {λ1, λ2, . . . , λB}
with λ1 = 1 and the rest of the eigenvalues sorted by magnitude,
1 ≥ |λ2| ≥ |λ3| ≥ · · · ≥ |λB|.

We now show that (4) will result in every entry in zk to converge to
the mean x̄, that is zk → x̄1. We have

‖zk − x̄1‖2 = ‖Wzk−1 − x̄1‖2
= ‖W (zk−1 − x̄1)‖2 (since W1 = 1)

≤ |λ2| ‖zk−1 − x̄1‖2 (see below)

≤ |λ2|k ‖z0 − x̄1‖2
= |λ2|k ‖x− x̄1‖2,

where λ2 is the second largest magnitude eigenvalue of W . To
see why the first inequality above holds, note that 1

B
1Tzk = x̄ for

1Matrices like these are called row stochastic.
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all k (the average of the state at each agent is invariant). Thus
1T(zk−1 − x̄1) = 0, and zk−1 − x̄1 is orthogonal to the eigenvector
corresponding to the largest eigenvalue λ1, and the most applyingW
can grow its norm is the magnitude of the second largest eigenvalue.

We can see from above that we have linear convergence when |λ2| <
1. The magnitude of this eigenvalue obviously depends on the weight
matrixW , both in its support structure (the locations of its non-zero
terms, as dictated by the edges E of the graph). In fact, the quantity
1− λ2 is often referred to as the spectral gap of the graph.

[Spectral gap examples]

This all extends very naturally to the case where N > 1. Now the
vector z in (3) becomes a block vector of size BN :

z =


z(1)

z(2)

...
z(B)

 .
The update in (1) can still be written as a matrix equation; we take
W̃ to be the BN × BN matrix W̃ = W ⊗ I, where ⊗ is the
tensor product. To create W̃ , we simply replace each element of W
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with the corresponding scalar multiple of the identity. For example,
if N = B = 2 and

W =

[
a b
c d

]
, then W̃ =

[
aI bI
cI dI

]
=


a 0 b 0
0 a 0 b
c 0 d 0
0 c 0 d

 .
It should be clear that this simply means we are averaging all of
the individual elements in the z(k) in exactly the same way. The
eigenstructure of W̃ is also closely related to that of W : it has
the same B eigenvalues, but they are each repeated N times. The
convergence rate of consensus is determined by the second largest
unique eigenvalue.

Decentralized gradient algorithms

We can also use a variation on network consensus to solve optimiza-
tion programs of the form

minimize
x∈RN

B∑
i=1

fi(x). (5)

As before, we will assume agent i has access to the function fi and
can communicate with its neighbors N (i) on a connected graph.

The decentralized gradient algorithm is simple: at each iteration, you
average your current state with your neighbors (as in consensus), then
take a gradient step. As before, each agent has their own version of
the decision variables x(i). The main iteration, executed at each
agent simultaneously, is

x
(i)
k+1 =

∑
j∈N (i)

wi,jx
(j)
k − αkg

(i)
k , i = 1, . . . , B, (6)
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where g
(i)
k ∈ ∂fi(x

(i)
k ). For convex fi, and for appropriately decreas-

ing αk, the iteration (6) converges as [NO09]

f (xk)− f (x?) ≤ O

(
log k√
k

)
.

At the solution, we will have x(1)
? = x(2)

? = · · · = x(B)
? and the x(i)

?

will solve (5). This rate of convergence is essentially the same as
what we saw for the centralized case.

When each fi is L-smooth (has a Lipschitz gradient) and is µ-strongly
convex, we can modify the iteration as

x
(i)
k+1 =

∑
j∈N (i)

wi,jx
(j)
k − αk∇fi(x

(i)
k ), i = 1, . . . , B. (7)

However, to get the algorithm to converge, we still need to decrease
the step size, taking αk → 0 (recall that in the centralized case, we
got linear convergence for smooth and strongly convex f with a fixed
step size). The reason for this is that at the solution x? we will have∑

i∇fi(x?) = 0 but not necessarily ∇fi(x?) = 0. Decreasing the
step size in this manner greatly hinders the convergence rate, keeping
the iteration (7) from approaching the solution at a linear rate (the
convergence rate is O(1/k2/3) which is much slower that O(β−k)).

Fortunately, the iteration above is easily modified for smooth and
strongly convex functions. In [QL18], it is shown that the iteration

x
(i)
k+1 =

∑
j∈N (i)

wi,jx
(j)
k − αs

(i)
k

s
(i)
k+1 =

∑
j∈N (i)

wi,js
(j)
k +∇fi(x(i)

k+1)−∇fi(x
(i)
k )

20
Georgia Tech ECE 6270 Notes by M. Davenport, M. Egerstedt, and J. Romberg. Last updated 16:27, December 1, 2021



will converge to x
(i)
k → x? and s

(i)
k → 0 at a linear rate. Note,

however, that now we need to communicate two vectors, x(i) and
s(i), between neighbors at every step.

Consensus as Optimization

Let’s return to the consensus problem and look at it from another
point of view, one that will lead us to an optimization program.
Suppose again that we have B agents who can communicate on a
graph:

5

4

2

1

3

As before, each agent is in control of a vector x(i). If the graph is
connected (meaning that there is a path from every node to every
other node), then the condition that all x(i) are equal to one another

x(1) = x(2) = · · · = x(B),

can be rewritten as

x(i) = x(j) for all (i, j) ∈ E .

For example, for the graph above

x(1) = x(2) = x(3) = x(4) = x(5) (8)
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if and only if

x(1) = x(2), x(2) = x(3) x(3) = x(4)

x(4) = x(1), x(4) = x(5), and x(5) = x(1).

Another way to say this is that we have consensus (meaning (8)) if
and only if the {x(i)} are a solution to the optimization program

minimize
{x(i)}Bi=1

∑
(i,j)∈E

‖x(i) − x(j)‖22 =
1

2

B∑
i=1

∑
j∈N (i)

‖x(i) − x(j)‖22. (9)

Obviously the solution to the above is not unique, but then neither
are the {x(i)} that obey the equality constraints (8). We start with
an application where solving this type of is useful.

Swarm robotics

Suppose that we have B robots with positions p(1),p(2), . . . ,p(B),
where each p(i) is a vector in RN , with N = 2 or 3, depending on the
application. Suppose that we want these robots to meet at the same
location. We do not care where this is, we simply want the robots to
all converge to the same point. We can pose this as the solution to
a convex optimization problem. Specifically, set

x =


p(1)

p(2)

...
p(B)

 ,
so that x ∈ RNB. As above, for each robot we define a neighborhood
N (i) corresponding to the robots to which robot i can measure its
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relative position. In other words, if j ∈ N (i), robot i can compute
the vector p(i) − p(j). We will assume for the sake of simplicity
that these are symmetric in the sense that j ∈ N (i) if and only
if i ∈ N (j). We would like all of these distances to be zero, so a
natural objective function that we might want to minimize is

f (x) =
N∑
i=1

∑
j∈N (i)

‖p(i) − p(j)‖22.

We can compute the gradient of this function by noting that

∇p(i)f (x) =
∑
j∈N (i)

2(p(i) − p(j)) +
∑

j : i∈N (j)

2(p(i) − p(j)).

With our assumption that the neighborhoods are symmetric, this
simplifies to

∇p(i)f (x) = 4
∑
j∈N (i)

(p(i) − p(j)).

Putting this all together, we can write

∇f (x) = 4


∑

j∈N (1)(p
(1) − p(j))∑

j∈N (2)(p
(2) − p(j))

...∑
j∈N (B)(p

(B) − p(j))

 .

In this case the gradient descent update xk+1 = xk − αk∇f (xk)
nicely de-couples so that the ith robot has the update rule (ignoring
the multiplicative factor of 4):

p
(i)
k+1 = p

(i)
k − αk

∑
j∈N (i)

(p
(i)
k − p

(j)
k ).
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This update rule plays a fundamental role in many swarm robotics
problems and is known as the consensus equation. Note that
the update for each robot depends only on local information (the
difference between its own position and that of its neighbors), and
hence each robot can compute its own update without any form of
global coordination.

We know from our knowledge of gradient descent that for appropri-
ately chosen αk, this algorithm is guaranteed to converge. We can
also see that every global optimum of this problem will have all the
robots to converging to the same point.

Gradient descent for consensus optimization

Suppose again (temporarily) that N = 1. Then for a given graph,
the function∑

(i,j)∈E

(x(i) − x(j))2 =
1

2

B∑
i=1

∑
j∈N (i)

(x(i) − x(j))2 = xTLx, (10)

where L is the graph Laplacian. The graph Laplacian is constructed
from the degree matrix D and adjacency matrix A, where

Dii = number of edges into node i, Aij =

{
1, (i, j) ∈ E ,
0, otherwise,

and L = D −A. For our example graph

5

4

2

1

3
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we have

D =


3 0 0 0 0
0 2 0 0 0
0 0 2 0 0
0 0 0 3 0
0 0 0 0 2

 , A =


0 1 0 1 1
1 0 1 0 0
0 1 0 1 0
1 0 1 0 1
1 0 0 1 0

 , L =


3 −1 0 −1 −1
−1 2 −1 0 0

0 −1 2 −1 0
−1 0 −1 3 −1
−1 0 0 −1 2

 .
It takes a little work to check the relation (10), and I encourage you
to put in this work at home.

The gradient decent step for solving (9) can thus be written

xk+1 = xk − αkLx.

As noted in the swarm robotics example above, the ith component
of this gradient can be computed from knowledge of just the x(j) ∈
N (i).

Although the solution to (9) is not unique, we can show that the
gradient descent algorithm will converge to a unique point that we
can specify. Notice that by construction, the vector of all ones is in
the null space of L:

L1 = 0.

Thus since L is symmetric, 1TLx = 0 for all x, and

1Txk+1 = 1Txk − αk1TLxk = 1Txk.

That is, the sum of the entries in the xk does not change during
gradient descent. If the nodes are initialized with

x0 =


x
(1)
0

x
(2)
0
...

x
(B)
0

 ,
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then gradient descent converges to a vector whose entries are all equal
to one another and whose sum is the same as x0,

x? = x̄1, x̄ =
1

B

B∑
i=1

x
(i)
0 .

We see then that solving (9) using gradient descent gives us the same
answer as the network consensus iteration (1) while using the same
communication structure.

Again, for N > 1, we can solve (9) in the same way with a Laplacian
matrix that has been tensored up, L̃ = L ⊗ I, just as we discussed
for network consensus.

A primal-dual method for decentralized
optimization

There is another approach to decentralized optimization that is easily
adapted to fi that are not smooth. As we discussed in the last section,
the consensus condition (8) is equivalent to L̃x = 0, meaning that

minimize
x∈RN

B∑
i=1

fi(x)

can be re-written as

minimize
{x(i)}Bi=1

B∑
i=1

fi(x
(i)) subject to L̃x = 0. (11)

Recall the primal-dual proximal algorithm from [CP11] for solving
problems of the form

minimize
x∈RBN

f (Kx) + g(x),
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through the iteration

νk+1 = proxσf∗(νk + σKxk)

x′k+1 = proxαg(xk − αKTνk+1)

xk+1 = x′k+1 + θ(x′k+1 − x′k),

where σ, α are step sizes and θ is an acceleration parameter. We can
apply this algorithm to (11) by taking

K = L̃, f (w) =

{
0, w = 0,

∞, otherwise,
g(x) =

B∑
i=1

fi(x
(i)).

The Fenchel conjugate of f in this case is

f ∗(ν) = sup
w∈RN

(
νTw − f (w)

)
= 0, for all ν ∈ RN ,

and so

proxσf∗(z) = arg min
w

(
f ∗(w) +

1

2σ
‖w − z‖22

)
= z.

Also note that

proxαg(z) =


proxαf1(z

(1))
proxαf2(z

(2))
...

proxαfB(z(B))

 ,
and, due to the structure of L̃, that the matrix-vector product ν =
L̃x can be written as
ν(1)

ν(2)

...
ν(B)

 =


L11x

(1) −
∑

j∈N (1),j 6=1Lijx
(j)

L22x
(2) −

∑
j∈N (2),j 6=2L2jx

(j)

...
LBBx

(B) −
∑

j∈N (B),j 6=B LBjx
(j)

 =


∑

j∈N (1)L1jx
(j)∑

j∈N (2)L2jx
(j)

...∑
j∈N (B)LBjx

(j)


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This gives us the iteration

ν
(i)
k+1 = ν

(i)
k + σ

∑
j∈N (i)

Lijx
(j)
k , i = 1, . . . , B

x
′(i)
k+1 = proxαfi

x(i)
k − α

∑
j∈N (i)

Lijν
(j)
k+1

 , i = 1, . . . , B,

x
(i)
k+1 = x

′(i)
k+1 + θ(x

′(i)
k+1 − x

′(i)
k ), i = 1, . . . , B.

The flow of this decentralized optimization algorithm is

1. communication of {x(i)
k } between neighbors on graph

2. each agent updates ν
(i)
k+1 in parallel

3. communication of {ν(i)
k+1} between neighbors on graph

4. each agent solves a prox problem to update x
′(i)
k+1 in parallel

5. each agent updates x
(i)
k+1 in parallel

So just as in the centralized case, we can break down the solution
of (5) to solving a series of subproblems in parallel. This kind of
technique is useful when the fi are expensive to compute or the
knowledge of the fi is restricted to a single agent.

The convergence rate for this algorithm follows directly from the
results for the general iteration. Basically, these rates all match the
accelerated centralized results with constants that depend on the
graph structure (i.e. the spectral gap). Details can be found in [CP11,
CP16].
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